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Abstract

A fixed length tweakable enciphering scheme (TES) is the appropriate cryptographic func-
tionality for low level disk encryption. Research on TES over the last two decades have led to a
number of proposals many of which have already been implemented using FPGAs. This paper
considers the FPGA implementations of two more recent and promising TESs, namely AEZ and
FAST. The relevant architectures are described and simulation results on the Xilinx Virtex 5
and Virtex 7 FPGAs are presented. For comparison, two IEEE standard schemes, XCB and
EME2 are considered. The results indicate that FAST outperforms the other schemes making it
a serious candidate for future incorporation by disk manufacturers and standardisation bodies.
Keywords: tweakable enciphering scheme, block cipher, disk encryption, FPGA

1 Introduction

Sensitive data reside on hard disks of computers. It is important to be able to protect such data
from unauthorised access and tampering. This requires an appropriate mechanism for keeping
the data on the disk in an encrypted form. High level applications, on the other hand, operate
on unencrypted data. A disk encryption module performs the task of converting to and from
encrypted data. While the primary requirement for a disk encryption algorithm is to ensure the
relevant notion of security, it is also important to ensure that there is no substantial performance
degradation due to storing the data in encrypted form. To a large extent, the performance of
a disk encryption algorithm depends at the level where it is positioned. For example, a software
based disk encryption algorithm will perform the encryption and decryption operations in software.
Consequently, there will be a loss of efficiency. Low level disk encryption, on the other hand,
envisages the disk encryption module to be placed just above the disk controller and requires the
module to be implemented in hardware. If the speed of encryption/decryption matches the speed
of read and write operations on the disk, then there will be no performance penalty due to use of
an encrypted disk.

The present work considers low level disk encryption implemented in hardware. A disk is
organised into sectors. In modern disks, a sector stores 4096 bytes. Each sector has a sector address.
The cryptographic primitive which is well suited for disk encryption is tweakable enciphering scheme
(TES) [12]. The possibility of using a deterministic authenticated encryption with associated
data (DAEAD) scheme [21] for disk encryption has been considered in [7]. Doing this would
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require disk manufacturers to allocate a nominal extra storage per sector to accommodate the
ciphertext produced by a DAEAD scheme which is a few bytes longer than the message. As has
been demonstrated in [7], disk encryption based on a DAEAD scheme can be more efficient than
one based on a TES. Nonetheless, until the time disk manufacturers actually decide to alter the
designs of physical disk sectors, it is TES which has to be considered for disk encryption.

A TES is used to perform sectorwise encryption/decryption. The encryption algorithm of a TES
uses a secret key K, a tweak T , and a message to produce a ciphertext which is of the same length
as the message; the decryption algorithm uses K, T and the ciphertext to produce a message which
is of the same length as the ciphertext. In the disk encryption application, the tweak is taken to be
the sector address and the message is the data that is to be written to the sector. The ciphertext
produced by the TES encryption algorithm is physically written to the sector. The actual message
is not stored anywhere. Decryption works by reversing the steps, i.e., the physical content of the
sector is decrypted using the sector address as the tweak and the message obtained is returned to
the high level application. It is to be noted that since the clear message is not stored anywhere, if
the secret key K is lost, then the disk becomes unreadable.

Starting from the pioneering work of Halevi and Rogaway [12], over the years a number of TESs
suitable for disk encryption have been proposed [13, 10, 18, 19, 25, 8, 11, 22, 23, 24, 6, 14, 1, 3, 9].
Out of these, CMC [12], EME [13] (and its variants [10]) and AEZ [14] use only a block cipher,
while most of the other schemes use a block cipher along with a XOR universal hash function.
IEEE has standardised two schemes [16]. For implementation of a TES built using a block cipher,
the instantiation of the block cipher is typically done using the standardised advanced encryption
system (AES). A suite of stream cipher and lightweight hash function based TES has been presented
in [6] which is suitable for low area, low power and low cost applications of disk encryption. Another
TES proposal called Adiantum [9] is built from AES, the stream cipher ChaCha, along with two
hash functions. Adiantum is targeted towards software implementation on low end processors which
do not have intrinsic processor support for AES and 64-bit polynomial multiplication.

Most of the block cipher based TES proposals require both the encryption and the decryption
algorithms of the block cipher. So, hardware implementations require the implementations of both
the encryption and the decryption modules of the underlying block cipher. For one thing, this
increases the area of the hardware. In the case of AES, the critical path of the decryption module
of AES is longer than that of the encryption module. So, the requirement of implementing both
the encryption and the decryption modules also leads to an increase of the critical path length.

Presently, there are three known TES proposals, namely AEZ [14], FAST [3] (also its prede-
cessor [24]) and FMix [1], which use only the encryption module of the underlying block cipher,
i.e., both the encryption and the decryption algorithms of these TESs are built using only the en-
cryption function of the block cipher. Consequently, hardware implementation of such TESs using
AES will require smaller area as well as a smaller critical path. Of these three TESs, FMix is a
sequential construction, i.e., the blocks of the message are processed in a sequential manner. Such
a design cannot profit from the various pipelining and parallelism options that can be implemented
in hardware. In view of this, we do not consider FMix for implementation.

The main contribution of the present work is to present efficient implementations of FAST [3]
and AEZ [14] on FPGAs. Our target is to obtain high speed, so we do not consider low power and
low area, but slower FPGAs. While our implementations are on FPGA, in actual deployment ASICs
will be used leading to even higher speed. As explained above, our rationale for choosing FAST and
AEZ for implementation is that presently these are the only two TESs which are parallelisable and
are built using only the encryption function of the underlying block cipher. For comparison, we
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consider previous implementations of the IEEE standards XCB and EME2. Of the four, it turns
out that FAST provides the highest throughput and also the smallest area. This makes FAST an
attractive option to be considered for deployment and standardisation.

Previous FPGA implementations of TESs have been reported in [17, 5]. The work [17] com-
prehensively implemented all TESs proposed prior to 2010, while the work [5], published in 2013,
considered the TESs proposed in the intervening period. The present work may be seen as a con-
tinuation of the prior work on FPGA implementations of TESs and brings the literature up to date
on this topic.

A pipelined architecture for the AES encryption function based on ideas from [2] has been made.
This is required for both FAST and AEZ. FAST provides two options for the hash function, either
a Horner based computation, or, a hash function based on the Bernstein-Rabin-Winograd (BRW)
polynomials. The implementation of the Horner based hash function uses a decimated approach
and utilises two multipliers. The BRW-based hash function design is for 255-block messages using
a 4-stage Karatsuba multiplier. The only previously known BRW implementation in hardware was
for 31-block messages using a 3-stage multiplier [5]. There has been only one previous work on the
hardware implementation of AEZ [15]. This work used an iterated round implementation and had
indicated that AEZ is difficult to implement in hardware. Our hardware for AEZ uses a pipelined
implementation. A troublesome issue in AEZ implementation is the computation of the internal
masking values. We implement two approaches to performing such computation, namely one is on
the fly and the other is to pre-compute and store them in the memory. Overall, our designs for
FAST and AEZ present novel ideas which can turn out to be useful in other contexts.

In Section 2 we present the notation and the descriptions of FAST and AEZ. The description
is tailored to the requirement of disk encryption. For further details including formal security
analysis, we refer the reader to [3] for FAST and to [14] for AEZ. The implementation of FAST
is described in Section 3, while the implementation of AEZ is described in Section 4. Results are
compared in Section 5. The paper is concluded in Section 6.

2 Preliminaries

For the description of the preliminaries, we fix a positive integer n. This represents the block
size of the underlying block cipher. Since our actual implementations are for the AES, for the
implementations, we will use n = 128.

Notation: Let X and Y be binary strings.

• The length of X will be denoted as len(X).

• The concatenation of X and Y will be denoted as X||Y .

• For an integer i with 0 ≤ i < 2n, binn(i) denotes the n-bit binary representation of i.

• parsen(Y ): If len(Y ) ≥ 2n, parsen(Y ) denotes (Y1, Y2, Y3) where len(Y1) = len(Y2) = n and
Y = Y1||Y2||Y3. In other words, parsen(Y ) divides the string Y into three parts with the first
two parts having length n bits each with the remaining bits of Y (if any) forming the third
part.

The description of FAST is in terms of a pseudo-random function (PRF) family {FK}K∈K,
where for K ∈ K, FK : {0, 1}n → {0, 1}n. The concrete instantiation of FK is done using the
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encryption function of the AES which we denote as EK : {0, 1}n → {0, 1}n. AEZ is based on the
encryption function of a block cipher and our implementation instantiate the block cipher using
EK , the encryption function of AES.

2.1 Description of FAST

FAST is actually a suite of algorithms and can be customised to obtain various functionalities. In
this paper, we provide the description that is required for disk encryption. In particular, this uses
an n-bit tweak and a fixed length message. For the more general description of FAST, we refer
to [3].

FAST uses the PRF F to build a counter mode. Let Y = Y1||Y2|| · · · ||Ym be a binary string,
where m ≥ 1 and each Yi is an n-bit string, i = 1, . . . ,m. For K ∈ K and S ∈ {0, 1}n, we define
CtrK,S(Y ) in the following manner.

CtrK,S(Y ) = (S1 ⊕ Y1, . . . , Sm−1 ⊕ Ym−1, Sm ⊕ Ym) (1)

where Si = FK(S ⊕ binn(i)).
FAST requires a XOR universal hash function. Two options for the hash function have been

proposed in [3]. Both of these hash functions are defined over the finite field F = GF (2n). The field
F itself is represented using a fixed primitive polynomial ψ(α) of degree n over GF (2). Under this
representation, elements of F can be considered to be n-bit binary strings. The addition operation
over F will be denoted by ⊕; for X,Y ∈ F, the product will be denoted as XY . The additive
identity of F will be denoted as 0 and will be represented as 0n; the multiplicative identity of F will
be denoted as 1 and will be represented as 0n−11.

Given an n-bit string X, it represents an element X(α) of F represented using ψ(α). The
operation αX(α) mod ψ(α) is the ‘multiply by α’ map and has been called a doubling operation [20].
For n = 128, we use ψ(α) = α128 ⊕ α7 ⊕ α2 ⊕ α⊕ 1 to construct the field F.

Of the two hash functions used in FAST, one is based on evaluation of polynomials using
Horner’s rule and the other is based on the BRW polynomials. These are defined below.

Horner: For m ≥ 0, let Horner : F× Fm → F be defined as follows.

Horner(τ, Y1, . . . , Ym) =

{
0, if m = 0;
Y1τ

m−1 ⊕ Y2τm−2 ⊕ · · · ⊕ Ym−1τ ⊕ Ym, if m > 0.

The notation Hornerτ (Y1, . . . , Ym) denotes Horner(τ, Y1, . . . , Ym).

BRW polynomials: For m ≥ 0, let BRW : F× Fm → F be defined as follows.

• BRWτ () = 0;
• BRWτ (Y1) = Y1;
• BRWτ (Y1, Y2) = Y1τ ⊕ Y2;
• BRWτ (Y1, Y2, Y3) = (τ ⊕ Y1)(τ2 ⊕ Y2)⊕ Y3;
• BRWτ (Y1, Y2, · · · , Ym)

= BRWτ (Y1, · · · , Yt−1)(τ t ⊕ Yt)⊕ BRWτ (Yt+1, · · · , Ym);
if t ∈ {4, 8, 16, 32, · · · } and t ≤ m < 2t.
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Table 1: Encryption algorithm for FAST.
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Algorithm FAST.EncryptK(T,X1||X2|| · · · ||Xm)
1. τ ← FK(fStr);
2. (X1, X2, X3|| · · · ||Xm)← parsen(X1|| · · · ||Xm);
3. (A1, F1)← Hτ (X1, X2, X3|| · · · ||Xm, T );
4. (F2, B2)← FeistelK(A1, F1);
5. Z ← F1 ⊕ F2;
6. C3|| · · · ||Cm ← CtrK,Z(X3|| · · · ||Xm);
7. (C1, C2)← G′

τ (F2, B2, C3|| · · · ||Cm, T );
8. return (C1||C2||C3|| · · · ||Cm).

Table 2: A two-round Feistel construction required in Table 1.

F2 FK

FK

A1

2F

1F

B2

FeistelK(A1, F1)
1. F2 ← A1 ⊕ FK(F1);
2. B2 ← F1 ⊕ FK(F2);
return (F2, B2).

We write BRWτ (· · · ) to denote BRW(τ, · · · ). The important advantage of BRW over Horner is
that for m ≥ 3, BRWτ (Y1, . . . , Ym) can be computed using bm/2c field multiplications and blgmc
additional field squarings to compute τ2, τ4, . . ., whereas Hornerτ (Y1, . . . , Ym) requires m − 1 mul-
tiplications to be evaluated.

We now provide the description of FAST for fixed length messages. Let m ≥ 3 be an integer.
We describe the encryption algorithm of FAST. The decryption algorithm can be derived from the
encryption algorithm and is presented in details in [3].

Consider an m-block message X1||X2|| · · · ||Xm, where each Xi is an n-bit block. For disk
encryption application, the tweaks are sector addresses and we assume the tweak T to be a single
n-bit block. The encryption algorithm is shown in Table 1. The sub-routine Feistel is shown in
Table 2. This encryption algorithm in Table 1 uses the functions Hτ and G′τ which are built from
two hash functions h and h′ in the following manner.

Hτ (P1, P2, P3, T ) = (P1 ⊕ hτ (T, P3), P2 ⊕ τ(P1 ⊕ hτ (T, P3)));
G′τ (Y1, Y2, Y3, T ) = (Y1 ⊕ τY2, Y2 ⊕ h′τ (T, Y3)).

(2)

Two instantiations of h and h′, namely using Horner and BRW have been considered in [3]. Fol-
lowing the notation of [3], these instantations are denoted as FAST[Fxm,Horner] and FAST[Fxm,BRW],
where Fxm denotes fixed length messages having m n-bit blocks.

In case of FAST[Fxm,Horner], m ≥ 3 and the hash functions h, h′ are defined as:

hτ (T,X3|| · · · ||Xm) = τHornerτ (1, X3, . . . , Xm, T ); (3)

h′τ (T,X3|| · · · ||Xm) = τ2Hornerτ (1, X3, . . . , Xm, T ). (4)
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In case of FAST[Fxm,BRW], m ≥ 4 and h, h′ are defined as:

hτ (T,X3|| · · · ||Xm) = τBRWτ (X3, . . . , Xm, T ); (5)

h′τ (T,X3|| · · · ||Xm) = τ2BRWτ (X3, . . . , Xm, T ). (6)

2.2 Description of AEZ

AEZ [14] was proposed as a candidate for the CAESAR1 competition. The design has several
variants which are built from different block ciphers obtained by modifying AES. In the present
context, the relevant version is the one where the standardised AES algorithm is used. In AEZ,
short messages of lengths less than 2n bits are handled differently from the messages whose lengths
are at least 2n bits. It is the latter which is appropriate for disk encryption algorithm and so we
consider only this case. The construction which handles messages of lengths at least 2n bits has
been called AEZ-Core [14]. By AEZ, we will mean AEZ-Core where the encryption function is
instantiated using the encryption function of AES and we will denote this construction as AEZ-
Core[AES]. A brief description of this algorithm is given below. For complete details, we refer
to [14].

As mentioned in Section 2.1, an n-bit string X is identified with an element X(α) of the field
F = GF (2n) which is represented using ψ(α). The operation αX(α) mod ψ(α) is the ‘multiply
by α’ map and has been called a doubling operation [20]. For n = 128, the polynomial ψ(α) =
α128 ⊕ α7 ⊕ α2 ⊕ α⊕ 1 is used to construct the field F.

Given X ∈ {0, 1}n, AEZ denotes the doubling operation as 2 · X. This operation can be
implemented using bit operations on the string X. Further, for i ∈ N, AEZ requires the operation
i ·X which is defined in the following manner.

i ·X =


0 if i = 0;
X if i = 1;
2 ·X if i = 2;
2 · (j ·X) if i = 2j > 2;
(2j ·X)⊕X if i = 2j + 1 > 2.

(7)

Consider a message of length at least 2n bits. Write the length as 2nk+µ bits with 0 ≤ µ < 2n
and k ≥ 1. For the disk encryption application where the sector size is 4096 bytes, since n = 128,
we have µ = 0. So, we provide the description of AEZ for the case µ = 0. The number of n-bit
blocks in the message is m = 2k = 28.

Let m be such that m = 2m+2. (For m = 28, m = 27−1.) AEZ partitions the message into two
parts in the following manner. The first part consists of 2m n-bit blocks M1,M

′
1, . . . ,Mm,M

′
m and

the second part consists of 2 n-bit blocks Mx and My. The ciphertext blocks are Ci, C
′
i, i = 1, . . . ,m

and Cx, Cy.
The encryption algorithm of AEZ can be viewed as consisting of three layers. The first and the

third layers are built as a sequence of 2-round Feistel networks. The second layer is essentially a
mixing layer. Let E denote the encryption function of AES and for β ∈ {0, 1}n, define Ẽi,jK (β) =
EK(β ⊕ (i + 1) · I ⊕ j · J) where I = EK(0) and J = EK(1). The encryption algorithm of AEZ
proceeds as follows:

First layer: for i = 1, . . . ,m, Wi = Mi ⊕ Ẽ1,i
K (M ′i); Xi = M ′i ⊕ Ẽ

0,0
K (Wi);

Sx = Ẽ0,1
K (My)⊕Mx ⊕X ⊕∆; Sy = Ẽ−1,1K (Sx)⊕My;

1https://competitions.cr.yp.to/caesar.html
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Second layer: for i = 1, . . . ,m, S′i = Ẽ2,i
K (S); Yi = S′i ⊕Wi; Zi = S′i ⊕Xi;

Third layer: for i = 1, . . . ,m, C ′i = Yi ⊕ Ẽ0,0
K (Zi); Ci = Zi ⊕ Ẽ1,i

K (C ′i);

Cy = Sx ⊕ Ẽ−1,2K (Sy); Cx = Sy ⊕ Ẽ0,2
K (Cy)⊕∆⊕ Y ;

Here X = X1 ⊕ · · · ⊕ Xm, Y = Y1 ⊕ · · · ⊕ Ym, S = Sx ⊕ Sy and ∆ is obtained by processing the
tweak. For the decryption algorithm, we refer to [14].

In our implementation of AEZ, we have ignored the tweak, i.e., we have taken ∆ = 0. Our
goal was to compare the implementations of AEZ with FAST. Since the results indicate that AEZ
without tweak is slower than FAST with tweak, it follows that AEZ with tweak will also be slower
than FAST with tweak.

3 Implementation of FAST

In this section, we describe the design decisions and the architecture of the two variants of FAST,
namely FAST[Fxm,Horner] and FAST[Fxm,BRW]. The value of m is mentioned below.

The basic design goal was speed and so the implementations were optimised for speed. Never-
theless, we tried to keep the area metric reasonable. The target devices were high end fast FPGAs.
In particular, we have optimised our designs for the Xilinx Virtex 5 and Virtex 7 families.

As mentioned earlier, we have used the encryption function EK of AES to instantiate the PRF
FK . So, n = 128. We have considered 4096-byte disk sectors, so that the message length is also
4096 bytes which corresponds to 256 128-bit blocks, i.e., m = 256. So, our implementations are
those of FAST[Fx256,Horner] and FAST[Fx256,BRW]. With m = 256 and a single block tweak, the
numbers of blocks in the inputs to the hash functions h and h′ are both 255. The 255 blocks
comprise of 254 blocks arising from X3|| · · · ||X256 and one block from the tweak. Since 255 blocks
are to be hashed, for FAST[Fx256,Horner], the requirement is to implement 255-block Horner while
for FAST[Fx256,BRW], the requirement is to implement 255-block BRW.

For both FAST[Fx256,Horner] and FAST[Fx256,BRW], we have implemented two variants, one
with a single core of the AES encryption module and the other with two cores of the AES encryption
module. We denote variants of FAST[Fx256,Horner] and FAST[Fx256,BRW] using a single AES core
as FAST[AES,Horner]-1 and FAST[AES,BRW]-1 respectively. The variants of FAST[Fx256,Horner] and
FAST[Fx256,BRW] using two AES cores are denoted as FAST[AES,Horner]-2 and FAST[AES,BRW]-2
respectively.

The two basic building blocks for all of these designs are the encryption function of the AES
and a finite field multiplier.

In our implementations, we have used pipelined AES encryption cores, which is most suited
for a fast implementation. An AES encryption core requires a key generation module. For the
two-core designs the same key generation module is shared by both the cores. We consider the
AES rounds as pipeline stages, whereas the multiplexers and the XORs at the input of AES have
been considered as an additional stage, so that the delay of AES round is not increased. As a result,
the latency of each AES core is 11 cycles, i.e., the first block of ciphertext is produced after a delay
of 11 cycles and thereafter one cipher block is obtained in each cycle. The design of the AES cores
adopts some interesting ideas reported earlier [2]. The earlier design [2] was that of a sequential
AES design tailored for the Virtex 5 family of devices. An important aspect of this design is that
the S-boxes are implemented as 256 × 8 multiplexers and one S-box fits into 32 six-input LUTs
which are available in Virtex 5 FPGAs. We have used the same idea to design the S-boxes of our
pipelined AES core.
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With n = 128, the requirement is to compute products in GF (2128). For this, we have used a
4-stage pipelined Karatsuba multiplier. The number of stages was selected to match the maximum
frequency of the AES encryption core, which is the only other significant component in the circuits.
The multiplier design is the same as reported in a previous work [7].

To use the pipelined multiplier efficiently, it is important to schedule the multiplications in such
a way that pipeline delays are minimised. The BRW computation is amenable to a very efficient
pipelined implementation. This requires identifying an “optimal” order of the multiplications so
that both pipeline delays and the necessity to store intermediate results are minimised. A detailed
study of such an optimal ordering is available in the literature [5]. A circuit for computing BRW
polynomials on 31 blocks of inputs using a 3-stage pipelined Karatsuba multiplier is known [5]. In
the present work, the requirement is to compute BRW polynomials on 255 blocks using a 4-stage
pipelined multiplier. We scale up the earlier design [5] suitably for our purpose.

For computing Horner using a pipelined multiplier the idea of decimation is used. Let (P1, P2, . . . , Pm)
and a positive integer d be given. Let χi = m−i (mod d). The d-decimated Horner computation [4]
is based on the following observation.

Hornerτ (P1, P2, . . . , Pm)

= τχ1Hornerτd(P1, P1+d, P1+2d, . . .)⊕ · · · ⊕ τχdHornerτd(Pd, P2d, P3d, . . .).

So, Hornerτ (P1, P2, . . . , Pm) can be computed by evaluating d independent polynomials at τd and
then combining the results. This representation allows efficient use of a d-stage pipelined multiplier,
as in each clock, d independent multiplications can be scheduled.

In what follows, we give a detailed description of the architecture of FAST[AES,BRW]-2 followed
by a short description of the architecture of FAST[AES,Horner]-2.

3.0.1 Architecture for FAST[AES,BRW]-2:

FAST[AES,BRW]-2 uses two pipelined AES encryption cores and a 4-stage pipelined multiplier.
An overview of the architecture is shown in Figure 1. We briefly describe its components and
functioning.

The basic components of the architecture are the two AES encryption cores which are denoted
as AESodd and AESeven. The module for the BRW polynomial evaluation using a 4-stage
Karatsuba multiplier is shown as BRWPoly eval.

The two AES cores, two multiplexers M1 and M2 and a counter named Counter are enclosed
inside a dashed rectangle. This constitutes a module which implements the counter mode. The
module can also perform AES encryption of a single block. The AESeven core is used only in
counter mode whereas the AESodd core is used for both encryption in the counter mode and to
encrypt single blocks. According to the algorithms in Tables 1 and 2, encryption of a single block
is required for the blocks F1 and F2 in the Feistel function and for fStr in the main function.

The counter has two outputs, one for odd values and the other for even values. The even values
are fed directly to the AESeven core and the odd values are fed to the AESodd core through
the multiplexer M1. The block BRWPoly eval performs the 255-block BRW computation. Ad-
ditionally, this block also computes the single multiplications by τ required for the computation of
Hτ and G′τ (see Table 1).

The registers Z, A1, F1, F2 and B2 are used to store the intermediate values and these
correspond to the variables Z,A1, F1, F2 and B2 respectively of the algorithms described in Tables 1
and 2.
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Figure 1: Architecture for FAST[AES,BRW]-2.

The input ports Podd and Peven are used to feed in the odd numbered message blocks and
even numbered message blocks respectively. The tweak is also fed in through Podd. The hash key
is fed in through a separate port. The output ports Ceven and Codd output the even and odd
numbered cipher blocks respectively.

The multiplexer M5 selects the input to AESodd from one of the four possible inputs, namely,
Podd, F1, F2 or the string fStr. The multiplexer M1 selects either the output of M5 or Z ⊕ i,
where i is the output from the odd port of Counter. This input design to the AESodd core
through the multiplexers M1 and M5 allows AESodd to encrypt in the counter mode and also
to encrypt the required single blocks.

The BRW computation module BRWPoly eval is required to be fed two blocks of plaintext
or ciphertext in each cycle. The multiplexer M3 provides the first input to BRWPoly eval. This
input is selected by M3 to be one of Podd, Codd, A1 or B2. The inputs Podd and Codd are
relevant for BRW while the inputs A1 and B2 are relevant when a single-block multiplication is
required. The second input to BRWPoly eval is the output of the multiplexer M4 and can be
either Peven or Ceven.

The final outputs of the circuit are selected using multiplexers M6 and M7. Control signals
are generated using a finite state machine which follows the algorithm of FAST.

Timing analysis: Figure 2 shows the timing diagram for FAST[AES,BRW]-2. The first 11 clock
cycles are required to compute the hash key τ by applying the AES encryption module to fStr.
The computation of the hash function Hτ (see (2)) requires a 255-block BRW computation and
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Figure 2: Time diagram for encryption using FAST[AES,BRW]-2.

two subsequent field multiplications by τ . The 255-block BRW computation requires 127 field
multiplications. The 4-stage multiplier has a latency of 4 cycles. So, the BRW computation
requires 131 cycles. The two subsequent multiplications require 4 cycles each. The computation of
Hτ is completed after 141 cyles which includes two additional synchronisation cycles. The Feistel
network has two encryptions. The first encryption requires 11 cycles. After the first encryption,
both F1 and F2 are available and so the input Z = F1 ⊕ F2 to the counter can be obtained. Let
Ji = Z⊕ binn(i), i = 1, . . . , 254. AESodd performs the encryptions of F1, F2, J1, J3, . . . , J253 while
AESeven performs the encryptions of J2, J4, . . . , J254. AESodd and AESeven are synchronised
such that the encryptions of J2j−1 and J2j , j = 1, . . . , 127, are obtained simultaneously. This allows
the computation of G′τ to start after the encryptions of J1 and J2 are completed and be executed in
parallel with the rest of the encryptions of the counter. The total computation requires 319 cycles
which includes a few synchronisation cycles.

3.0.2 Architecture for FAST[AES,Horner]-2:

To take the advantage of two AES cores in the design of FAST[AES,Horner]-2 it becomes necessary
to use two multipliers. The reason is the following. The crucial parallelisation is in computing the
second hash layer where the hash of the ciphertexts produced by the counter mode is computed.
Since two pipelined AES cores are used to implement the counter mode, after an initial delay, in
each clock cycle two blocks of ciphertexts are produced. So, the hash module has to be capable
of processing two ciphertext blocks in each cycle. For BRW based hashing, each multiplication
involves two ciphertext blocks. On the other hand, in the case of Horner, each multiplication
involves a single block. So, to process two ciphertext blocks in each cycle it is required to use two
multipliers. Each multiplier operates in a 4-stage pipeline. For proper scheduling using the two
multipliers, it is required to use a 8-decimated version of Horner. This allows the scheduling of four
independent multiplications to each multiplier in every clock cycle.

4 Implementation of AEZ

The design decisions regarding the choice of FPGAs, the block cipher and the message length are
the same as that of FAST. In this section, we provide an overview of the architecture that we have
designed to implement AEZ.
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Figure 3: Pipelined architecture for AEZ using two AES-encryption cores.

The architecture in Figure 3 allows the computation of AEZ encryption/decryption. This
implementation uses two cores. The two AES cores are labeled as AES and AES′ and the inputs
to these cores are selected by mux1 and mux2 respectively. For computing the masking values I
and J we need the encryptions of 0 and 1 respectively. This is enabled using mux3. AES and AES′

work in parallel to compute Xi and Wi respectively. Since Xi depends on Wi, AES waits for the
first value of Wi to be produced to start the computation. The computed values of Wi and Xi have
to be stored and for that we use the single-port-block-RAMs memWi and memXi respectively.
At a later stage, the values Sx and Sy are also stored in memWi and memXi respectively. The
computation of X = X1 ⊕ · · · ⊕ X127 is performed by ACCX. The values of S′i’s are computed
with the two AES cores. Due to data dependencies, these values need to be stored and for this
purpose the dual-port-block-RAM memSi is used. In memSi, the last value is initialised to 0
and so Z128 = Sy ⊕ 0 = Sy and Y128 = Sx ⊕ 0 = Sx. The computation of Y = Y1 ⊕ · · · ⊕ Y127 is
performed by ACCY. The input line marked C ′i to mux1 carries Cy at the end.

The masking values j · J can be computed in two different ways.

Pre-computation: The values of I, J and all the necessary values i ·I, j ·J can be precomputed.
Computing I and J take 13 clock cycles while 127 clock cycles are necessary to compute all j · J ;
i · I are only 4 values and are computed in parallel with j · J . So the precomputation takes 145
clock cycles, taking into account the reset time and some clock cycles for synchronisation of the
memory. In Figure 4b, we show the architecture to compute all the necessary values of j · J using
double and add method. The values are stored in block RAMs. For the values i · I, only the values
{0, I, 2 · I, 3 · I} are required and so they are computed and stored in registers.

On the fly: The values i · I are computed as above. For j · J we used the circuit in Figure 4a.
It consists of the computations of J, 2 · J, 4 · J, 8 · J, 16 · J, 32 · J, 64 · J . Subsequently, depending on
the binary representation of j some of these are selected and XORed to obtain the required value
j · J . For example, 86 · J = 64 · J ⊕ 16 · J ⊕ 4 · J ⊕ 2 · J .
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(a) Masks generated on the fly (b) Precomputing masks using double and add

Figure 4: Two ways to compute the masks j · J . In the figure ×2 denotes doubling.

Figure 5: Timing diagram for encryption using AEZ.

The timing diagram for the architecture in Figure 3 is shown in Figure 5. Apart from the
pre-computation, a total of 389 cycles is required to complete the encryption.

The AEZ architecture that we have described uses two AES cores and we name this architecture
as AEZ-2.

5 Comparative Results

We present performance data for the implementations of FAST mentioned in Section 3 and the
implementation of AEZ mentioned in Section 4. The results are compared with the implementations
of XCB and EME2. The implementations of XCB and EME2 are taken from [7]. Two architectures
for each of EME2 and XCB are reported. These are named EME2-1, EME2-2 and XCB-1, XCB-2
respectively. The hardware resources utilized in these architectures along with those used in the
different architectures for FAST and AEZ are summarized in Table 3.
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Table 3: Summary of the main hardware resources in the architectures of FAST, EME2, XCB and
AEZ.

Scheme Pipelined AES Pipelined AES Sequential AES Pipelined
encryption core decryption core decryption core multiplier

FAST[AES,BRW]-1 1 0 0 1

FAST[AES,Horner]-1 1 0 0 1

EME2-1 1 1 0 0

XCB-1 1 0 1 1

FAST[AES,BRW]-2 2 0 0 1

FAST[AES,Horner]-2 2 0 0 2

EME2-2 2 2 0 0

XCB-2 2 0 1 2

AEZ-2 2 0 0 0

Some important aspects of the architectures are as follows:

1. The encryption cores utilised in FAST are the same as those utilised in XCB, EME2 and AEZ.
Further, the multiplier utilised in FAST is also utilised in XCB. The sequential decryption core
required in XCB was optimised for speed. To match the critical path of the AES encryption
core the sequential decryption core was implemented using T-boxes.

2. EME2 is an encrypt-mask-encrypt type construction which consists of two ECB layers with
an intermediate masking. The ECB layers can be implemented with pipelined AES cores. For
decryption, ECB in decryption mode is required; hence for efficient decryption functionality
pipelined AES decryption cores are required to be used. The second layer of ECB in EME2
can only be computed once the first layer has been completed and so the intermediate results
of the first layer of ECB encryption are required to be stored. Block RAMs are used for this
purpose.

3. XCB is a hash-counter-hash type mode which involves a counter mode of operation sand-
wiched between two polynomial hash layers. The main encryption/decryption in XCB takes
place through a variant of the counter mode (which is different from the counter mode used
in FAST). The counter mode can be implemented using only the encryption module of AES.
One call to the decryption module of AES is required in XCB for both encryption and decryp-
tion. For this, a sequential AES decryption core is utilised. Thus, XCB-2 uses two pipelined
AES encryption cores which does the bulk encryption and in addition uses a sequential AES
decryption core.

4. The polynomial hash layers in XCB consist of Horner computations. The second Horner
computation in XCB can be computed in parallel with the counter mode. As in case of
FAST[AES,Horner]-2 the counter mode in XCB-2 is implemented using two AES cores. So,
in each clock cycle, two blocks of ciphertexts are obtained and to utilise this parallelisation
two multipliers are required.
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Table 4: Implementation results for Virtex 5.

Architecture Area Frequency Clock Throughput
slices blk RAMs (MHz) cycles (Gbps)

AES-PEC 2859 0 300.56 1 38.47

AES-PDC 3110 0 239.34 1 30.72

AES-SDC 1800 0 292.48 11 3.40

128-bit mult 1650 0 298.43 1 38.20

FAST[AES,BRW]-2 7175 0 289.56 319 29.74

FAST[AES,Horner]-2 8983 0 289.98 311 30.55

XCB-2 9752 0 270.52 316 28.05

EME2-2 10970 4 230.56 305 24.77

AEZ-2-pre 5646 12 269.56 389 (+145) 22.70†
AEZ-2-otf 5854 8 272.32 404 22.08

FAST[AES,BRW]-1 5064 0 290.57 455 20.92

FAST[AES,Horner]-1 4781 0 291.05 565 16.88

XCB-1 6070 0 272.75 569 15.70

EME2-1 6500 4 233.58 561 13.64
†: ignores the 145 cycles required for pre-computation.

5. For AEZ, we do not consider an architecture consisting of a single AES core. The number of
cycles required by such an architecture will be too high compared to the other schemes.

6. There are two architectures for AEZ, namely, AEZ-2-pre and AEZ-2-otf. In AEZ-2-pre, the
required masks are precomputed whereas in AEZ-2-otf, the required masks are computed on
the fly. A total of 145 cycles are required to precompute the masks in AEZ-2-pre.

7. The architecture for EME2 needs to store intermediate results of lengths equal to the message
length. For doing this, EME2 requires 4 block RAMs. In contrast to EME2, both AEZ-2-pre
and AEZ-2-otf require to store more intermediate results requiring 8 block RAMs. Further,
AEZ-2-pre stores the precomputed masks which requires an additional 4 block RAMs. So,
overall AEZ-2-otf requires 8 block RAMs while AEZ-2-pre requires 12 block RAMs.

The performance results presented in Table 4 are obtained after place and route process in ISE
14.7. The target device was xc5vlx330t-2ff1738. We tried many timing restrictions and the best
case is reported.

The first part of Table 4 shows the performance of the basic modules, i.e., the pipelined en-
cryption core (PEC), the pipelined decryption core (PDC), the sequential decryption core (SDC)
and the 128-bit pipelined Karatsuba multiplier. The decryption cores are not required in FAST
and AEZ. The pipelined decryption core is required for EME2 and the sequential decryption core
is required for XCB. The results for individual AES cores in Table 4 include the area required for
the key schedule module. For the implementations of modes of operation we have implemented
only one key schedule, and it is shared between all the AES cores presented in the architecture.

From the results in Table 4 we observe the following:

1. Comparison of area.
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(a) AEZ requires two cores but no multiplier and so the number of slices is lesser than those
required for 2 core architectures for FAST. On the other hand, the number of slices for
AEZ is more than the single core architectures for FAST which use a single AES core
and a multiplier.

(b) Of all the two-core architectures, AEZ-2-pre requires the smallest number of slices
and the highest number of block RAMs. FAST[AES, BRW]-2, on the other hand, re-
quires more slices than AEZ, but no block RAM. Among the single-core architectures,
FAST[AES, Horner]-1 is the smallest which is also the smallest design overall.

(c) In comparison to Horner, the module for implementing BRW requires more registers and
also circuits for squaring. As a result, FAST[AES, BRW]-1 requires 283 slices more than
FAST[AES, Horner]-1.

(d) For the two-core architectures, FAST[AES, Horner]-2 requires more area than FAST[AES,
BRW]-2 since the implementation of FAST[AES, Horner]-2 requires two multipliers while
the implementation of FAST[AES, BRW]-2 requires a single multiplier.

(e) EME2 is the costliest in terms of area in both categories of single core and double core
architectures. This is because it requires AES decryption cores. Further, both EME2-1
and EME2-2 require four block RAMs in addition to the slices.

(f) The overall architecture of XCB is similar to that of FAST[AES, Horner]. The main
difference is that XCB requires an additional sequential AES decryption core and this
results in XCB being costlier than FAST[AES, Horner] in terms of area.

2. Comparison of throughput.

(a) Among the two-core architectures, FAST[AES,Horner]-2 has the highest throughput while
among the single-core architectures, FAST[AES,BRW]-1 has the highest throughput.

(b) As computing BRW requires about half the number of multiplications required for com-
puting Horner, in comparison to FAST[AES,Horner]-1, a significant number of clocks can
be saved in computing the first hash in case of FAST[AES,BRW]-1. As a result, the
total number of clocks required by FAST[AES,BRW]-1 is smaller than that required by
FAST[AES,Horner]-1 and this leads to a better throughput for FAST[AES,BRW]-1.

(c) FAST[AES,Horner]-2 is marginally better than FAST[AES,BRW]-2 in terms of throughput.
This is due to the following reason. FAST[AES,Horner]-2 uses two multipliers which
compensates for the gain from the use of BRW polynomials. Overall, FAST[AES,Horner]-
2 requires slightly lesser number of clocks and utilises slightly higher frequency.

(d) Both versions of XCB operate at a lower frequency than the corresponding versions of
FAST. This leads to lower throughput of XCB compared to FAST. The lower frequency
of XCB is essentially due to the use of the sequential AES decryption core which is not
present in the architectures for FAST.

(e) Among the 2-core architectures, AEZ has the lowest throughput while EME2-1 has the
lowest throughput overall. EME2 has the lowest frequency due to the use of the pipelined
decryption core, which is absent in all other architectures.

(f) The frequency of AEZ is lower than FAST. This is due to the use of block RAMs.

To confirm the comparative performance of the different designs, we have also obtained results
for the high end Virtex 7 FPGA. The target device was xc7vx690t-3fgg1930. The results are
presented in Table 5. Based on Table 5, we make the following observations.
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Table 5: Implementation results for Virtex 7.

Architecture Area Frequency Clock Throughput
slices blk RAMs (MHz) cycles (Gbps)

AES-PEC 2093 0 405.02 1 51.84

AES-PDC 2352 0 352.19 1 45.08

AES-SDC 1575 0 390.056 11 4.54

128-bit mult 1884 0 404.86 1 51.82

FAST[AES,BRW]-2 7202 0 375.43 319 38.56

FAST[AES,Horner]-2 8906 0 377.03 311 39.73

XCB-2 9330 0 358.84 316 37.21

EME2-2 11800 4 315.58 305 33.90

AEZ-2-pre 6072 12 361.52 389 (+ 145) 30.45†
AEZ-2-otf 5202 8 362.78 404 29.42

FAST[AES,BRW]-1 5024 0 377.87 455 27.21

FAST[AES,Horner]-1 4783 0 379.25 565 21.99

XCB-1 5875 0 360.67 569 20.77

EME2-1 6350 4 319.74 561 18.67
†: ignores the 145 cycles required for pre-computation.

1. The frequency grows significantly in comparison with Virtex 5 results. This is basically a
direct effect of the difference of the fabrication technology between the two families. While
Virtex 5 family is built with 65 nm technology, Virtex 7 is built with 28 nm technology.

2. The number of slices for the AES cores is significantly lesser than the corresponding imple-
mentations in Virtex 5. This is due to the fact that slices in Virtex 7 include 8 Flip-Flops
which is 4 more than that in Virtex 5.

3. In some cases, the number of slices grows in comparison with the Virtex 5. Examples are
the 128-bit multiplier and FAST[AES,Horner]-1. This behaviour can be attributed to the
optimisation performed by the tool.

6 Conclusion

In this paper, we have presented FPGA implementations of two latest tweakable enciphering
schemes, namely FAST and AEZ, geared towards low level disk encryption. The implementations
have been compared to the IEEE standards XCB and EME2. The results indicate that variants of
FAST provide the best throughput and also the smallest area. These results will be of interest to
disk manufacturers and standardisation bodies in adopting new algorithms for deployment.
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configurable hardware implementations of tweakable enciphering schemes. IEEE Trans. Com-
puters, 59(11):1547–1561, 2010. 3

[18] David A. McGrew and Scott R. Fluhrer. The extended codebook (XCB) mode of operation.
Cryptology ePrint Archive, Report 2004/278, 2004. http://eprint.iacr.org/. 2

[19] David A. McGrew and Scott R. Fluhrer. The security of the extended codebook (xcb) mode
of operation. In Carlisle M. Adams, Ali Miri, and Michael J. Wiener, editors, Selected Areas
in Cryptography, volume 4876 of Lecture Notes in Computer Science, pages 311–327. Springer,
2007. 2

[20] Phillip Rogaway. Efficient instantiations of tweakable blockciphers and refinements to modes
OCB and PMAC. In Pil Joong Lee, editor, ASIACRYPT, volume 3329 of Lecture Notes in
Computer Science, pages 16–31. Springer, 2004. 4, 6

[21] Phillip Rogaway and Thomas Shrimpton. A provable-security treatment of the key-wrap
problem. In Serge Vaudenay, editor, EUROCRYPT, volume 4004 of Lecture Notes in Computer
Science, pages 373–390. Springer, 2006. 1

[22] Palash Sarkar. Improving upon the TET mode of operation. In Kil-Hyun Nam and Gwangsoo
Rhee, editors, ICISC, volume 4817 of Lecture Notes in Computer Science, pages 180–192.
Springer, 2007. 2

[23] Palash Sarkar. Efficient tweakable enciphering schemes from (block-wise) universal hash func-
tions. IEEE Transactions on Information Theory, 55(10):4749–4759, 2009. 2

[24] Palash Sarkar. Tweakable enciphering schemes using only the encryption function of a block
cipher. Inf. Process. Lett., 111:945–955, 2011. 2

[25] Peng Wang, Dengguo Feng, and Wenling Wu. HCTR: A variable-input-length enciphering
mode. In Dengguo Feng, Dongdai Lin, and Moti Yung, editors, CISC, volume 3822 of Lecture
Notes in Computer Science, pages 175–188. Springer, 2005. 2

18

http://standards.ieee.org/findstds/standard/1619.2-2010.html
http://eprint.iacr.org/

	Introduction
	Preliminaries
	Description of FAST 
	Description of AEZ 

	Implementation of FAST 
	Architecture for FAST[AES,BRW]-2:
	Architecture for FAST[AES,Horner]-2:


	Implementation of AEZ 
	Comparative Results  
	Conclusion

