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Abstract—Hyperledger Fabric, an open-source, enterprise-grade consortium platform, employs an endorsement policy wherein a set of endorsers signs transaction proposals from clients to confirm their authenticity. The signatures from endorsers constitute the core component of endorsement. However, when dealing with dynamic transactions with high timeliness and frequent updates (e.g., stock trading, real-time ad delivery, news reporting, etc.), the current endorsement process somewhat slows down the transaction execution. Meanwhile, handling these continuously updated transactions consumes significant resources from endorsers, thereby constraining overall application efficiency.

To address these issues, this paper devises a novel sanitizable and accountable endorsement scheme by proposing a sanitizable multi-signature (SMS) as the theoretical tool. Specifically, we introduce the novel concept of sanitizable multi-signature and detail its instantiation. SMS combines the advantages of multi-signature and sanitizable signature, maintaining the compactness of the signature while allowing the sanitizer to adjust the initial endorsement result to fit the updated transaction content without interacting with the endorsers, so that both the authenticity and timeliness of transactions can be ensured. Additionally, SMS incorporates an innovative accountability mechanism to trace instances of improper data updates, thereby enhancing the security and reliability of the endorsement process.

We demonstrate the security of the proposed scheme through rigorous security analysis. Performance evaluations show that SMS can significantly reduce verification overhead and transaction size compared to the default ECDSA scheme in Fabric. Specifically, when verifying multiple endorsers’ endorsements, our scheme exhibits a storage space reduction by approximately 30%-40% and a verification time reduction ranging from 9.2% to nearly 26.3%.

Index Terms—Fabric, endorsement, dynamic transaction, sanitizable multi-signature, accountability.

I. INTRODUCTION

Hyperledger Fabric is an open-source consortium blockchain platform specifically designed for enterprise applications, which distinguishes itself through its innovative system architecture that decouples transaction execution from ledger updates. By employing an innovative endorsement and validation mechanism, Fabric ensures that only transactions certified by a specific group of endorsers are committed to the blockchain [1]. This mechanism not only enhances transaction security but also provides the flexibility and scalability necessary for diverse application scenarios.

In a myriad of economic activities, dynamic transactions like stock trading, real-time ad delivery, timely news reporting and government document revisions are widespread, which require high timeliness for data updates. When Fabric is employed to manage these transactions, it is objectively required to ensure both transaction security and rapid data processing for timely updates [2]. However, Fabric’s endorsement mechanism exhibits significant inefficiencies in handling such transactions. Specifically, continuously auditing these updates is not only cumbersome but also requires endorsers to remain perpetually online. If any endorser experiences a failure or goes offline, it directly results in increased processing delays. Furthermore, the constant handling of dynamic transaction updates consumes a significant amount of resources from the endorsers, further degrading the overall system performance. Consequently, optimizing the endorsement process for dynamic transactions has become an imperative challenge that must be addressed.

The concept of sanitizable signature was initially introduced by Ateniese et al. [3], which aims to permit an authorized third party, also known as a sanitizer, to modify signatures in a controlled and non-interactive manner without affecting their verifiability. This capability enables a variety of applications [3–5] and presents potential benefits when employed as an endorsement tool for dynamic transactions. By mitigating the need for repetitive endorsements during transaction updates, it can enhance the overall efficiency of transaction processing. Meanwhile, multi-signature, which compresses multiple signatures into a singular one, plays a crucial role in blockchain applications due to its ability to effectively reduce transaction size and enhance block utilization [6–8]. Integrating this feature with sanitizable signature to create an efficient endorsement mechanism for dynamic transactions is a promising area that has not yet been fully explored. Such an integration could further enhance transaction efficiency. However, this mechanism also introduces the risk of malicious modifications by either signers or sanitizers, with the potential for mutual blame. For instance, in stock trading, a portfolio manager might manipulate stock price fluctuations for personal gain and shift the blame to their investment bank. In news reporting, a news editor might intentionally exaggerate or distort facts about an event to attract traffic and then accuse the news platform. Therefore, designing a sanitizable multi-signature that supports accountability for malicious users is also a crucial consideration for endorsing dynamic transactions.

In this study, we firstly introduce the concept of sanitizable Multi-Signatures (SMS) and design its instantiation in detail. Based on this scheme, we further devise an efficient endorsement mechanism tailored for dynamic transaction, which not only represents a significant theoretical innovation but also further broadens Fabric’s application scenarios. Our contributions can be summarized as follows.
A. Contribution

- We introduce the novel concept of SMS, which merges the advantages of sanitizable signature and multi-signature. This innovation preserves the compactness of signatures while incorporating the role of sanitizers, enabling efficient management of dynamic updates. Specifically, sanitizers can adjust the initial endorsement to reflect updated transaction content without requiring interaction with the original endorsers, thereby ensuring the authenticity, timeliness, and usability of transactions.

- Based on the SMS scheme, we devise a sanitizable and accountable endorsement mechanism that offers a more efficient solution for auditing dynamic transactions with high temporal requirements. This mechanism utilizes a lightweight endorsement scale, significantly streamlining the audit process for dynamically adjusted transactions. Additionally, the proposed framework includes an accountability feature that can trace malicious modification actions, effectively preventing fraudulent transactions and mutual scapegoating.

- We conducted a comprehensive performance analysis of the proposed SMS scheme and evaluated its practical application in the Fabric platform. Compared to the existing ECDSA [9] scheme, our scheme significantly reduces time and storage overhead when verifying endorsements from multiple endorsers. Specifically, with 10 endorsers, our scheme can reduce verification time by 9.2%; with 1000 endorsers, it reduces by 26.28%. Furthermore, we demonstrated that SMS can substantially decrease storage space usage both at the individual transaction and block levels, achieving reduction rates of approximately 30% and 40%, respectively. While we acknowledge the potential value of comparing our scheme to other sanitizable or multi-signature schemes, focusing on ECDSA, which is the default and standard algorithm in Fabric, underscores the practical and immediate enhancements our SMS scheme brings to Fabric. This choice emphasizes the tangible benefits of adopting SMS in existing frameworks.

B. Organization

The rest of this paper is organized as follows. The related work is summarized in Section II, followed by the preliminaries in Section III. In Section IV, we outline the construction idea of SMS, and gives its formal definition, security model, general construction and instantiation in Section V. After that, We describe how to apply the proposed scheme in Fabric in Section VI, and give a performance evaluation and implementation on it in Section VII. Finally, we conclude our work in Section VIII.

II. RELATED WORK

A. Sanitizable Signature

Since the pioneering work of Ateniese et al.[3] on sanitizable signature, this field has attracted extensive academic attention. Bilzhause et al.[10] have categorized sanitizable signature schemes into four main categories: 1) schemes offering additional security attributes, such as non-interactive public accountability [11] and invisibility [12, 13]; 2) schemes supporting more fine-grained sanitization [14–16]; 3) schemes restricting sanitizers to use only values selected by the signer [17, 18]; 4) schemes allowing sanitization of encrypted data [19, 20]. Considering that trapdoor-based sanitizable signatures often necessitate interaction between the sanitizer and the signer to obtain trapdoor information after signature generation [14, 15], there was a pressing need for new solutions. In response, Samelin and Slamanig [16] proposed the first policy-based sanitizable signature scheme (P3S), which assigns sanitizable rights to any sanitizer that satisfies a predefined access policy. After that, Afia and AlTawy [21] present an Unlinkable Policy-based Signature Scheme (UP3S), which ensures that the generated sanitized versions of original document are unlinkable where it is infeasible to associate them with the same original one. Aside from the above categories, some studies have explored scenarios with strong unforgeability of signature [22] and conducted some generalization efforts, such as integrating the functionalities of sanitizeable signature and redactable signature [23, 24].

B. Multi-Signature

Multi-Signature (MS) [25] allows a group of signers (each possessing their own key pair) to run an interaction protocol and produce a single signature on the same message. Due to the rise of distributed applications such as Bitcoin and other blockchains, MS has seen a resurgence of interest. It’s worth noting that the Bitcoin community has adopted the Schnorr signature [26] proposed in BIP 340 [27], and is seeking a practical MS scheme that is fully compatible with Schnorr signature.

One of the most well-known Schnorr-based MS schemes is proposed by Bellare and Neven [28] (abbreviated as BN scheme), which has been proved to be secure under the plain public key model. In this model, each signer independently generates its own key pair, without any interactive key generation requirements [29] or any knowledge of secret key assumptions [30, 31] employed in previous works.

Following the work of Bellare and Neven [28], the subsequent researches have improved on two aspects, which are summarized in Table I: (1) Key Aggregation. It means to aggregate a set of verification keys into a single, short aggregated key and keep the verification time constant using the fixed-size aggregated public key. By making adjustments to [28], schemes Musig [25], BDN [32], Musig-DN [33] and DWMS [34] add the feature of key aggregation. (2) Two rounds of interaction. Based on [28] that requires three rounds of interactions, several schemes [25, 28, 35, 36] have attempted to reduce the number of interactions to two rounds, however, all of these schemes have been frustrated by Drijvers et al. [37], who pointed that when the adversary is allowed to conduct an arbitrary number of concurrent sessions, none of these above two-round schemes can be proven secure in a pure DL setting (without pairing), and all of them are vulnerable to attacks of sub-exponential complexity. Then, they proposed an improved scheme called mBCJ [37] based on [35]. Although
mBCJ requires only two rounds, its output is not Schnorr-like and makes it unsuitable as a replacement for Schnorr signature. MuSig-DN also requires only two rounds of interactions, but it relies on heavy zero-knowledge proofs, which greatly increases the complexity of the implementation and makes MuSig-DN actually less efficient than the three-round MuSig. MuSig2 is the first scheme that makes improvements on the above two aspects, with a signer complexity similar to that of ordinary Schnorr signature, and is secure under concurrent signing sessions. It is worth noting that DWMS, a two-round MS scheme derived using linear combinations of multiple nonces, is very similar to MuSig2, but it lacks some of the optimizations present in MuSig2 such as: aggregating the first-round messages from all signers, which saves bandwidth and ensures that each signer performs only a constant number of exponential operations; setting the coefficient of one nonce to constant 1, which saves an exponential operation for each signer when aggregating the nonces; and setting the coefficient of one public key to constant 1, which achieves one exponential optimization when aggregating the public keys.

### III. Preliminaries

#### A. Multi-Signature

Consider a group of signers labeled $1, \ldots, n$ that collaborate to generate a signature for message $m$, where each of them has his own key pairs as well as the public keys of the others. A Multi-Signature scheme MS consists of four algorithms, namely $\text{MS} = (\text{Setup}, \text{KGen}, \text{Sign}, \text{Verify})$. The Setup algorithm takes $1^\lambda$ as input, and outputs the public parameters $pp$. The KGen algorithm is run by each signer independently, which takes $pp$ as input, and outputs their respective key pair $(sk, pk)$. The Sign algorithm is an interactive protocol that is run by multiple signers simultaneously. Suppose $L$ is a multiset of public keys $\{pk_1, \ldots, pk_n\}$. After several rounds of interactions, each signer $i \in L$ can output a compact signature $\sigma$. The Verify algorithm takes $L$, a message $m$ and a signature $\sigma$ as inputs, and outputs 1 or 0 representing $\sigma$ is valid or not. The completeness requires that if $\sigma$ is a multi-signature generated by Sign algorithm for message $m$, then the Verify algorithm must be verified as valid under the corresponding public keys and message $m$.

**Definition 1 (MS-EUF-CMA Security).** Let $\text{MS} = (\text{Setup}, \text{KGen}, \text{Sign}, \text{Verify})$ be a multi-signature scheme. Assuming the target honest signer is identified by 1, and $(sk_1, pk_1) \leftarrow \text{KGen}(1^\lambda)$ is the secret key pair of target honest signer. Consider the following MS-EUF-CMA game between forger $F$ and challenger $C$.

**Setup.** The forger $F$ is given public key $pk_1$ generated by KGen and can play the role of signers $(2, \ldots, n)$, in particular it can choose public keys $pk_2, \ldots, pk_n$ arbitrarily.

**Queries.** The forger $F$ has access to the signing oracle. It can adaptively request signatures on any messages under any multiset $L$ of $\{pk_1, \ldots, pk_n\}$ including at least one $pk_1$.

**Response.** The forger $F$ outputs a message $m^*$, a multiset $L^*$ of $\{pk_1, \ldots, pk_n\}$ and a multi-signature $\sigma^*$.

The advantage of $F$ in above game is defined as $\text{Adv}_A^{\text{MS-EUF-CMA}}(1^\lambda) = \Pr[\text{Verify}(m^*, L^*, \sigma^*) = 1]$, where $n$ is polynomial in $\lambda$. To make the security definition meaningful, we require that $pk_1 \in L^*$ and $F$ has never queried $(m^*, L^*)$ to signing oracle. The probability is taken over the random coins used by KGen and the above game. A multi-signature scheme is MS-EUF-CMA secure if for any PPT forger $F$, its advantage is negligible in $\lambda$.

#### B. Chameleon Hash Function

**Setup($1^\lambda$):** The Setup algorithm takes a security parameter $1^\lambda$ as input, and outputs public parameter $\text{PP}_{\text{CH}}$ that determines the hash key space $\mathcal{HK}$, the trapdoor space $\mathcal{T D}$, the input domain $\mathcal{M}$ and the randomness domain $\mathcal{HR}$.

**KGen($\text{PP}_{\text{CH}}$):** The KGen algorithm takes $\text{PP}_{\text{CH}}$ as input, and outputs a trapdoor key $td \in \mathcal{T D}$ and a hash key $hk \in \mathcal{HK}$.

**Hash($hk, m$):** The Hash algorithm takes the hash key $hk$, a message $m \in \mathcal{M}$ as inputs, and outputs the hash value $h$ and a randomness $hr$.

**Adapt(td, hk, m, hr, m'):** The Adapt algorithm takes the trapdoor key $td$, the hash key $hk$, a message $m \in \mathcal{M}$, a randomness $hr \in \mathcal{HR}$ and a new message $m' \in \mathcal{M}$ as inputs, and outputs a new randomness $hr'$. A correctness definition and a formal security definition of chameleon hash are given in [40]. Due to space constraints here we will not repeat them.

### IV. System Model and Scheme Overview

In this section we briefly describe the system model and design ideas of sanitizable and accountable endorsement scheme.

#### A. System Model

Our proposed sanitizable and accountable endorsement scheme is shown in Fig. 1. This model mainly involves two types of participants: the client and the endorsers. Their roles are defined as follows.

**Client:** The client is responsible for generating a transaction proposal, which is then sent to specified endorsers according to a predetermined endorsement policy. Upon receiving the endorsement result, the client verifies its compliance with the endorsement policy.

**Endorser:** The endorsers are a group of privileged nodes that simulate the execution of a transaction and collaboratively generate a single endorsement result. A key distinction of our endorsement scheme is that it produces a single, consolidated
endorsement rather than multiple individual endorsements, thereby maintaining a constant endorsement size regardless of the number of endorsers.

When the transaction proposal requires dynamic updates, the client can individually sanitize the transaction content and adjust the endorsement to ensure its continued validity for the updated transaction. Then, it forward the updated proposal along with the endorsement result to the orderer. To ensure accountability and prevent arbitrary modifications by the client, our endorsement scheme includes mechanisms to track the origin of the updated transaction.

Fig. 1. The Framework of Sanitizable and Accountable Endorsement Scheme

B. Scheme Overview

The proposed scheme is designed to effectively facilitate the endorsement of transactions that require dynamic updates, without compromising the authenticity and usability of on-chain transactions. To achieve this, we introduce a sanitizable multi-signature (SMS) as the technical foundation, which incorporates an accountability mechanism to prevent users—whether signers or sanitizers—from posting false transactions and falsely accusing one another.

The SMS scheme involves three key roles: signer, sanitizer, and verifier. To illustrate the execution process of SMS, we draw an analogy with real-time news reporting, as depicted in Fig. 2.

- **Signer**: The role of the signer is performed by multiple participants who interactively sign the same message and output a compact multi-signature. This multi-signature acts as a collective endorsement from all signers, ensuring that the transaction is authenticated by multiple parties.

- **Sanitizer**: The sanitizer is responsible for updating the message content when changes are necessary, such as in the case of breaking news or evolving events. Upon modifying the message, the sanitizer also updates the multi-signature to maintain its validity for the revised message. This step is crucial in ensuring that the transaction remains current and accurate without losing the initial endorsements.

- **Verifier**: The verifier checks the validity of the multi-signature. In the event of a dispute, where a signer or another party questions the legitimacy of the sanitization, the verifier examines the changes made by the sanitizer.

**Constructing a General SMS**: We present a general method for constructing Sanitizable Multi-Signatures (SMS) based on the combination of a Multi-Signature (MS) and a Chameleon Hash (CH). Typically, the MS algorithm takes a message \( m \) as input. In our approach, we compute the CH value \( h \) of a message \( m \) using a random number \( hr \) and adjust the MS algorithm’s input to \( h \). Consequently, the MS algorithm outputs a signature \( \sigma \) on \( h \) rather than \( m \). This transformation allows the sanitizer, holding the trapdoor key, to compute a collision \( hr' \) given the message-randomness pair \((m, hr)\) and a new message \( m' \), ensuring that the signature \( \sigma \) remains valid for \((m', hr')\). This method forms the foundational construction of SMS.

**Regulating the Sanitizer**: As highlighted, the ability of the sanitizer to derive a valid message-signature pair by finding a hash collision introduces potential risks of privilege abuse. To mitigate this risk, we introduce the principle of **accountability**. Specifically, in addition to signing the CH value, both signers and sanitizers sign the randomness used to compute \( h \), thereby ensuring accountability.

To maintain a constant signature size, we employ an aggregation method where an aggregator among the signers selects the randomness used in computing \( h \) and broadcasts it to the co-signers. This allows multiple signatures on the same randomness to be aggregated into a single signature, maintaining efficiency while ensuring accountability.

V. SANITIZABLE MULTI-SIGNATURE

We give a formal definition and outline the security properties of Sanitizable Multi-Signature (SMS) primitive. Specifically, a SMS scheme is a secure signature scheme designed to enable a semi-honest sanitizer to modify a signed message without needing interaction with co-signers, while ensuring that the original signature remains equally valid for the revised message. In addition, SMS incorporates accountability mechanisms to deter malicious behavior, such as posting false transactions and making false accusations among users (co-signers or sanitizer).

A. Definition

A Sanitizable Multi-Signature (SMS) scheme with public accountability for a message space \( \mathcal{M} \) consists of the following algorithms.

\[ pp \leftarrow \text{Setup}(\lambda) \]: It takes a security parameter \( \lambda \) as input, and outputs the public parameter \( pp \). Assume that the public parameter \( pp \) is an implicit input to all other algorithms.
(sk, pk) ← KGen(pp): It takes the public parameter pp as input, and generates a key pair (sk, pk), where the private key sk is kept in secret and the public key pk is available to all users in the system.

(td, hk) ← HKGen(pp): It takes the public parameter pp as input, and generates a trapdoor key pair (td, hk), where the trapdoor td is kept in secret and the hash key hk is public to all users.

(hr, σ) ← Sign(sk, hk, m, L): The Sign algorithm is a protocol that is executed collaboratively by all signers. Assuming that there are n signers in the system, in terms of signer i (i ∈ {1, ..., n}), it takes as inputs the private key sk_i, the hash key hk, a message m to be signed and a multiset L of public keys {pk_1, ..., pk_n}. After a few rounds of interactions, each signer i corresponding to L will generate a signature σ_i and obtain the signatures of the remaining co-signers j(i ∈ L \ {i}). The algorithm finally outputs a randomness hr and a multi-signature σ with the same size as a normal signature σ_i.

(hr′, σ′) ← Sanitize(sk_s, td, hk, m, hr, σ, m′). It takes the sanitizer’s signing key sk_s, the trapdoor key pair (td, hk), a message-signature pair (m, hr, σ) and a new message m′ as inputs, and outputs a new randomness hr′ and a valid signature σ′, which satisfies σ′ is a valid signature on (m′, hr′).

{0, 1} ← VerifyMS(L, hk, m, hr, σ). Given a multiset L of public keys {pk_1, ..., pk_n}, the hash key hk, a message-randomness pair (m, hr) and a candidate signature σ as inputs, it outputs 1 if σ is a valid signature on (m, hr) under L and 0 otherwise.

{0, 1} ← VerifySS(L, pk_s, m, hr, σ). Given a multiset L of public keys {pk_1, ..., pk_n}, the sanitizer’s signing key pk_s, a message-randomness pair (m, hr) and a candidate signature σ as inputs, it outputs 1 if σ is a valid signature on (m, hr) under L and pk_s, and 0 otherwise.

Correctness. Correctness requires that for all security parameter λ, for all n ∈ Z, for all m ∈ M, for all pp ← Setup(1^λ), for all (sk_i, pk_i) ← KGen(pp) and for all (td, hk) ← HKGen(pp), it holds that VerifyMS(L, hk, m, hr, σ) = 1 with probability 1, where (hr, σ) ← Sign(sk_i, hk, m, L) for i ∈ {1, ..., n}. We also require that for all m′ ∈ M, for all (sk_s, pk_s) ← KGen(pp) and for all (hr′, σ′) ← Sanitize(sk_s, td, hk, m, hr, σ, m′), we have that VerifySS(L, pk_s, hk, m′, hr′, σ′) = 1.

B. Security Model

By constructing security experiments Exp_{EUF-CMA}^A,SMSS (λ) and Exp_{ACT}^A,SMSS (λ) between an adversary A and a challenger C, we give the required security definitions for SMS, including unforgeability and accountability, respectively. The oracles used in the security experiments are defined in Table II.

- Unforgeability. Unforgeability requires that an adversary cannot forge a valid multi-signature involving at least one honest signer or act as a sanitizer to forge a valid signature for a sanitized message. Without loss of generality, we assume there exists an honest signer identified by 1 and the adversary can corrupt all other co-signers (namely, choosing corrupted public keys arbitrarily or even as a function of the honest signer’s public key).

In this way, the adversary can compute multi-signatures indirectly by accessing the honest signer’s signing oracle. The unforgeability experiment Exp_{EUF-CMA}^A,SMSS (λ) is detailed in Table III. The challenger C generates key pairs (sk_1, pk_1) for the honest signer and (sk_s, pk_s) for the sanitizer, and provides A with pk_1 and pk_s. The security experiment allows A to access oracles O_Sign and O_Sanitize, simulating the signing process of the honest signer and the sanitizing process of the sanitizer, respectively.

To win the game, the adversary must output a message-randomness pair (m^*, hr^*), a multiset L^* of public keys {pk_1, ..., pk_n} and a signature σ^*. The conditions for the adversary’s success are:

1) Multi-Signature Forgery: If A returns a multi-signature, it wins if pk_1 ∈ L^*, VerifyMS(L^*, hk, m^*, hr^*, σ^*) = 1 and it has never accessed O_Sign with (m^*, hr^*, L^*).

2) Sanitized Signature Forgery: If A returns a sanitized signature, it wins if VerifySS(L^*, pk_s, hk, m^*, hr^*, σ^*) = 1 and it has never accessed O_Sanitize with (m^*, hr^*) as the sanitized message-randomness pair.

Definition 2. A Sanitizable Multi-Signature (SMS) scheme is EUF-CMA secure if for any PPT adversary A,

Adv_{EUF-CMA}^A,SMSS (λ) = Pr[Exp_{EUF-CMA}^A,SMSS (λ) = 1] = negl(λ).

- Accountability. The accountability experiment Exp_{ACT}^A,SMSS (λ) between an adversary A and a challenger C is defined in Table III, where the adversary owns private key sk_s (or sk_1) and can access to O_Sign (or O_Sanitize). We can see accountability grants the adversary greater capabilities, as it ensures that even with access to one party’s private key, the adversary cannot falsely accuse another party. Consequently, our definition of the accountability security experiment encompasses the requirements of the unforgeability experiment, making the latter a special case of the former. By defining the accountability security experiment, we implicitly address the unforgeability requirements.

Definition 3. A Sanitizable Multi-Signature (SMS) scheme is accountable if for any PPT adversary A,

Adv_{ACT}^A,SMSS (λ) = Pr[Exp_{ACT}^A,SMSS (λ) = 1] = negl(λ).
C. General Construction

The proposed general construction consists of two building blocks, an EUF-CMA secure multi-signature scheme \( \Sigma = (\text{Setup}, \text{KGen}, \text{Sign}, \text{Verify}) \) and a collision-resistant chameleon hash function \( CH = (\text{Setup}, \text{KGen}, \text{Hash}, \text{Adapt}) \). Define the sanitizable multi-signature scheme SMS as follows.

1. \( pp \leftarrow \text{SMS.} \text{Setup}(1^\lambda) \). The \text{Setup} algorithm takes \( 1^\lambda \) as input, and outputs \( pp := \{pp_{\Sigma}, pp_{\text{CH}}\} \), where \( pp_{\Sigma} \leftarrow \Sigma. \text{Setup}(1^\lambda) \) and \( pp_{\text{CH}} \leftarrow CH. \text{Setup}(1^\lambda) \).

2. \( (sk, pk) \leftarrow \text{SMS.} \text{KGen}(pp) \). Parsing \( pp \) as \( \{pp_{\Sigma}, pp_{\text{CH}}\} \), each signer \( i \in \{1, \ldots, n\} \) and the sanitizer \( s \) use \( pp_{\Sigma} \) to generate their respective signing key pairs \( (sk_i, pk_i) \) and \( (sk_s, pk_s) \). Specifically, \( (sk_i, pk_i) \leftarrow \Sigma. \text{KGen}(pp_{\Sigma}) \) for each signer and \( (sk_s, pk_s) \leftarrow \Sigma. \text{KGen}(pp_{\text{CH}}) \) for the sanitizer. All participants in the system expose their public key and keep their private key secret.

3. \( (td, hk) \leftarrow \text{SMS.} \text{KGen}(pp) \). Parsing \( pp \) as \( \{pp_{\Sigma}, pp_{\text{CH}}\} \), the sanitizer takes \( pp_{\text{CH}} \) as inputs and outputs \( (td, hk) \leftarrow CH. \text{KGen}(pp_{\text{CH}}) \), where \( t_d \) is a trapdoor key and \( h_k \) is a hash key.

4. \( (hr, h) \leftarrow \text{SMS.} \text{Sign}(sk_i, hk, m, L) \). The \text{Sign} algorithm is an interactive protocol, which is described herein the terms of signer \( i \).
   a. Given a message \( m \) to be signed and a randomness \( hr \), compute \( h \leftarrow CH. \text{hash}(hk, m, hr) \).
   b. Let \( L \) be a multiset of public keys \( \{pk_1, \ldots, pk_n\} \), compute \( \delta_h \leftarrow \Sigma. \text{Sign}(sk_h, h, L) \) and \( \delta_{hr} \leftarrow \Sigma. \text{Sign}(sk_h, hr_{\text{ort}}, m, L) \), and output the randomness \( hr \) and multi-signature \( \delta := (\delta_h, \delta_{hr}) \).

5. \( (0, 1) \leftarrow \text{SMS.} \text{VerifyMS}(L, hk, m, hr, h) \). Given a multiset \( L \) of public keys \( \{pk_1, \ldots, pk_n\} \), a hash key \( hk \) and a message-signature pair \( (m, hr, h) \), the verifier parses \( \delta \) as \( (\delta_h, \delta_{hr}) \), computes \( h \leftarrow CH. \text{hash}(hk, m, hr) \), and returns \( \Sigma. \text{Verify}(L, h, \delta_h) \wedge \Sigma. \text{Verify}(L, hr_{\text{ort}}, m, \delta_{hr}) \).

6. \( (hr', \delta') \leftarrow \text{SMS.} \text{Sanitize}(sk_s, td, hk, m, hr, h, m') \). Given the signing key \( sk_s \) of sanitizer \( s \), the hash key pair \( (td, hk) \), a message-signature pair \( (m, hr, h) \), and a new message \( m' \), the sanitizer parses \( \delta \) as \( (\delta_h, \delta_{hr}) \), computes \( hr' \leftarrow CH. \text{Adapt}(td, hk, m, hr, m') \) and \( \delta'_{hr} \leftarrow \Sigma. \text{Sign}(sk_s, hr_{\text{ort}}', m', pk_s) \), and returns \( \delta' := (\delta_h, \delta'_{hr}) \).

7. \( (0, 1) \leftarrow \text{SMS.} \text{VerifySS}(L, pk_s, hk, m, hr, h) \). Given a multiset \( L \) of public keys \( \{pk_1, \ldots, pk_n\} \), the sanitizer’s public key \( pk_s \), the hash key \( hk \) and a message-signature pair \( (m, hr, h) \), the verifier parses \( \delta \) as \( (\delta_h, \delta_{hr}) \), computes \( h \leftarrow CH. \text{hash}(hk, m, hr) \) and returns \( \Sigma. \text{Verify}(L, h, \delta_h) \wedge \Sigma. \text{Verify}(pk_s, hr_{\text{ort}}', m, \delta_{hr}) \).

Note: In designing the accountability mechanism, we opted to sign \( hr \) rather than only \( hr \) to enhance system security against impersonation attacks. Signing \( hr \) solely would allow a malicious adversary to use the output \( hr \) from the Sanitize algorithm as input to the Sign algorithm and generate valid signatures \( \sigma_h \) and \( \sigma_{hr} \) under \( L \) and \( pk_s \). This could mislead the verification process and compromise data integrity and accountability.

By signing \( hr \), the signature is tethered to both the randomness \( hr \) and the specific data \( m \). Even if an adversary obtains \( hr \) output from the Sanitize algorithm, it cannot forge a valid signature without \( m \).

D. Security Proof

Here we will prove the unforgebility and accountability of the proposed SMS scheme. Due to space constraints, the detailed security proofs are submitted as supplementary material.

\textbf{Theorem 1.} \textit{If MS is EUF-CMA secure and CH is CR secure, then the SMS scheme is EUF-CMA secure.}

Specifically, for any PPT adversary \( A \) with advantage \( Adv_{A, \text{SMS}}^{\text{EUF-CMA}} \), there exists PPT adversaries \( B_{\text{MS}} \) and \( B_{\text{CH}} \), such that \( Adv_{B_{\text{MS}}}^{\text{EUF-CMA}}(1^\lambda) \leq Adv_{B_{\text{MS}}}^{\text{EUF-CMA}}(1^\lambda) + Adv_{B_{\text{CH}}}^{\text{CR}}(1^\lambda) \), where \( Adv_{B_{\text{MS}}}^{\text{EUF-CMA}}(1^\lambda) \) represents the advantage of adversary \( B_{\text{MS}} \) against the underlying MS scheme and \( Adv_{B_{\text{CH}}}^{\text{CR}}(1^\lambda) \) represents the advantage of adversary \( B_{\text{CH}} \) against the underlying CH scheme.

\textbf{Theorem 2.} \textit{The SMS scheme achieves accountability if the underlying signature scheme is EUF-CMA secure and the underlying chameleon hash scheme is CR secure.}

Specifically, assuming that \( Adv_{B_{1}}^{\text{EUF-CMA}}(1^\lambda) \) denotes the advantage of \( B_{1} \) in finding a CH collision together with forging a valid signature, and \( Adv_{B_{2}}^{\text{EUF-CMA}}(1^\lambda) \) denotes the advantage of \( B_{1} \) in finding a CH collision together with forging a valid multi-signature, the advantage \( Adv_{A, \text{SMS}}^{\text{EUF-CMA}}(1^\lambda) \) of \( A \) in breaking our instantiated SMS scheme satisfied \( Adv_{B_{1}}^{\text{EUF-CMA}}(1^\lambda) + Adv_{B_{2}}^{\text{EUF-CMA}}(1^\lambda) \).

E. Instantiation

In this section, we present the proposed instantiation, along with implementation and evaluation analysis. For simplicity, we assume an aggregator among the signers is responsible for receiving external messages to be authenticated, verifying and aggregating outputs from other signers, and sending the multi-signature to outsiders. The instantiation of SMS based on Musig[39] and CH[40] is as follows.

- Setups(1^\lambda) \rightarrow pp. On input of a security parameter \( \lambda \), choose a group \( G \) of order \( q \) with generator \( g \), where \( q \) is a \( k \)-bit prime. Choose hash functions \( H_1 : \{0, 1\}^* \rightarrow \mathbb{Z}_q^* \) and \( H_2 : \{0, 1\}^* \rightarrow G \), and output the public parameter \( pp := \{G, q, g, H_1, H_2\} \).
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Verifying a message using the aggregated public key algorithm, then computes the randomness \( r := g^x \). Each signer \( i \) computes and outputs \( x \) due to the chameleon property. If the required number of matching endorsements is obtained, the transaction, along with its endorsements, is submitted to the orderer. (4) The orderer sorts the transactions, encapsulates them into a block and broadcasts the block to all the committers in the channel. (5) The committers verify the transactions within the block. Upon validation, the block is appended to the blockchain. (6) The peer nodes write each valid transaction to their respective ledger and update the world state.

The endorsement process primarily refers to steps 2, 3 and 4 of the transaction execution flow. In handling dynamic transactions, the existing endorsement process often encounters performance bottlenecks due to multi-node signature generation. Furthermore, the failure of critical endorsers can degrade system robustness and availability. We apply our proposed SMS to construct a sanitizable and accountable endorsement scheme, aiming to optimize the existing endorsement process and enhance the efficiency of dynamic transaction processing.

**VI. APPLYING SANITIZEABLE AND ACCOUNTABLE ENDORSEMENT TO FABRIC**

**A. The Current Transaction Flow in Fabric**

The transaction execution process in Fabric generally follows six steps, as shown in Fig. 3: (1) the client builds a transaction proposal and signs it, then sends the transaction request to the endorsers specified in the endorsement policy. (2) The endorsers validate the signature, simulate the proposed transaction without committing it to the ledger, and return the proposal response to the client. (3) The client checks whether the responses are consistent and satisfy the endorsement policy. If the proposal is valid, the transaction is appended to the blockchain. (6) The peer nodes write each valid transaction to their respective ledger and update the world state.

![Fig. 3. Hyperledger Fabric Workflow with Our Endorsement Scheme](image-url)

**B. The Endorsement Process**

The endorsement process in Fabric generally follows six steps, as shown in Fig. 3: (1) the client builds a transaction proposal and signs it, then sends the transaction request to the endorsers specified in the endorsement policy. (2) The endorsers validate the signature, simulate the proposed transaction without committing it to the ledger, and return the proposal response to the client. (3) The client checks whether the responses are consistent and satisfy the endorsement policy. If the required number of matching endorsements is obtained, the transaction, along with its endorsements, is submitted to the orderer. (4) The orderer sorts the transactions, encapsulates them into a block and broadcasts the block to all the committers in the channel. (5) The committers verify the transactions within the block. Upon validation, the block is appended to the blockchain. (6) The peer nodes write each valid transaction to their respective ledger and update the world state.

The endorsement process primarily refers to steps 2, 3 and 4 of the transaction execution flow. In handling dynamic transactions, the existing endorsement process often encounters performance bottlenecks due to multi-node signature generation. Furthermore, the failure of critical endorsers can degrade system robustness and availability. We apply our proposed SMS to construct a sanitizable and accountable endorsement scheme, aiming to optimize the existing endorsement process and enhance the efficiency of dynamic transaction processing.

**C. The Sanitizeable Endorsement Scheme**

The sanitizeable endorsement scheme effectively mitigates the performance bottlenecks caused by multi-node signature generation. It significantly reduces the endorsement time while maintaining the security and integrity of the transaction. The scheme achieves this by allowing signers to compute their randomness off-line and then send it to the verifier, ensuring that the endorsement process is performed in a sequential manner.

**D. Conclusion**

The sanitizeable endorsement scheme proposed in this work provides a practical solution for mitigating the performance bottlenecks in multi-node signature generation. It not only improves the efficiency of the endorsement process but also enhances the scalability of Fabric. By leveraging the sanitizable property, the scheme effectively deals with the failure of critical endorsers, ensuring the robustness and availability of the system. Further research could focus on optimizing the endorsement scheme for specific use cases or integrating it with other blockchain technologies to achieve even better performance and security.
B. Sanitizable and Accountable Endorsement for Fabric

Here, we describe how to apply SMS to construct a sanitizable and accountable endorsement scheme for dynamic transaction updates. By integrating the concepts shown in Fig. 1 and Fig. 2, the client first sends a real-time transaction proposal to the endorsers for authenticity verification. A committee of endorsers assesses the proposal based on the given endorsement policy. If the proposal is supported, the endorsers collaboratively execute the SMS.Sign algorithm to produce an endorsement with a multi-signature, which is then sent to the client. In this way, the endorsement size can be reduced to a constant level.

Upon receiving the endorsement from the endorsers, the client verifies whether the multi-signature rather than multiple signatures satisfies the endorsement policy and originates from a sufficient number of endorsers. The client then updates the proposal dynamically and executes the SMS.Sanitize algorithm, so as to enable the endorsement remains valid for the updated transaction. The updated transaction proposal and the aggregated endorsement are then packaged into a single transaction, which is signed and sent to the orderer. This reduces the client’s verification overhead to a constant level and mitigates the transaction size, thereby improving block utilization. Importantly, our enhanced endorsement process ensures both the authentication of dynamically updated transactions by the endorsers and the preservation of update integrity by the client, while supporting tracking to prevent the shirking of endorsement responsibilities. In summary, applying our sanitizable and accountable endorsement scheme to Fabric’s transaction execution process can achieve performance gains and functional optimization.

VII. PERFORMANCE EVALUATION AND IMPLEMENTATION

A. Performance Evaluation

Our instantiation uses [39] and [40] as building blocks, which is the best combination for efficiency and security reasons. We first analyze the performance of various MS schemes in theory. Specifically, we compare the MS schemes in terms of computational complexity, storage overhead, interaction rounds, and communication complexity. The comparison results are shown in Table IV. In particular, the computational complexity mainly focuses on expensive operations such as exponentiation, multiplication and inverse operations. From Table IV, we can see that only scheme [28] is a three-round scheme, which does not support key aggregation and thus implicitly leads to a linear correlation between its verification time and the number of signers. Among the remaining two-round MS schemes, the key aggregation algorithm of mBCJ [37] has double the exponential operations compared to other two-round schemes, and the signing overhead of DWMS (m=2) [41] is linearly related to the number of signers, which is significantly larger than the other schemes.

In addition to the comparable constant number of exponential operations with mBCJ [37] and Musig2 [39], the signing algorithm of Musig-DN [33] additionally requires expensive zero-knowledge proofs, which greatly increases the implementation complexity. In summary, Musig2 [39] outperforms the other schemes in terms of the overall performance, especially in terms of interaction rounds and computational complexity in signing and verification.

Then, we analyze the performance of typical CH functions in theory. From Table V, we know that $CH_{dl}$ and $CH_{fac}$ suffer from key leakage. That is, an attacker can compute the trapdoor key based on the information obtained and further find the collision of arbitrary messages, and thus making them impractical. $CH_{sys}$ is resistant to key leakage but is based on the RSA assumption, which makes it significantly less efficient in computing CH values and finding collisions than [40]. This efficiency consideration explains why [40] was chosen in our instantiation scheme. To provide a more intuitive view of the performance of our instantiation, we additionally summarize its theoretical performance in Table VI.

B. Implementation

We enhance the original MuSig2 implementation\(^1\) by integrating a chameleon hash function, thereby implementing our SMS scheme in Python. Performance is evaluated on a XiaoxinAir 14+ with a 2.3GHz AMD R5-5600U CPU and 16GB RAM. We choose the secp256k1 curve, known for its 256-bit security and widespread use in blockchain systems like Bitcoin and Ethereum, as the cyclic group and perform variety of operations on it. We instantiate the general hash function in chameleon hash with Sha256. Table VII summarizes the average running time and key communication overheads of our instantiation when using secp256k1, where the public key and the aggregated public key are in compressed form (i.e., a 1-byte prefix and a 32-byte x-coordinate). Note that the time costs for KeyAgg and AggSign algorithms in Table VII reflect scenarios with 3 co-signers.

Next, we evaluate the impact of the co-signer set on the overall scheme. In our instantiation scheme, the computational overhead of KeyGen, Sign, Verify, and Sanitize algorithms remains independent of the co-signer set. Conversely, the KeyAgg and AggSign algorithms exhibit linear complexity relative to the size of the co-signer set. Evaluation results, detailed in Table VIII, confirm this behavior. For instance, with $n = 100$, KeyAgg takes approximately 0.147s, and AggSign about 0.01ms. With $n = 1000$, these times increase to approximately 2.682s and 0.119ms, respectively. Notably, while KeyAgg governs the scheme’s performance and its impact escalates with larger co-signer sets, it can be precomputed upon receipt of the message and executed only once, remaining unchanged for subsequent identical co-signer multisets. Additionally, though AggSign’s time cost scales linearly with the co-signer set, its overall computational impact is negligible.

Finally, we show the impact on Fabric blockchain upon integrating our instantiation. Fig. 4 illustrates the general structure of a block in Fabric, comprising a block header, $m$ transaction structures, and Block Metadata. Each transaction structure’s payload includes multiple TransactionAction (TA) structures since multiple endorser nodes are required. Each TA includes the endorser’s identity (consisting of a certificate and a public key) and its endorsement to the transaction. Our
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\(^1\)musig2.py [source code]: https://github.com/meshcollider/musig2-py
instanitation can aggregate signatures on the same transaction from multiple endorsers into a single aggregated one so as to compress the block space. In addition, by verifying the validity of the aggregated signature rather than individual signatures from each endorser, it confirms whether a sufficient number of specified endorsers have endorsed the proposal, which in turn reduces the block confirmation time.

To evaluate the performance improvements of integrating our instantiation into the Fabric, we conducted comparative analyses on endorsement sizes and verification time costs with ECDSA (i.e., the current signature algorithm applied in the Fabric). Fig. 5 presents results for a single transaction, where with 3 endorsers, our scheme reduces endorsement size by 12.84% compared to ECDSA. This reduction increases to nearly 40% with 1000 endorsers. At the block level, as depicted in Fig. 6, with 10 endorsers, storage space decreases by approximately 31% regardless of whether the block contains 1500 or 5000 transactions, and by nearly 38% with 50 endorsers.

The runtime of verifying endorsement information for both a single transaction and a block is presented in Fig. 7 and Fig. 8, respectively. It is observed that with 3 endorsers, ECDSA verification time is 0.948ms faster than our instantiation. This difference arises because our approach requires aggregating endorsers’ public keys before verification, involving computationally expensive exponential operations. However, as the
number of endorsers increases, the verification time of our instantiation gradually becomes less than that of ECDSA. As illustrated in Fig. 7, when the number of endorsers increases from 10 to 50, our scheme exhibits a verification time reduction ranging from 9.2% to nearly 25%, demonstrating greater efficiency with more endorsers. Furthermore, if the composition of endorsers is predetermined or the endorser set remains constant across multiple transactions, in which case the verification time when using our instantiation will be further shortened.

VIII. CONCLUSION

In this paper, we introduce the concept of sanitizable multisignature (SMS), detailing its general construction and practical application. SMS enables co-signers to audit data while allowing the sanitizer to update information to maintain the validity of the signature for the updated data without requiring interaction with the co-signers. Leveraging SMS, we design a sanitizable and accountable endorsement scheme that reduces
transaction size to a constant level and significantly lowers verification overhead compared to existing methods. By incorporating an accountability mechanism, the proposed scheme can further prevent the abuse of authority and false accusations among participants. The proposed scheme not only meets authenticity and high-timeliness requirements for dynamic transactions in Fabric, provides a novel technical solution for processing such transactions, but also enhances transaction processing speed, thereby improving the overall performance of Fabric. Our security analysis rigorously demonstrates the robustness of the proposed scheme. Performance evaluations indicate that SMS substantially reduces time overhead and transaction size on the Fabric platform compared to the default ECDSA scheme. When verifying multiple endorsements, our scheme decreases storage space by approximately 30%-40% and a verification time reduction ranging from 9.2% to nearly 26.3%, thus improving the overall efficiency and applicability of the Hyperledger Fabric network.

For future research, we plan to integrate SMS with other blockchain platforms to assess its versatility and performance in different environments. Additionally, we aim to optimize the endorsement process by incorporating SMS with other existing endorsement strategies in Fabric. These efforts will further enhance the efficiency and security of the endorsement process, broadening the applicability and impact of our proposed scheme.
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