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Abstract—Electronic Medical Records (EMRs) have been utilized in plentiful medical institutions due to their superior convenience and low storage overhead. Nevertheless, it is difficult for medical departments with disparate management regulations to share EMRs through secure communication channels since sensitive EMRs are prone to be tampered with. Therefore, the EMRs should be encrypted before being outsourced to the network servers. Public key Encryption with Keyword Search (PEKS) has the ability for doctors to search encrypted EMRs, but traditional PEKS algorithms are susceptible to quantum computing attacks and without considering access control. To address the aforementioned issues, we proposed AAQ-PEKS scheme, named an attribute-based anti-quantum public-key encryption scheme with keyword search. Initially, based on the LWE hardness, we first introduce the attribute-based PEKS that can resist quantum attacks in E-health scenarios. Secondly, we combine Attribute-Based Encryption (ABE) into AAQ-PEKS to realize access control for sensitive EMRs. Thirdly, the computational security analysis illustrates that our scheme achieves correctness, Indistinguishability against Chosen Plaintext Attack (IND-CPA) and Indistinguishability against Chosen Keyword Attack (IND-CKA). Lastly, comprehensive performance evaluation in practice elaborates that our AAQ-PEKS is more efficient compared with other existing top-tier schemes. To conclude, our scheme has the characteristics of resisting quantum attacks and fine-grained access control for E-healthcare scenarios.

Index Terms—Electronic medical records, public-key encryption with keyword search, access control, lattice-based cryptography, privacy-preserving.

I. INTRODUCTION

In recent decades, with the wide application of cloud storage, more and more medical institutions and hospitals store EMRs in the cloud, significantly enhancing the service efficiency of hospitals and reducing the storage overhead of medical data [1]. Nevertheless, different medical institutions always have different management regulations for EMRs, and it is difficult to share them with each other [2]. EMRs are also vulnerable to malicious exploitation due to their containing private information and sensitive data [3]. There are several threat models for the leakage of EMRs, including chosen-plaintext attack (CPA) and chosen keyword attack (CKA) from malicious attackers [4]. Electronic medical records are usually encrypted through cryptographic algorithms (such as RSA and ECC) and then uploaded to medical institutions to protect their privacy [5]. However, encrypted EMRs are tough for doctors to retrieve and for medical institutions to access control. In addition, when doctors look for EMRs, they must fetch the data and decrypt it to get the corresponding data. Thus, it will waste numerous storage costs, seriously affecting the working efficiency and excessive occupancy of public space.

To solve the above-mentioned hindrances, searchable encryption is considered a proper cryptographic initiative [6]. Searchable encryption enables data sharing between communication parties by searching ciphertext based on keywords. However, most conventional searchable encryption, based on bilinear pairing, is not capable of resisting quantum computing attacks [4, 6, 7, 20, 48], which will cause EMR data tampered by adversaries. In addition to this, numerous schemes cannot achieve access control due to design flaws and not being considered. Without access control, all physicians can retrieve a patient's EMR, and the privacy of the EMR cannot be guaranteed thoroughly. Furthermore, as for the E-health scenarios, we also need to achieve the authorization keyword retrieval of encrypted electronic medical records.

In summary, we conclude the potential problems of security in E-healthcare scenarios as below. When doctors search for EMRs ciphertext, the problems of quantum computing attacks and leakage of access control need to be solved urgently.

A. Contribution

To circumvent these threats, we propose an attribute-based anti-quantum public-key encryption scheme with a keyword search named AAQ-PEKS in the E-healthcare scenarios.
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Firstly, as an EMR owner, the patient encrypts his/her own EMR and sets the access condition using his/her attribute. Then, the patient extracts the keyword index and uploads it to the Trusted Servicer with EMR ciphertext. After that, the doctor utilizes their secret key and attribute to generate a trapdoor for EMR search. When the doctor submits a trapdoor, the Trusted Servicer checks whether the doctor's attributes meet the access conditions. If true, the EMR ciphertext corresponding to the trapdoor will be returned to the doctor. Last but not least, the doctor decrypts the EMR ciphertext with his/her secret key and obtains the correct plaintext. Specifically, we illustrate our contributions as follows:

1. Due to the fact that quantum computing has threatened many traditional cryptographic primitives, we need to achieve quantum-safe in our scheme. Besides, EMR data can be accessed arbitrarily by doctors, which will cause privacy leakage of patients. Thus, we construct an AAQ-PEKS, integrating lattice-based cryptographic primitive to resist quantum attacks from malicious attackers, which is the first scheme to introduce attribute-based character into PEKS while.

2. Furthermore, we also introduce attribute-based encryption into AAQ-PEKS to achieve fine-grained access control for sensitive EMRs, enabling specific roles that meet access conditions to search and decrypt EMRs to enhance security and privacy. In this way, only the patient's attending physician can access the EMR.

3. As for the security issues, our scheme achieves the correctness of Search and Decrypt algorithms, IND-CPA, and IND-CKA under the LWE assumptions. Through the security reduction, we give the provable theorems in theory and provide several corollaries for the practical scenarios. We also compare security primitives and assumptions with other existing schemes to illustrate the superiority of our AAQ-PEKS.

4. We conduct comprehensive performance evaluations both in theory and practice, which specify communication efficiency, computation efficiency, the computation overhead of the encryption and search phase, and operational times, respectively, elaborating the practical of our scheme in E-healthcare scenarios as expected.

B. Outline

Section 2 gives the literature reviews compared with other research outputs. After that, we cover the preliminary part in Section 3. Our system model, threat model, and design goals will be specified in Section 4. While the concrete procedures of our proposed schemes and algorithms are elaborated in Section 5. In Sections 6 and 7, we give the comprehensive experimental performance evaluation as well as the theoretical and practical security analysis, respectively. Ultimately, we will conclude this paper in the final section.

II. RELATED WORK

Public key encryption with keyword search (aka. PEKS), initially proposed by Boneh et al. in 2004, has been utilized to retrieve encryption messages without disclosing private information [6]. From then on, numerous researchers devoted themselves to enhancing the security level and the manifold functionality [8-20]. Specifically, Jiang et al. proposed the PEAKS scheme, achieving the authority to search keywords when users do not have the corresponding secret key [8]. However, its practical efficiency is inadequate and without considering multi-role. Then, Chen et al. put forward a novel PEKS scheme based on the dual-server architecture [9] to make it more suitable for real schemes. In [10], Chen et al. incorporated the advantage of [8] and [9], comping up with the Dual-Server architecture together with the authentication function for the traditional PEKS scheme. Furthermore, Yuan et al. introduced another PEKS method for similarity search when the data is high-dimensional, alleviating the computational efficiency from a practical point of view [11]. From reference [12], we notice that researchers initialized a method simplifying the key management through an identity-based key exchange measure. After that, Song et al. proposed the FAST and FASTIO, achieving the searchable encryption together with forward privacy and enhancing the I/O efficiency through symmetric cryptographic primitives [13]. In 2021, Cui et al. introduced the multiuser searchable encryption (MUSE) protocol for the industrial internet of things (IIoT) through key-insulation to promote the tolerance to key exposure [14]. Moreover, Hoang et al. presented a novel Incidence Matrix (IM)-DSSE scheme based on the conventional Dynamic Searchable Symmetric Encryption (DSSE), with the characteristic of secure, efficient, and low storage on real cloud settings [15]. In addition to this, there are several hotspots in terms of security and privacy for the log systems [16] and also for the E-healthcare scenarios [17]. Zhang et al. has proposed a survey regarding to the PEKS in healthcare, specifying four actual scenarios to utilize searchable encryption [19]. Since then, a lot of researchers are keen on introducing PEKS into practical E-health schemes, mitigating the inside and outside attacks as well as achieving access control [19-21]. Nevertheless, the aforementioned traditional PEKS scheme will be tampered with by the quantum information and computation initiatives, such as the Grover algorithm and Shor algorithm [22]. Auspiciously, some researchers have made substantial contributions to post-quantum cryptography to resist quantum attacks, including lattice-based cryptography [23, 49-51]. From reference [24], scholars initialized the first probabilistic PEKS scheme from the lattice assumption, which is a milestone for the post-quantum PEKS. Then, Wang et al. made contributions to conjunctive keyword search to realize the conjunctive PEKS based on lattice hardness [25]. Meanwhile, scholars proposed an NTRU-based PEKS protocol, enhanced the computational efficiency of the Test algorithm [26], and also give a concrete experiment for their scheme. Recently, Xu et al. indicating the first lattice-based PEKS in E-health scenarios, without considering the access control [27].

**TABLE I**

<table>
<thead>
<tr>
<th>Schemes</th>
<th>Post-quantum property</th>
<th>Searchable encryption</th>
<th>Attribute-based encryption</th>
</tr>
</thead>
<tbody>
<tr>
<td>Jiang et al. [8]</td>
<td>×</td>
<td>√</td>
<td>×</td>
</tr>
<tr>
<td>Chen et al. [9]</td>
<td>×</td>
<td>√</td>
<td>×</td>
</tr>
<tr>
<td>Chen et al. [10]</td>
<td>×</td>
<td>√</td>
<td>×</td>
</tr>
</tbody>
</table>
Attribute-based encryption (ABE) has been designed for several years due to the flexibility of access control for cryptographic protocols [28]. Since then, Yin et al. presented a multi-keyword search PEKS scheme for E-health, but their efficiency is not utopian [29]. In addition, Li et al. put forward an EMK-ABSE scheme, enhancing the communicating efficiency as well as achieving the attribute-based multiple keyword search algorithm in 2022 [30]. However, their schemes will be threatened by quantum attackers. Zhao et al. considered this problem and proposed the RL-ABE scheme, elaborating the ABE on lattice assumption and the revocability [31]. Nevertheless, they did not consider securing EMR data. Lately, Chen et al. put forward the AQ-ABS protocol, introducing the first attribute-based signature capable of resisting quantum attacks into E-health scenarios [5]. We compared the above-mentioned schemes in Table I.

III. PRELIMINARY

Definition 1 (Lattice) In $n$-dimensional space, let $B = [b_1, b_2, \ldots, b_n] \in \mathbb{R}^m$ are $n$ linearly independent vectors. The lattice $L(B)$ is defined that:

$$L(B) = \{ x_1b_1 + x_2b_2 + \ldots + x_nb_n : x_i \in \mathbb{Z}, i = 1, 2, \ldots, n \}$$

$b_1, b_2, \ldots, b_n$ is known as a basis of $L$.

Definition 2 (Statistical Distance) Here, we show the definition of statistical distance between $X$, $Y$ that:

$$\Delta(X, Y) = \frac{1}{2} \sum_{x \in \mathcal{D}} \left[ \Pr[X = a] - \Pr[Y = a] \right]$$

, which $X$, $Y$ are two random variables over a distribution $D$.

Definition 3 (Discrete Gaussian Distribution) Given the standard Gaussian function $\rho_{c, \sigma}(x) = \exp\left(-\frac{1}{2}\frac{|x-c|^2}{\sigma^2}\right)$, which $c$ is the center and $\sigma$ is the standard deviation. Then, the discrete Gaussian distribution over lattice $L$ is defined that:

$$D_{L, c, \sigma}(x) = \frac{\rho_{c, \sigma}(x)}{\rho_{c, \sigma}(L)}.$$  

Definition 4 (Decisional LWE) Suppose there exists one prime $q$, a matrix $B \in \mathbb{Z}_q^{m \times n}$, the error distribution $D$ on $\mathbb{Z}_q$, and vectors $s \in \mathbb{Z}_q^n$, $v \in \mathbb{Z}_q^m$, we distinguish $(B, B^Ts + e)$ from $(B, v)$, where $e \in D_m$.

Lemma 1 (TrapGen) [32] Given the integer $q \geq 2$, $m \geq 2n\log q$. The polynomial time algorithm TrapGen outputs a matrix $A \in \mathbb{Z}_q^{n \times m}$ which close to uniform distribution statistically and a basis $T_A \in \mathbb{Z}_q^{nm \times m}$, such that $\|T_A\| \leq O(n \log q)$ and $\|T_A\| \leq O\left(\sqrt{\delta \log q}\right)$.

Lemma 2 (SamplePre) [33] Let the lattice $L_q^{'}(A)$ and its trapdoor basis $T_A \in \mathbb{Z}_q^{nm \times m}$, then given a parameter $s \geq $, and a vector $v \in \mathbb{Z}_q^m$. There is a SamplePre algorithm which outputs a vector $e$ such that $Ae = v \mod q$.

Lemma 3 (SampleBasis) [34] Let the integer $q \geq 2$, $m \geq 2n\log q$, then given matrix $A \in \mathbb{Z}_q^{n \times m}$, a set $S \subseteq [k]$, a basis $B_S$, and a parameter $\eta \geq \|B_S\|\sqrt{\exp(\log km)}$. The polynomial time algorithm SampleBasis outputs a matrix $B \in \mathbb{Z}_q^{n \times m}$ such that $\|B\| \leq \eta$ with overwhelming probability.

Lemma 4 (SampleL) [35] Let the lattice $L_q^{'}(A)$ and its trapdoor basis $T_A$, then given a positive integer $m > n$, $q > 2$, matrix $B \in \mathbb{Z}_q^{n \times m}$, parameter $s \geq \|T_A\|\sqrt{\exp(\log (m + m')})$ and vector $v \in \mathbb{Z}_q^m$. There is a SampleL algorithm which outputs a vector $e \in \mathbb{Z}_q^{m + m'}$ closed to $D_{L_q^{'}}(A^RB)^s$, such that $(A^RB)e = v \mod q$.

Lemma 5 (SampleR) [35] Let lattice $L_q^{'}(B)$ and its trapdoor basis $T_B \in \mathbb{Z}_q^{nm \times m}$, then given a positive integer $m > n$, $q > 2$, matrix $A \in \mathbb{Z}_q^{n \times m}$, $R \in \mathbb{Z}_q^{m \times m}$, and vector $v \in \mathbb{Z}_q^m$. Set parameter $s \geq \|T_B\|s'\sqrt{\exp(\log m)}$ which $s' = \max_{0 \leq x \leq 1} |Rx_1|$ . There is a SampleR algorithm which outputs a vector $e \in \mathbb{Z}_q^{m + m'}$ closed to $D_{L_q^{'}}(AAR^RB)^s$, such that $(A |AR + B)e = v \mod q$.
IV. SYSTEM MODELS, THREAT MODELS AND DESIGN GOALS

A. System Models

In this section, the architecture of our scheme is illustrated in Figure 1. In order to achieve the design goals excellently, we introduce four participating entities, including Trust Authority (TA), patient, doctor, and Trusted Server (TS).

**Trust Authority (TA):** TA is the authoritative center in our scheme, and its main functions are specified as follows: (1) Parameter generating: TA is responsible for generating the security parameters and master key required by our scheme. (2) The secret key generating: TA receives the attribute of the doctor and then generates a secret key for each doctor.

**Patient:** The patient has the following functions: (1) EMR storage: The patient will encrypt EMR using his/her attribute to obtain the corresponding ciphertext and upload it to the TS. (2) Keyword extraction: The patient extracts keywords to obtain a keyword index and upload it to the TS.

**Doctor:** He/She has the following functions: (1) Secret key obtaining: The doctor submits his/her attribute to request TA for a secret key. (2) Trapdoor generating: Doctors generate search trapdoors using secret keys and send them to the TS. If his/her attribute meets the access condition, TS will return the corresponding EMR ciphertext to the doctor. (3) EMR decryption: After receiving the EMR ciphertext, the doctor decrypts it to calculate the EMR plaintext.

**Trusted Server (TS):** TS is the storage center. (1) EMR storage: TS performs trusted storage of EMR ciphertext and keyword index uploaded by the patient. (2) Access control: TS can check the attribute of the doctor. If the access condition is met, it will accept the search trapdoor sent by the doctor. Otherwise, TS rejects this request. (3) EMR search: TS accepts the search trapdoor, and executes the search algorithm to match the EMR ciphertext, and returns the search result to the doctor.

**Initialize**: After input security parameter \(\lambda\), it outputs \(pp\) and the master secret key \(T_{M_0}\).

**KeyExt**: Having input the public parameter \(pp\), the master secret key \(T_{M_0}\), and attribute \(a\). Then it will output secret key \(sk_a\) of doctor.

**Encrypt**: With inputting the public parameter \(pp\), the keyword \(w\), the plaintext \(PT\), and the attribute \(a\) of the patient. Then, it outputs the ciphertext \(CT\).

**Trapdoor**: On input the secret key \(sk_a\) of doctor, the attribute \(a\) of doctor, the keyword \(w\), and the public parameter \(pp\), it will output search trapdoor \(Trap_w\).

**Search**: On input the trapdoor \(Trap_w\), the attribute \(a\) of doctor, and the ciphertext \(CT\), it will output TURE or FALSE.

**Decrypt**: Having input the secret key \(sk_a\) of doctor, and the ciphertext \(CT\), this algorithm will output TURE or FALSE.

B. Threat Models

In a traditional searchable encryption scheme, EMR is vulnerable to quantum computing attack, chosen plaintext attack (CPA) and chosen keyword attack (CKA) from malicious attackers, posing a serious threat to the privacy.

1) **Quantum computing attack:** In our architecture, EMR of patients confront security issues under quantum attacks.

2) **CPA and CKA attacks:** To ensure that our scheme has secure property under CPA and CKA, two indistinguishability games are defined as follows.

**Definition 5:** To construct the indistinguishability game against CPA, we introduce challenger C and adversary A to interact in this game.

**Setup:** Challenger C executes Initialize algorithm to generate the public parameter, then C returns it to adversary A.

**Secret-key query:** A sends an attribute to C for the secret key query. Then, C executes the KeyExt algorithm to compute the secret key and returns it to A. Further, A conducts a trapdoor query and submits the keyword, and C runs Trapdoor algorithm and computes the trapdoor to A.

**Challenge:** A sends two keywords without a trapdoor query and an attribute to C. After that, C selects either of the two keywords and executes Encrypt algorithm to obtain the ciphertext. Finally, C sends this ciphertext to A.

**Guess:** A gives a guess for a keyword-based on ciphertext.

**Definition 6:** To construct the indistinguishability game against CKA, we introduce the simulator S and the adversary A to interact in this game.

**Initialize:** Simulator S generates the public parameter and returns it to adversary A.

**Hash query:** S maintains a list to record the hash query by A. Facing each hash query from A, S adds the list and returns the corresponding result to A.

**Trapdoor query:** Firstly, A sends an attribute and a keyword to S for the trapdoor query. Then, S generates a trapdoor and sends it to adversary A.

**Challenge:** A sends two keywords without a trapdoor query and an attribute to S. After that, S chooses either of the two keywords, performs a hash query, obtains the ciphertext, and then submits it to adversary A.

**Guess:** A sends a guess for the ciphertext to S and receives the corresponding result.

C. Design Goals

We design a lattice-based searchable encryption scheme for EMR in the E-health scenario, named AAQ-PEKS, which not only resists quantum computing attacks but also implements access control to data users (doctors) to ensure EMR security and privacy. The main features of our scheme are as follows:

1) **Anti-quantum:** To resist quantum computing attacks initiated by malicious attackers, we apply lattice cryptography to design an anti-quantum searchable encryption scheme.

2) **Fine-grained access control:** In our scheme, the EMR of a patient can be searched or decrypted when the doctor's attribute meets the access conditions, which realizes fine-grained access control of EMR.
(3) **Indistinguishability of against CPA and CKA:** In the traditional searchable encryption scheme, the server is vulnerable to CPA and CKA initiated by malicious attackers, affecting the privacy of EMR extremely. Consequently, in AAQ-PEKS, we reduce the difficulty of breaking the indistinguishability of CPA and CKA to LWE hardness.

(4) **Efficiency:** Instead of large number operations, we adopt matrix operations in our scheme, improving the computational efficiency in terms of encryption time and search time.

V. OUR PROPOSED SCHEME: AAQ-PEKS

We illustrate the concrete attribute-based anti-quantum public-key encryption with keyword search scheme for E-health, AAQ-PEKS, mainly incorporating six Probabilistic Polynomial-Time (PPT) algorithms (Initialize, KeyExt, Encrypt, Trapdoor, Search, Decrypt). The explanation of main variables involved in these algorithms are shown in Table II.

<table>
<thead>
<tr>
<th>TABLE II</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>NOMENCLATURE IN ALGORITHMS</strong></td>
</tr>
<tr>
<td><strong>Acronyms</strong></td>
</tr>
<tr>
<td>$\lambda$</td>
</tr>
<tr>
<td>$l$, $d$</td>
</tr>
<tr>
<td>$pp$</td>
</tr>
<tr>
<td>$T_{M_0}$</td>
</tr>
<tr>
<td>$sk_a$</td>
</tr>
<tr>
<td>$PT$</td>
</tr>
<tr>
<td>$\alpha, \alpha'$</td>
</tr>
<tr>
<td>$w$, $w'$</td>
</tr>
<tr>
<td>$CT$</td>
</tr>
<tr>
<td>$\text{Trap}_a$</td>
</tr>
</tbody>
</table>

**A. Initialize**

*Initialize* $(pp, T_{M_0})$: To begin with, the system will initialize the security parameter $\lambda$ and the length $l$ as input, and then TA executes Algorithm 1 to obtain the public parameter $pp$, and the master secret key $T_{M_0}$.

**Algorithm 1 Initialize** $(pp, T_{M_0})$

| **Input:** | The security parameter $\lambda$, and the length parameter $l$ |
| **Output:** | The public parameter $pp$, and the master secret key $T_{M_0}$ |

1: Select $n, m \triangleright n, m$ are positive integers
2: Select $q$ st. $q \geq 2$ AND $m > 6n \log q \triangleright q$ is a prime
3: Calculate $H_i : \{0,1\}^\ast \rightarrow \{0,1\}^\ast$ \( i \in \{1, d\} \)
4: Generate $M_i$ through calling TrapGen $(q, n)$ \( \triangleright M_i \in \mathbb{Z}_q^{mn} \)
5: Generate $T_{M_0}$ st. $\|T_{M_0}\| < O\left(\sqrt{m \log q}\right)$ \( \triangleright T_{M_0}$ is the master secret key
6: for $(i = 1, 2, \ldots, l)$ do
7: Select $M_i$
8: end for
9: Select $B \in \mathbb{Z}_q^{mn}$ and vector $v \in \mathbb{Z}_q^n$
10: Set $pp = (M_0, M_1, \ldots, M_l, B, v)$
11: Return $(pp, T_{M_0})$

**B. KeyExt**

*KeyExt* $(sk_a)$: Firstly, the doctor submits the own attribute to TA. Then, TA will input the parameter $pp$, the master secret key $T_{M_0}$, and perform Algorithm 2 to generate the secret key $sk_a$ of the doctor.

**Algorithm 2 KeyExt** $(sk_a)$

| **Input:** | The public parameter $pp$, the master key $T_{M_0}$, and attribute $a$ |
| **Output:** | The secret key $sk_a$ of doctor |

1: Select attribute $a \in \{0,1\}^l$
2: Calculate $M_a = \sum_{i=1}^{l} (B + M_i)_{a_i}$
3: Call SampleBasis $(M_0 | M_a, T_{M_0})$ to generate $T_{M, M_0} \triangleright T_{M, M_0} \in \mathbb{Z}_q^{mn}$
4: Call SampleL $(M_0, M_a, T_{M_0}, v)$ to generate $e_a$ s.t. $(M_0 | M_a)e_a = v$
5: Set $sk_a = \{e_a, T_{M, M_0}\}$
6: Return $sk_a$

**Algorithm 3 Encrypt** $(CT)$

| **Input:** | The public parameter $pp$, the keyword $w$, the plaintext $PT$, and the attribute $a'$ of the patient, and the length parameter $l$, $d$ |
| **Output:** | The ciphertext $CT$ |

1: Select keyword $w \in \{0,1\}^l$ and plaintext $PT \in \{0,1\}$
2: Select the attribute $a' \in \{0,1\}^l$ of the patient
3: Procedure *Encrypt*
4: Select vector $e \in \mathbb{Z}_q^n$
5: for $(j = 1, 2, \ldots, l)$ do
6: Select matrices $A_j \in \{-1,1\}^{mn}$ randomly
7: end for
8: for $(i = 1, 2, \ldots, l)$ do
9: Set noise vectors $noi, noi' \leftarrow \chi$ and $y \leftarrow \chi''$
10: end for
11: Calculate $u = v'e + noi + PT \left[ \frac{q}{2} \right] \in \mathbb{Z}_q^n$
12: for $(i = 1, 2, \ldots, d)$ do
13: Calculate $u_i = H_i(w)^T e + noi \triangleright u_i \in \mathbb{Z}_q^n$
14: end for
15: Calculate $\mu = M_a'y \triangleright \mu \in \mathbb{Z}_q^n$
16: for $(j = 1, 2, \ldots, l)$ do
17: if $j \in a'$
18: Calculate $\mu_j = (B + M_j)' e + A_j'y \triangleright \mu_j \in \mathbb{Z}_q^n$
19: else
20: Select $\mu_j$ randomly \( \triangleright \mu_j \in \mathbb{Z}_q^n \)
21: end if
22: end for
23: Set and return $CT = (u, u_1, u_2, \ldots, u_l, \mu_1, \mu_2, \ldots, \mu_l)$

<
Encrypt

Encrypt(CT) : The patient takes his/her attribute \( a' \), the keyword \( w \), the plaintext \( PT \), and the public parameter \( pp \) as input, and then executes Algorithm 3. After that, it will output the ciphertext \( CT \).

D. Trapdoor

In this process, for a keyword \( w' \) to be searched, the doctor will execute Algorithm 4, which generates a corresponding search trapdoor \( Trap_w \).

E. Search

Search(TRUE or FALSE) : In the search phase, the doctor sends a search trapdoor \( Trap_w \) and attribute \( a \) to the trusted server. After that, the trusted server will check the attribute of the doctor who submitted a search request. If \( a \leq a' \), the trusted server will input the ciphertext \( CT \) and perform Algorithm 5 to generate the search result TRUE or FALSE. If the output is TRUE, which indicates that the search result is valid, the trusted server will return the ciphertext to the doctor. Otherwise, the TS will refuse the search request of the doctor.

Algorithm 4 Trapdoor(Trap_w)

Input: The secret key \( sk_d \) of doctor, the attribute \( a \) of doctor, the keyword \( w' \) searched by doctor, and the public parameter \( pp \)

Output: The search trapdoor \( Trap_w \)

1: Calculate \( M_1 = \sum (B+M_j) \)
2: for \( (i=1,2,\ldots,d) \) do
3: Call SamplePre\((M_i,M_a,Trap_w,HT(w'))\) to generate vector \( v_i \in \mathbb{Z}_q \)
4: end for
5: Calculate trapdoor \( Trap_w = (v_1,v_2,\ldots,v_d) \)
6: Return \( Trap_w \) to the doctor

Algorithm 5 Search(TRUE or FALSE)

Input: The search trapdoor \( Trap_w \), the attribute \( a \) of doctor, the ciphertext \( CT \), and the length parameter \( d \)

Output: TRUE or FALSE

1: for \( (i=1,2,\ldots,d) \) do
2: Calculate \( \delta_i = u_i - (e_i^{\top}a + e_i^{\top}\sum_{j=1}^d \mu_j) \)
3: if \( \delta_i < \frac{q}{4} \) then
4: Return TRUE
5: else
6: Return FALSE
7: end if
8: end for

F. Decrypt

Decrypt(TRUE or FALSE) : This algorithm will be launched by the doctor after obtaining the ciphertext from trusted server.

Algorithm 6 Decrypt(TRUE or FALSE)

Input: The secret key \( sk_d \) of doctor, and the ciphertext \( CT \)

Output: TRUE or FALSE

VI. SECURITY ANALYSIS

Theorem 1. Our AAQ-PEKS.Search algorithm is correct under the LWE assumptions.

Proof of Theorem 1:

 Initially, we have to choose several parameters to satisfy TrapGen, SampleLeft, SampleRight algorithms, which specifies as below. \( m = 6n[\log q] \), \( q = \omega(\sqrt{\log n})\sqrt{n} \), \( \sigma = m\omega(\log n) \) and \( \alpha = \frac{1}{m^{\epsilon}} \).

For random input secret key \( sk_a \), the doctor’s attribute \( a \leq a' \), ciphertext \( CT = (u_1,u_2,\ldots,u_d,\mu_0,\mu_1,\ldots,\mu_l) \), for each \( j \in a \), it always finds \( \exists \mu_j \). We also set \( a_{a,0}, a_{a,1} \in \mathbb{Z}_m^* \).

If \( w = w' \), we compute:

\[
\delta_i = u_i - (e_i^{\top}a + e_i^{\top}a') \leq H_i(w)^c + no(\epsilon_i^c)\mu_0 + e_i^{\top}\mu_j
\]

\[= H_i(w)^c + no(\epsilon_i^c)\mu_0 + e_i^{\top}(B+M_j)^c + c, A, y)
\]

\[= H_i(w)^c + no(\epsilon_i^c)\mu_0 + e_i^{\top}(M_j^c + y) + \sum_{j=1}^d e_j^{\top}(B+M_j)^c + c, A, y
\]

\[= H_i(w)^c + no(\epsilon_i^c)\mu_0 + e_i^{\top}(M_j^c + y) + \sum_{j=1}^d e_j^{\top}(B+M_j)^c + c, A, y
\]

\[= H_i(w)^c + no(\epsilon_i^c)\mu_0 + e_i^{\top}(M_j^c + y) + \sum_{j=1}^d e_j^{\top}(B+M_j)^c + c, A, y
\]

Thus, we get the error term of the AAQ-PEKS.Search algorithm that is \( no(\epsilon_i^c)\mu_0 + \sum_{j=1}^d A, e_j^c \).

It is easy to bound \( \|no(\epsilon_i^c)\mu_0 + \sum_{j=1}^d A, e_j^c \| \leq \frac{q}{5} \) to satisfy the correctness of our proposed scheme [5]. Then, due to the fact that \( e_a = (e_{a,0},e_{a,1}) \), we established \( \|e_{a,0}\| \leq \sigma \sqrt{m} \) and \( \|e_{a,1}\| \leq \sigma \sqrt{m} \) with overwhelming probability.

Theorem 2. Our AAQ-PEKS.Decrypt algorithm is correct under the LWE assumption.

Proof of Theorem 2:

For random input secret key \( sk_a \), the doctor’s attribute
\[ a \subseteq a', \text{ ciphertext } CT = (u, u_1, u_2, \ldots, u_j, \mu_0, \mu_1, \ldots, \mu_l), \text{ for } \]
each \( j \in a \), we compute:
\[
\sigma = u - (e_{0,0}^T \mu_0 + \sum_{j=1}^{l+1} e_{0,j}^T \mu_j) = v' c + noi + PT \left[ \frac{q}{2} \right] - (e_{0,0}^T \mu_0 + \sum_{j=1}^{l+1} e_{0,j}^T \mu_j)
\]
\[= v' c + noi + PT \left[ \frac{q}{2} \right] - v' c - e_{0,0} y - \sum_{j=1}^{l+1} e_{0,j} A_j y
\]
\[= noi + PT \left[ \frac{q}{2} \right] - (e_{0,0} + \sum_{j=1}^{l+1} A_j e_{0,j}) y
\]

Thus, we get the error term of the AAQ-PEKs.Decrypt algorithm that is \( noi - (e_{0,0} + \sum_{j=1}^{l+1} A_j e_{0,j}) y \). It is ordinary to bound \( noi - (e_{0,0} + \sum_{j=1}^{l+1} A_j e_{0,j}) y \) by \( q \) to satisfy the correctness of our proposed scheme [35]. Next, because of \( e_i = (e_{i,0}, e_{i,1}) \) \( \leftarrow \) \( \text{SamplePre} \), we established \( \| e_{0,i} \| \leq \sigma \sqrt{m} \),
\[
\| e_{0,0} \| \leq \sigma \sqrt{m} \text{, and } \| e_{0,0} + \sum_{j=1}^{l+1} A_j e_{0,j} \| \leq \| e_{0,0} \| + \sum_{j=1}^{l+1} \| A_j e_{0,j} \| \leq \| e_{0,0} \| + \sum_{j=1}^{l+1} \| A_j \| \| e_{0,j} \| \leq O(\sigma m)
\]

overwhelming probability.

Then, we have:
\[
\left| noi - (e_{0,0} + \sum_{j=1}^{l+1} A_j e_{0,j}) y \right| 
\leq \alpha \sigma q(\sqrt{m}) + (\alpha \sigma \sqrt{\log m} + \sqrt{m}) O(ml \sigma) + \frac{1}{2}
\leq \alpha \sigma qm \sigma + O\left(\frac{\sigma m l}{2}\right)
\]

**Theorem 3.** The IND-CPA of AAQ-PEKs can be reduced to the LWE hardness assumption.

**Proof of Theorem 3:**
To begin with, the hash function is defined as
\[ H = \left\{ h_i : \mathbb{Z}_q \rightarrow \mathbb{Z}_{q^2} \right\}, \text{ and } h_i(a) = \sum_{j=1}^{l+1} \delta_j a_j + r, \text{ where } r \in \mathbb{Z}_q \). To prove Theorem 3, we introduce the following games.

**Game 0: Setup:** Challenger C runs \( \text{Initialize}(pp, T_{M_0}) \) algorithm to generate the public parameter \( pp \) and returns it to Adversary A.

**Secret-key query:** A sends attribute \( a \in \{0,1\}^l \) to C for a secret key query. Then, C executes the \( \text{KeyExt}(sk_a) \) algorithm to calculate the secret key \( sk_a \) and returns it to A. Further, A conducts a trapdoor query and submits the keyword \( w \), and C processes the \( \text{Trapdoor}(Trap_w) \) algorithm using \( sk_a \) and computes the trapdoor \( Trap_w \) to A.

**Challenge:** A sends keywords \( w_0 \) and \( w_1 \) without trapdoor query and attribute \( a^* \in \{0,1\}^l \) to C, such that \( a \not\in a^* \).

Moreover, C chooses \( b = 0 \) or \( b = 1 \) and executes \( \text{Encrypt}(CT_p) \) to obtain the ciphertext \( CT_b \). Finally, C sends \( CT_b \) to A.

**Guess:** A receives \( CT_b \) and gives a guess for \( b \in \{0,1\} \).

**Game 1:** Compared with **Game 0**, the difference of **Game 1** is the selection of matrix \( M_j \) and abort operation in **Setup** phase, where \( j \in [1, l] \).

In **Setup**, C selects matrices \( A_j^* \in \{-1,1\}^{m \times m} \) randomly and \( \delta_j \in \mathbb{Z}_q \) for \( j \in [1, l] \). Then, C calculates \( M_j = \delta_j B + M_j A_j^* \) to generate \( M_j \) in AAQ-PEKs. **Initialize** algorithm. After that, C chooses \( h = H \) as the hash function in the secret key query from A. In **Guess**, let \( q \) be the number of private key queries made by A. After receiving A’s guess, if \( h(a_j) \neq 0, h(a_j) \neq 0, \ldots, h(a_j) \neq 0 \) and \( h(a_j) = 0 \), C continues this game. Otherwise, C covers \( b \in \{0,1\} \) and halts this game.

According to [35], for \( j \in [1, l] \), \( \delta_j B + M_j A_j^* \) closes \( M_j \) statically, which \( M_j \) is selected randomly by C. Furthermore, from A’s point of view, it is also random and independent whether the **Guess** phase is halted. Consequently, **Game 0** and **Game 1** are indistinguishable to attacker A.

**Game 2:** Compared with **Game 1**, the difference of **Game 2** is the selection of matrix \( M_{0_a} \) and \( B \).

In **Setup**, C selects \( M_{0_a} \) and \( B \) randomly to obtain a lattice \( L_{q}(B) \) and a corresponding trapdoor \( T_{B} \). Then, in **Phase 1**, C calculates
\[
M_a = \left( \left( \sum_{j=1}^{l+1} (B + M_j) \right) \right) = \left( M_a \right) \left( \sum_{j=1}^{l+1} R_j + \left( \sum_{j=1}^{l+1} \delta_j a_j + r \right) \right)
\]

If \( \left( \sum_{j=1}^{l+1} \delta_j a_j + r \right) = h(a) = 0 \), C halts this game. Otherwise, C can obtain \( T_{M_a} \) according to reference [35]. Then, C executes SampleR algorithm to sample a vector \( e \) and make \( sk_a = (e, T_{M_a}) \) as the private key.

Due to the private key \( sk_a \) is statistically close to **Game 2**, **Game 1** and **Game 2** are indistinguishable from attacker A.

**Game 3:** Compared with **Game 2**, the difference of **Game 3** is the selection of ciphertext \( CT \). In **Challenge**, C completely random access to ciphertext \( CT \). In order to prove that **Game 2** and **Game 3** are indistinguishable, we need to introduce a challenger S to complete this proof.

We make an assumption as attacker A has the ability to distinguish **Game 2** and **Game 3** with overwhelming probability. Further, we utilize adversary A together with challenger C to defeat the LWE hardness, the details elaborated as the following:
Initialization part: (1)

for \( (i = 0, 1, \ldots, m) \)

Calculate \( \eta_i = u_i^T c + noi \), where \( \eta_i \in \mathbb{Z}_q^* \) and \( u_i \in \mathbb{Z}_q^m \)

Challenger \( S \leftarrow \eta \rightarrow C \)

end for

(2) We set \( M_0 = (v_1, v_2, \ldots, v_m) \in \mathbb{Z}_q^{nm} \) and we consider the zero vector in the LWE hardness is \( v_0 \) under the circumstance of public parameter \( pp \). Then, we compute:

for \( (i = 1, 2, \ldots, l) \)

\[ M_i = M_0 A_i^* + \delta B \]

where \( B \) has been initialized in Game 2

end for

(3) We set \( pp = (M_0, M_1, \ldots, M_l, B, v_0) \) and give it to Attacker A to end this part.

Challenge part: (1) Adversary A initially chooses \( a \in \{0, 1\} \)

if \( h(a) \neq 0 \)

Continue the game

else

Challenger S establishes one secret key through Game 2 and gives it to A

end if

(2) Attacker A secondarily chooses one attribute for challenge \( C \). \( a^* \in \{0, 1\} \) s.t. \( a_i \subset \subset a^* \) and two plaintext messages \( PT_{0i}, PT_{1i} \in \{0, 1\} \).

if \( h(a^*) = 0 \)

Challenger S will firstly select \( b \in \{0, 1\} \)

Set \( \eta^* = (\eta_1, \eta_2, \ldots, \eta_m)^T \) \( \eta^* \in \mathbb{Z}_q^m \)

Set \( u^* = \eta_i + PT_i \left[ \frac{q}{2} \right] \) as the ciphertext \( \triangleright u^* \in \mathbb{Z}_q \)

if \( j \notin a^* \)

Select \( \mu_j \) randomly

else

Set \( \mu_j^* = (A_j^*)^T \eta^* \) s.t. \( M_0 A_j^* = M_j - \delta B \)

end if

Calculate \( CT^* = (u^*, \eta_1, \eta_2, \ldots, \eta_m, \eta^*, \mu_1^*, \mu_2^*, \ldots, \mu_l^*) \)

Return \( CT^* \) to A

else

Challenger S will finish the game

end if

Guess part:

Adversary A gives a guess for \( b^* \leftarrow \{0, 1\} \)

if \( b^* \neq b \)

S obtained \( v_i \leftarrow \mathbb{Z}_q^m \) and \( \eta_i \leftarrow \mathbb{Z}_q^m \) randomly.

To conclude, \( CT^* \) can be reduced to Game 3.

else

In a nutshell, the difficulty of distinguishing Game 3 from Game 4 to break the IND-CPA of our scheme can be reduced to LWE hardness.

Theorem 4. The IND-CKA of AAQ-PEKS can be reduced to the LWE hardness assumption.

Proof of Theorem 4:

We assume that there exists an adversary \( A \) under the random oracle model, which will break the IND-CKA of our scheme in polynomial time. According to this, we have created a simulator \( S \) having the ability to solve the LWE hardness.

To begin with, for \( j \in [0, m] \), \( S \) selects the vector \( v_j \) and computes \( \eta_j = v_j^T c + y_j \), such that \( y_j \) is sampled from distribution \( \chi \). Then, the following steps will be executed in sequence.

Initialization part:

for \( (i = 0, 1, \ldots, m) \)

Calculate \( \eta_i = u_i^T c + noi \), where \( \eta_i \in \mathbb{Z}_q^* \) and \( u_i \in \mathbb{Z}_q^m \)

Challenger \( S \leftarrow \eta \rightarrow C \)

end for

We set \( M_0 = (v_1, v_2, \ldots, v_m) \in \mathbb{Z}_q^{nm} \) and we consider the zero vector in the LWE hardness is \( v_0 \) under the circumstance of public parameter \( pp \). Then, we compute
for (i = 1, 2, ..., l)
    \( M_i = M_{0i}A_i^\ast + \delta B \), where B has been initialized through \( Encrypt \) algorithm, satisfying the privacy-preserving.

Proof of Corollary 1. The secret key \( s_k \) will be assigned by TA, which is completely trustworthy. Without knowledge of them, our scheme achieves privacy-preserving.

**Corollary 2.** AAQ-PEKS supports fine-grained access control to EMRs among multiple parties in searching process.

Proof of Corollary 2. Access control authenticates the user’s identity and grants the user access to sensitive EMRs within the scope of the license. In order to realize access control in our scheme, we introduce attribute \( a \in \{0, 1\}^l \) for each multiple party and set an attribute limitation \( a^\ast \in \{0, 1\}^l \in \{0, 1\} \) in \( Encrypt \), \( Trapdoor \) and \( Search \) algorithm. The data owner can execute these algorithms and access medical data only if the decimal of attribute \( a \) is less than or equal to the decimal of attribute limitation \( a^\ast \), which is denoted as \( a \preceq a^\ast \). Access control policy strengthens the trusted control of medical data by authoritative organizations and ensures data security and privacy in AAQ-PEKS.

**VII. PERFORMANCE EVALUATION**

In this sector, we will compare our proposed scheme with other top-tier existing searchable encryption schemes [6, 10, 12, 20, 36-46] in terms of theoretical evaluation and experimental evaluations. More specifically, we will analyze comprehensive performance evaluation through communication efficiency, computation efficiency, security primitives, operational times, encryption times, and search times, respectively.

**TABLE III**

**NOMENCLATURE IN EXPERIMENTS**

<table>
<thead>
<tr>
<th>Acronyms</th>
<th>Descriptions</th>
</tr>
</thead>
<tbody>
<tr>
<td>( N )</td>
<td>The number of attributes</td>
</tr>
<tr>
<td>( s )</td>
<td>The size of the access control structure</td>
</tr>
<tr>
<td>( n )</td>
<td>The number of the keywords</td>
</tr>
<tr>
<td>( n_a )</td>
<td>The number of attributes associated with a trapdoor</td>
</tr>
<tr>
<td>( \kappa )</td>
<td>The length of the string (0, 1)</td>
</tr>
<tr>
<td>(</td>
<td>T</td>
</tr>
<tr>
<td>(</td>
<td>T^*</td>
</tr>
<tr>
<td>( T_H )</td>
<td>The evaluation of Hash-to-point</td>
</tr>
<tr>
<td>( T_{BP} )</td>
<td>The evaluation of Bilinear Pairing</td>
</tr>
<tr>
<td>( T_{ME} )</td>
<td>The evaluation of Modular Exponentiation</td>
</tr>
<tr>
<td>( T_{MP} )</td>
<td>The evaluation of Matrix Multiplication</td>
</tr>
<tr>
<td>( T_{SP} )</td>
<td>The evaluation of SamplePre algorithm</td>
</tr>
</tbody>
</table>

**TABLE IV**

**COMMUNICATION EFFICIENCY COMPARISON**

<table>
<thead>
<tr>
<th>Schemes</th>
<th>System parameter</th>
<th>Secret key</th>
<th>Trapdoor</th>
<th>Ciphertext</th>
</tr>
</thead>
<tbody>
<tr>
<td>Boneh et al. [6]</td>
<td>([G_1]</td>
<td>G_2)</td>
<td>([G_1])</td>
<td>([G_1])</td>
</tr>
<tr>
<td>Sultan et al. [36]</td>
<td>([G_1]</td>
<td>G_2)</td>
<td>((2N+6)[G_1]+[G_2])</td>
<td>((n+2)[G_1]+[G_2])</td>
</tr>
<tr>
<td>Chen et al. [10]</td>
<td>([G_1])</td>
<td>(4[G_2])</td>
<td>(2[G_2])</td>
<td>(3[G_2])</td>
</tr>
</tbody>
</table>
A. Theoretical evaluation

There are several acronyms utilized in our evaluation analysis, with concrete descriptions elaborated on Table 3 for perusal. Here, we take some significant symbols, such as $\mathbb{Z}_p$, $\mathbb{Z}_p^*$, $\mathbb{G}_1$, and $\mathbb{G}_2$, represent the length of the element in $\mathbb{Z}_p$, $\mathbb{Z}_p^*$, $\mathbb{G}_1$, and $\mathbb{G}_2$, respectively. Furthermore, we take note that $T_H$, $T_{BP}$, $T_{ME}$, $T_{MT}$, and $T_{SP}$ represent the evaluation time of Hash-to-point, Bilinear Pairing and Modular Exponentiation, Matrix Multiplication, and SamplePre algorithm, respectively.

In Table 4, we introduce the communication efficiency of our scheme compared with [6, 10, 12, 36-45]. To begin with, the security parameter size of our scheme is $2|\mathbb{G}_1|$, which has a significant advantage over [37, 39, 41-43]. The size of the secret key, trapdoor, and ciphertext is $3|\mathbb{Z}_p|$, $(d + l)|\mathbb{Z}_p|$ and $(2+d)|\mathbb{Z}_p|$, respectively. Although the size of these parameters is higher than other schemes, such as [6, 10, 12, 40, 41, 44, 45], our scheme achieves access control in the whole procedure to improve supreme security and privacy of sensitive EMR, which is not available in other schemes.

Table 5 describes the computation efficiency of our four algorithms, including Encrypt, Decrypt, Trapdoor, and Search algorithms. In order to encrypt the keyword and obtain the corresponding ciphertext, our scheme needs to spend $(d + l + 2)T_{MT} \approx 17T_{MT}$, which has more advantages than other schemes. Owing to our scheme achieving the access control mechanism in terms of encrypting keywords, it consumes more computation efficiency than other schemes. As for the Trapdoor algorithm, we have a relatively large computation efficiency due to the introduction of the SamplePre algorithm to generate a short vector. However, the execution frequency of the Trapdoor algorithm is prominently less than other algorithms, consequently, it did not have a substantial influence on the efficiency of the whole procedure. With regard to the keyword searching process, our scheme achieves the larger computation intensive without involving Hash-to-point and Bilinear Pairing operation. Last but not least, our scheme is outstanding in decrypting phase than [12, 20, 39-44], and this

<table>
<thead>
<tr>
<th>Schemes</th>
<th>Encrypt</th>
<th>Decrypt</th>
<th>Trapdoor</th>
<th>Search</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bonet et al. [6]</td>
<td>$T_H + T_{BP} + 2T_{BP}$</td>
<td>$T_H + T_{ME}$</td>
<td>$T_H + T_{BP}$</td>
<td>$T_H + T_{SP}$</td>
</tr>
<tr>
<td>Sultan et al. [36]</td>
<td>$(n + 2n + 3T_{ME} + (n + 1)T_{BP}$</td>
<td>$T_H$</td>
<td>$(n + 5)T_{ME} + 6T_{BP}$</td>
<td>$T_H + 3T_{ME}$</td>
</tr>
<tr>
<td>Chen et al. [10]</td>
<td>$5T_{ME}$</td>
<td>$5T_{ME}$</td>
<td>$5T_{ME}$</td>
<td>$5T_{ME}$</td>
</tr>
<tr>
<td>Zeng et al. [37]</td>
<td>$(6+4)T_{ME}$</td>
<td>$4T_{ME} + 3xT_{ME}$</td>
<td>$(5+4)T_{ME}$</td>
<td>$5T_{ME} + 3T_{ME}$</td>
</tr>
<tr>
<td>Qu et al. [40]</td>
<td>$5T_{ME} + 2T_{BP}$</td>
<td>$2T_{ME} + 2T_{BP}$</td>
<td>$2T_{ME}$</td>
<td>$2T_{ME} + 2T_{BP}$</td>
</tr>
<tr>
<td>Ling et al. [41]</td>
<td>$5T_{ME}$</td>
<td>$2T_{ME}$</td>
<td>$2T_{ME}$</td>
<td>$2T_{ME} + 2T_{BP}$</td>
</tr>
<tr>
<td>Ma et al. [42]</td>
<td>$7T_{ME}$</td>
<td>$6T_{ME}$</td>
<td>$N/A$</td>
<td>$4T_{ME}$</td>
</tr>
<tr>
<td>Lee et al. [43]</td>
<td>$15T_{ME} + T_{BP}$</td>
<td>$11T_{ME} + 9T_{BP}$</td>
<td>$T_{ME}$</td>
<td>$6T_{ME} + 6T_{BP}$</td>
</tr>
<tr>
<td>Elhabob et al. [44]</td>
<td>$7T_{ME} + 4T_{BP}$</td>
<td>$6T_{ME} + 6T_{BP}$</td>
<td>$2T_{ME}$</td>
<td>$4T_{ME}$</td>
</tr>
<tr>
<td>Qin et al. [12]</td>
<td>$3T_{ME} + T_{BP}$</td>
<td>$2T_{ME}$</td>
<td>$2T_{ME} + T_{BP}$</td>
<td>$2T_{ME} + 2T_{BP}$</td>
</tr>
<tr>
<td>Wang et al. [20]</td>
<td>$3T_{ME} + 9T_{BP}$</td>
<td>$T_{ME} + 3T_{ME}$</td>
<td>$2T_{ME}$</td>
<td>$2T_{ME} + T_{SP}$</td>
</tr>
<tr>
<td>Our scheme</td>
<td>$(d + l + 2)T_{MT}$</td>
<td>$2T_{MT}$</td>
<td>$dT_{SP}$</td>
<td>$2dT_{MT}$</td>
</tr>
</tbody>
</table>
advantage will be significantly improved with the increase of keywords.

In Table 6, we conduct a comprehensive comparison with [6, 10, 12, 15, 36-38, 40-46] in terms of the security model, security assumption, security primitives, and infrastructure. In our scheme, we design a searchable encryption scheme using an Attribute-Based Cryptosystem (ABC) and adapt lattice-based cryptography, which makes our scheme resist to IND-CPA, and IND-CKA, and quantum computing attack. Moreover, we reduce the difficulty of cracking our scheme to the LWE assumption and utilize a Random Oracle Model (ROM) to prove the security of our scheme.

B. Comprehensive experimental evaluation

The experiments were based on the C++, with the pairing-friendly elliptic-curve and MATLAB language to finish the simulation performance on Windows 11 with Intel(R) Core(TM) i9-13900H CPU, 128 GB RAM. From Table 7, it is clear to understand the operational time of each evaluation and their relationship are rough $T_{SP} \gg T_{HR} \approx T_{ME} > T_{MT}$.

Nevertheless, our scheme adopts the SamplePre algorithm, enhancing the running time of the Trapdoor procedure, but we keep the utmost security level with anti-quantum computing. Combining Fig. 2 with Fig. 3 elaborates the computation costs of encryption and search algorithms concerning the number of keywords compared with several schemes. The schemes we compare can divide into two categories, based on discrete logarithm [4, 6, 20, 48] and lattice [27, 47]. Initially, the time costs of both algorithms are linear with the number of keywords. Furthermore, from both pictures, we can see that our proposed scheme is roughly lesser than other existed schemes since we avoid the computation-intensive operations by utilizing the Matrix operations for lattice assumptions, instead of using scalar point multiplication operations. Moreover, with the increment in the number of keywords, our scheme is more practical and scalable compared with others.

For example, the computation cost of encryption in [47], [48], and [20] compared with our scheme is nearly thirteen times, eight times, and five times, respectively when the number of keywords is 500. Not only this, but the same as for the computation cost of the search phrase, as Huang et al. [4] and Boneh et al. [6] are approximately two and a half of our schemes. Lastly, the search time of our scheme is a little bit higher than [48], nevertheless, our scheme is significantly better than the remaining protocols.

VIII. CONCLUSION

With the emergence of quantum computers, they have threatened cryptography based on discrete logarithm. In addition, the access control of EMR needs to be guaranteed. Therefore, we have introduced an attribute-based anti-quantum public-key encryption scheme with keyword search for the E-health scenarios in this paper. Our proposed scheme can resist quantum computing attack. Moreover, the proposed AAQ-PEKS achieves fine-grained access control for patients. In addition, we illustrate the computational security proofs and corollaries, specifying our scheme is secure under the LWE assumptions. Lastly, compared with other schemes, our
protocol realized higher computation and communication efficiency, which is practical for the E-health applications.

<table>
<thead>
<tr>
<th>Table VII: Operational Times</th>
</tr>
</thead>
<tbody>
<tr>
<td>Operation</td>
</tr>
<tr>
<td>$T_{ev}$</td>
</tr>
<tr>
<td>$T_{ev}$</td>
</tr>
<tr>
<td>$T_{add}$</td>
</tr>
<tr>
<td>$T_{ser}$</td>
</tr>
<tr>
<td>$T_{sp}$</td>
</tr>
</tbody>
</table>

![Fig. 3. Computation cost of the Search phase.](image)
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