Cryptanalysis of two recently proposed PUF based authentication protocols for IoT: PHEMAP and Salted PHEMAP
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Abstract. Internet of Things(IoT) consists of a large number of interconnected coexist heterogeneous entities, including Radio-frequency identification(RFIDs) based devices and other sensors to detect and transfer various information such as temperature, personal health data, brightness, etc. Security, in particular, authentication, is one of the most important parts of information security infrastructure in IoT systems. Given that an IoT system has many resource-constrained devices, a goal could be designing a proper authentication protocol that is lightweight and can resist against various common attacks, targeting such devices. Recently, using Physical Unclonable Functions (PUF) to design lightweight authentication protocols has received a lot of attention among researchers. In this paper, we analyze two recently proposed authentication protocols based on PUF chains called PHEMAP and Salted PHEMAP. We show that these protocols are vulnerable to impersonate, desynchronization and traceability attacks.
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1 Introduction

Internet of Things(IoT) is growing rapidly nowadays and researchers are studying and developing different aspects of IoT applications. For example, IoT could be used in smart homes, where IoT devices such as sensors are used to control temperature, light and house security to improve the quality of life. An IoT network has several layers, from edge devices to cloud-based servers. The edge devices include a variety of coexisting devices that could expand from very constraint devices, e.g. RFID passive tags, to general superpose computers with reasonable resources. Among them, RFID has fundamental importance in IoT, thanks to its cost-efficiency. An RFID based sensor can work in various environments without significant artificial interference, with low energy consumption, to detect, store and send information through wireless channels.
Generally, in RFID systems, a unique identity (ID) is assigned to each tag to find and recognize a specific device. When a reader wants to receive desired data from a tag, the reader launches an authentication process to identify the target tag. So far, many authentication protocols for different applications and environments have been proposed in the literature. Since the tags usually have restricted computation power and storage size, they support only lightweight operations such as exclusive OR (XOR), pseudo-random number generator (PRNG), shift operation, etc. Today, using physical unclonable function (PUF), in authentication protocols have been studied by many researchers and several PUF based authentication protocols have been proposed in the literature [9,12,11,14]. A PUF works as a digital fingerprint and serves as a unique identity for a device [12]. When a device (like FPGA) is fabricated in the manufactory, a PUF entity is embodied in the physical structure which is unique and infeasible to duplicate or predict. An ideal PUF is expected to operate as a one-way function so we can use it in protocols that are based on challenge-response pairs as a security component. PUF architectures for silicon devices are mainly classified in two classes [17]: (1) delay-based such as the arbiter PUF, the ring oscillator (RO) PUF, and the Anderson PUF, that use differences in paths delays within the specific circuit (2) memory-based such as the SRAM PUF, butterfly PUF, sense amplifier PUF, flip-flop PUF, that exploit the mismatches of memory cell to generate a response to a challenge.

In this paper, we do not focus on how to design an efficient PUF, therefore we suppose that the PUFs used in the authentication schemes have good behavior, for example, enough stable and unpredictable. It worth noting, to study the security of cryptographic construction, it is common to use idealized versions of some crypto-primitives, e.g. pseudo-random functions (PRFs) or pseudorandom generators (PRGs). An ideal PUF plays a similar role in the case of PUF-based authentication protocols. Although no one has ever built an ideal PUF, intensive research is being done to build PUFs with better properties, such as good entropy and small or even zero bit error rates. This approach is compliant with previous researches that are using PUF to design authentication protocols for IoT systems, e.g. [21,17,20,14].

1.1 Related works

Majzoobi et al. [18] introduced a Slender PUF protocol and claimed to be efficient and secure. However, later analysis demonstrated its pitfalls such as the lack of privacy [3,10]. Aysu et al. [3] presented an efficiently PUF based mutual authentication scheme between a server and a resource-constrained device. In their report, they showed how each component of the proposed scheme can be implemented efficiently on a resource-constrained platform such as SASEBO-GII board.

Kulseng et al. [16] proposed a mutual authentication and ownership transfer protocol based on PUF and Linear Feedback Shift Registers (LFSR). They claimed that their scheme can be implemented efficiently on hardware and is resistant against various attacks. Unfortunately, Xu et al. [20] showed that their
claim is wrong and presented a desynchronization attack on it. Then, they proposed a lightweight authentication protocol based on PUF. Bendavid et al. [6] looked closely at Xu et al. scheme and showed that their scheme is vulnerable to desynchronization attack and secret disclosure attack. Braeken [7], first showed that the PUF based key agreement scheme, presented by Chatterjee et al. [8] is vulnerable to impersonation, replay, and man-in-the-middle attacks and next, to address this weakness, they proposed a new efficient key agreement scheme based on the PUF. In 2019, Ameri et al. [2] proposed two PUF based authentication schemes for high-resource and low-resource devices and proved that their scheme can resist against known attacks. Gope et al. [11] proposed a PUF-based mutual authentication protocol for real-time data access in Industrial Wireless Sensor Networks (IWSN).

One of the challenges to using most of the above PUF based authentication protocols is the very large number of challenge-response pairs of PUF need to be stored by the authenticator and the devices embedding the PUF. On the other hand, in real applications, typically many devices of an IoT system are resource-constrained. Hence, most of the existing PUF based mutual authentication protocols are impractical and only able to verify the identity of the devices. One solution to reduce the number of challenge-response pairs is to construct sequences (chains) of challenge-response pairs by a recursive invocation of the PUF embedded on the devices. In this direction, recently Barbareschi et al. [4,5] proposed two mutual authentication protocols (called PHEMAP and Salted PHEMAP scheme) for low-cost hardware which use PUF chains in their authentication procedures. The Salted PHEMAP has been specially designed for cloud-edge(CE) IoT systems. They analyzed their schemes through formal and informal security proof and claimed that their schemes are secure against known attacks. In this paper, we analyze the security of these protocols in more detail and provide the first third-party security analysis of them, to the best of our knowledge. More precisely, first, we analyze the PUF based authentication protocol called PHEMAP, proposed by Barbareschi et al. [4] and show that this scheme is vulnerable to impersonate attack. Furthermore, we demonstrate that the PHEMAP scheme is traceable. In the following, we analyze the Salted PHEMAP protocol proposed by Barbareschi et al. [5] for Cloud-Edge(CE) IoT systems. This scheme is also vulnerable to impersonate, desynchronization and traceability attacks.

1.2 Organization

The remainder of this paper is organized as follows: in section 2 the required preliminaries are provided, including a brief description of the PHEMAP scheme [4] and Salted PHEMAP scheme [5], that has been designed for cloud-edge(CE) IoT systems. In section 3 we explain how to impersonate and traceability attacks can be performed on the PHEMAP scheme and also we will explain the weakness of the Salted PHEMAP scheme. In the end, the conclusion of the paper is described in section 4.
2 Preliminaries

Through the paper we are using the notation represented in Table 1.

<table>
<thead>
<tr>
<th>Notation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>$\gamma_{D,c_0,M}$</td>
<td>a PUF chain of device $D$ with root chain $c_0$ and length $M$</td>
</tr>
<tr>
<td>$\theta(.)$</td>
<td>Physical unclonable function</td>
</tr>
<tr>
<td>$l_i$</td>
<td>$i$-th link in chain $\gamma$</td>
</tr>
<tr>
<td>$n$</td>
<td>nonce generated in the verifier</td>
</tr>
<tr>
<td>$r$</td>
<td>random number generated in the tag</td>
</tr>
<tr>
<td>$S$</td>
<td>sentinel period</td>
</tr>
</tbody>
</table>

2.1 PHEMAP scheme

In this section, we give a brief description of the PHEMAP scheme [4]. This scheme uses only PUF and XOR functions to encrypt and decrypt messages transferred between a verifier and a tag. The proposed scheme contains three phases as following: (1) enrollment and (2) initialization and (3) verification. Before we describe the PHEMAP scheme, we need some definitions, that are taken from [4].

**Definition:** Let $\theta_D(.)$ be PUF inserted in device $D$. The PUF chain $\gamma_{D,c_0,M}$ with root chain $c_0$ and length $M$ is defined as:

$$\{c_0, \theta_D(c_0), \theta_D^2(c_0), ..., \theta_D^{M-1}(c_0)\}$$

where $\theta_D^(.) = \theta_D(\theta_D(...))$ and all of $\theta_D^(.)$ are distinct. We referred each $\theta_D(c_0)$ to as links and noted by $l_i$ hereafter.

**Definition:** Let $\gamma_{D,c_0,M}$ be a chain, $c_0$ be a link on it and $S$ be a positive integer. We refer to as chain *sentinels* all multiple of $S$, starting from link $c_0$.

**Enrollment** In this phase, the verifier generates $T$ distinct chains $\gamma_{D,c_0,M}$ where each root chain $c_0$ is selected randomly, so each link appears only once over the extracted chains. The length of each chain ($M$) is different and depends on the number of the new distinct links that can be generated by iterating the PUF starting from the random root chain $c_0$. All of $T$ generated chains are stored in the verifier and the devices need to store only the last synchronized link that has been used in previous exchanges. The number of generated chains depends on the storage capacity of the verifier and the number of devices that can be managed by it. In the end, the *sentinel* period $S$, is defined and embedded in both the devices and the verifier.
Initialization The initialization contains four phases as following:

1. The verifier generates a random nonce \(n\) and sends
\[
\text{msg1} = \{l_i, (\oplus_{j=0}^{S-3} l_{i+j+1}) \oplus n, l_{i+S-1} \oplus n\} = \{l_i, v_1, v_2\}
\] (2)
to the device \(D\).

2. Upon receiving the message \(\text{msg1}\), the device \(D\) checks
\[
\oplus_{j=0}^{S-2} \theta_D^{i+1}(l_i) \oplus v_1 \oplus v_2 = v_1 \oplus v_2
\] (3)
If it holds true, the device \(D\) generates a random nonce \(r\) and computes
\[
\text{msg2} = \{\theta_D^S(l_i) \oplus r, \theta_D^{S+1}(l_i) \oplus r\} = \{d_1, d_2\}
\] (4)
and sends it to the verifier. Moreover, the device \(D\) saves \(d_2\) in its secure register.

3. The verifier computes and checks
\[
l_{i+S} \oplus l_{i+S+1} = d_1 \oplus d_2
\] (5)
If it’s be true, the verifier authenticates the device \(D\) and sends
\[
\text{msg3} = \{l_i, l_{i+S+2} \oplus r\} = \{l_i, v_3\}
\] (6)
to \(D\).

4. \(D\) computes and checks
\[
\theta_D^{S+1}(l_i) \oplus \theta_D^{S+2}(l_i) = v_3 \oplus d_2
\] (7)
If it holds true, the device \(D\) authenticates the verifier and saves \(\theta_D^{S+2}(l_i)\) in its register.

Verification Both of the verifier and the device \(D\) can be initiated this phase. Suppose that the verifier is initiator of the protocol. The verifier knows the last synchronized link \(l_i\) and the first sentinel link \(\sigma_0\) after initialization. If \(l_{i+1} \neq \sigma_0\), the verifier sends \(l_{i+1}\) to the device \(D\), otherwise, it sends \(l_{i+2}\) to it. The device \(D\) has the last synchronized link \(l_i\) in its register and knows the sentinel link \(\sigma_0\) based on the current value of its counter. So it computes \(l'_{i+1} = \theta(l_i)\) and checks \(l_{i+1} = l'_{i+1}\) (or if \(l_{i+1} = \sigma_0\), it checks \(l_{i+2} = l'_{i+2}\)). If it holds, the device \(D\) authenticates the verifier and saved \(l_{i+1}\) (or \(l_{i+2}\)) in its register. Next, the device \(D\) runs the same approach to authenticated by the verifier. In Figure 1, the PHEMAP scheme has been illustrated by an example. In this example, first link is \(l_0\) and sentinel links are \(l_7, l_{11}\) and \(S = 4\).
2.2 Salted PHEMAP scheme

In this section, we give briefly description of Salted PHEMAP scheme, proposed by Barbareschi et al. [5] to be implemented in Cloud-Edge(CE) based IoT systems. CE-based IoT systems are typically consist of three architectural layers, see Figure 2 i) cloud service as top layer ii) gateway nodes as middle layer iii) terminal nodes or edge IoT devices as lower layer.

Fig. 1. PHEMAP protocol, where Init. and Verif. denote initialization and verification retrospectively
The salted PHEMAP scheme provides mutual authentication between a terminal node and the respective gateway in a CE-based IoT system. In salted PHEMAP, gateways act as a local verifier for underlying terminal nodes by part of enrolled PUF chains that get from authentication service (AS). Note that the Salted PHEMAP scheme is always performed after to the basic PHEMAP scheme and also suppose that the terminal device $D$ and $AS$ have been synchronized on link $l_{i-1}$ of chain $\gamma_{D,l_0,M}$. The Salted PHEMAP scheme starts with the setup phase as follows:

1. Device $D$ sends to $AS$ a request message $m_0 = \{\theta(l_{i-1})\}$ and also saves $l_i$ in its local memory.

2. AS verifies that received message $m_0$ is equal to immediately following link $l_i$ that is in the chain $\gamma_{D,l_0,M}$. If it holds true, AS extract a carnet $\tau_{D,t_0,T} = \{t_0, t_1, ..., t_{T-1}\}$ from chain $\gamma_{D,l_0,M}$. Next AS generates random salt $S_D$ and computes message $m_1 = \{v_1, v_2\} = \{\theta(l_1), \theta^2(l_1) \oplus S_D\}$ to device $D$.

3. Device $D$ computes $l_2 = \theta(l_1)$ and compares it with $v_1$. If the two values match, device $D$ authenticates the $AS$ and extracts salt $S_D$ from $v_2$. Next it computes $l_3 = \theta(l_2)$ and sends message $m_2 = l_3$ to the $AS$. It saves $\theta(l_3) \oplus S_D$ in its local memory to communicate with respective gateway.

4. $AS$ checks $\theta(l_2) = m_2$ and if the two values equal, then $AS$ computes a salted carnet $\chi_{D,x_0,T} = \{x_0, x_1, ..., x_{T-1}\} = \{t_0 \oplus S_D, t_1 \oplus S_D, ..., t_{T-1} \oplus S_D\}$ and sends message $m_3 = \{\chi_{D,x_0,T}\}$ to gateway through a secure channel.
Now, the device $D$ and the respective gateway $G$ use $\{\chi_{D,x_0,T}\}$ to authentication operation between themselves. Authentication operations between the device $D$ and the gateway $G$ is look like to operations between $AS$ and the device $D$ in the basic PHEMAP scheme. We illustrate the Salted PHEMAP scheme by an example in Figure 3. In this example, suppose that $l_0$ is synchronized link between $AS$ and $D$.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Authentication Service</th>
<th>Gateway</th>
<th>Device</th>
</tr>
</thead>
<tbody>
<tr>
<td>Init.</td>
<td>$l_1 \leftarrow m_0$</td>
<td>compute $l_1 = \theta(l_0)$</td>
<td></td>
</tr>
<tr>
<td></td>
<td>$\tau_{D,t_0,T} = {t_0, t_1, ..., t_{T-1}}$</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>$SD : random$</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>$v_1 = t_2$</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>$v_3 = t_3 \oplus SD$</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>$m_1 = {v_1, v_2}$</td>
<td>$\theta(l_1) \leftarrow v_1$</td>
<td>$S_D = \theta^2(l_1) \oplus v_2$</td>
</tr>
<tr>
<td></td>
<td></td>
<td>store $\theta^4(l_1) \oplus S_D = l_5 \oplus SD$</td>
<td></td>
</tr>
<tr>
<td></td>
<td>$l_4 \leftarrow \theta^3(l_1)$</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>$\chi_{D,t_0,T} = {x_1 = t_i \oplus S_D, t_i \in \tau_{D,t_0,T}}$</td>
<td>$m_2 = {\theta^2(l_1)}$</td>
<td></td>
</tr>
<tr>
<td></td>
<td>$m_3 = {\chi_{D,t_0,T}}$</td>
<td></td>
<td>to gateway</td>
</tr>
<tr>
<td>Verif.</td>
<td>$L_1 = x_1$</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>$L_2 = x_2$</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>$L_1 \leftarrow \theta(x_0)$</td>
<td>$\theta^2(x_0) \leftarrow L_1$</td>
<td>$storeQ = \theta^2(x_0)$</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$L_2 \leftarrow \theta^2(x_0)$</td>
<td></td>
</tr>
</tbody>
</table>

Fig. 3. Salted PHEMAP protocol, where Init. and Verif. denote initialization and verification retrospectively
3 Security analysis of PHEMAP and Salted-PHEMAP protocol

3.1 Security challenges of the PHEMAP protocol

Impersonate attack In the initialization phase of the PHEMAP protocol, the attacker intercepts three valid data transmitted between the verifier and the device:
- The query message of the verifier \(msg_1 = \{l_0, v_1, v_2\}\)
- The response message of the device \(msg_2 = \{d_1, d_2\}\)
- The response message of the verifier \(msg_3 = \{l_0, v_3\}\)

Next, the attacker repeats message \(msg_1\) and intercepts response message of the device \(msg_2\). Next, the attacker computes
- \(\Delta r = d_1 \oplus d'_1 = r \oplus r'.\)
- \(v'_3 = v_3 \oplus \Delta r = l_6 \oplus r'\)

and sends \(msg_3' = \{l_0, v'_3\}\) to the device. Upon receiving the message \(msg_3'\), the device authenticates the attacker as a legitimate verifier.

Traceability In the initialization phase, the attacker intercepts the query message \(msg_1\) sent by verifier and the response message of the device \(msg_2 = \{d_1, d_2\}\). We know that summation of \(d_1\) and \(d_2\) is a fix value, because

\[
d_1 \oplus d_2 = (\theta^D_2(l_0) \oplus r) \oplus (\theta^D_2(l_0) \oplus r) = (\theta^D_2(l_0) \oplus \theta^D_2(l_0))\]  \hspace{1cm} (8)

So the attacker can trace a target device \(D\) by sending the fixed message \(msg_1\) to it and computing the sum of the response message \(msg_2\) of the device \(D\).

3.2 Security challenge of the Salted PHEMAP protocol

Desynchronization attack In desynchronization attack on salted PHEMAP, the attacker attempts to restrict access of a legitimate device to its respective gateway. In setup phase, the attacker intercepts message \(m_1 = \{v_1, v_2\} = \{\theta(l_1), \theta^2(l_1) \oplus S_D\}\) and modifies it to \(m'_1 = \{\theta(l_1), \theta^2(l_1) \oplus S_D \oplus \Delta\}\) and sends its to the device \(D\). The device \(D\) doesn’t verify the integrity of the message \(m'_1\), so it computes \(S_D = \theta^2(l_1) \oplus v_2 \oplus \Delta\). Therefore the device \(D\), unlike the gateway \(G\), is synchronized to link \(\theta^3(l_1) \oplus S_D \oplus \Delta\) and so, the verification operation between the device \(D\) and the gateway \(G\) will be failed.

Impersonation attack Suppose that the basic PHEMAP and subsequently, the salted PHEMAP authentication scheme has been run and all of the transferred messages between a device \(D\) and the authentication service \(AS\) has been intercepted by the attacker. Let the initiate link of the PUF chain be \(l_0\), If the attacker sends the query message \(\{l_0, v_1, v_2\}\) to the device \(D\), it goes to the initialization phase of the basic PHEMAP authentication scheme. According to subsection 3.1, the attacker impersonates a legitimate authentication service \(AS\). Therefore, the attacker impersonates himself as the authentication service \(AS\) and the gateway \(G\).
**Traceability attack** In setup phase, three links \( l_1, l_2, l_4 \) have fixed values. So if the attacker intercepts the message \( m_0 \), he can trace the target device \( D \) by resending the message \( m_0 \) and tracing the response messages \( m_2, m_3 \).

### 4 Conclusion

In this paper, we analyzed the security of two recently proposed PUF-based protocols, i.e. PHEMAP and Salted PHEMAP. The detailed analysis has shown that these protocols are vulnerable to attacks such as device impersonation and traceability attacks.
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