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Abstract. An universal forgery attack means that for any given message $M$, an adversary without the key can forge the corresponding Message Authentication Code (MAC) tag $\tau$, and the pair $(M, \tau)$ can be verified with probability 1. For a idea MAC, the universal forgery attack should be infeasible to be implemented, whose complexity is believed to be $\min(2^n, 2^k)$ queries in the classic setting, where $n$ is the tag length and $k$ is the key length of the MAC, respectively.

In this paper, we launch a general universal forgery attack to some blockcipher-based MACs and authenticated encryptions (AEs) using birthday attack, whose complexity is about $O(2^{n/2})$ queries in the classic setting. The attack shows that such MACs and AEs are totally insecure. However, this attack is not applicable in the quantum model, since no inclusion of period in the input messages is guaranteed.

We also propose other generic universal forgery attacks using collision finding with structural input messages with complexity of $O(2^{n/2})$, by birthday paradox in the classic setting. Since our attacks are based on the collision finding with fixed but unknown differences (or period), such attacks can also be implemented with only $O(n)$ queries using Simon’s algorithm in the quantum model, which shows that such MACs and AEs are completely broken in the quantum model.

Our attacks can be applied to CBC-MAC, XCBC, EMAC, OMAC, CMAC, PC-MAC, MT-MAC, PMAC, PMAC with parity, LightMAC and some of their variants. Moreover, such attacks are also applicable to the authenticated encryptions of the third round of the CAESAR candidates: CLOC, SILC, AEZ, COLM (including COPA and ELmD) and Deoxys.

Keywords: Universal forgery, birthday attack, CBC-MAC, PMAC, CAESAR, quantum model.

1 Introduction

Message Authentication Code (MAC) [16], frequently realized through blockcipher or hash function, aims to provide data integrity and authenticity, by allowing the verifier to detect any alteration to the message. A MAC algorithm
takes a secret key and a message of arbitrary length as input, and outputs a short fixed length tag.

As an important cryptographic primitive, MAC has been widely used. Mainly, there are two kinds of blockcipher-based MACs, one is CBC-MAC [7] like and the other is PMAC [11] like, where the latter provides parallel processing of messages.

Informally, a MAC consists of three algorithms: a key generation, a tag generation and a verifying algorithm. One of the most important security requirements for a MAC with $n$-bit output $\tau$ is that, given a message $M$ and a $k$-bit secret key $K$, the computation of the MAC value $\tau = MAC_K(M)$ should be easy, however, it should be computationally infeasible for an adversary to get $MAC_K(M)$ without the knowledge of the key $K$. Mainly, there are three types of forgery: existential, selective and universal.

1. **Existential forgery.** An adversary can create at least one message/tag pair, $(m, \tau)$, where $m$ has not been produced by the legitimate user. Moreover, the adversary need not have any control over the message $m$, hence, the message may be any meaningless information.

2. **Selective forgery.** An adversary can create the message/tag pair $(m, \tau)$, for a message $m$ of his choice prior to the attack.

3. **Universal forgery.** An adversary can create the message/tag pair $(m, \tau)$, for any given message $m$.

It is widely believed that the computational complexity of existential forgery is about $O(2^{n/2})$ queries due to generic birthday attack on birthday bound iterative MACs [38]. However, the computational complexity of universal forgery is about $\min(2^n, 2^k)$ queries [44], where $n$ is the tag length and $k$ is the key length of the MAC, respectively. It means that the adversary has to launch an exhaustive search attack on the tag $\tau$ or the key $K$, to forge the tag for the given message $m$, which implies that existential forgery will not immediately cause universal forgery attack without further complexity. In fact, we can consider an extreme situation that the complexity of existential forgery is $O(1)$, one can get an existential forgery with just one online computation. The complexity of universal forgery from existential forgery is about $O(2^n)$, for the input messages are random in the existential forgery, to find the forgery for any given message. The complexity of such attack will not be less than the exhaustive search of universal forgery.

CBC-MAC computes a MAC tag from a blockcipher through CBC mode, which cannot be handled in parallel. The standardization of CBC-MAC like MACs are widely applied [39, 45, 22]. The security of CBC-MAC with fixed length messages was first formally analyzed in [7, 13, 27, 10]. Later, EMAC was proposed to provide the ability to process arbitrary varying length messages using two keys [37]. After then, many of variants of CBC-MAC were proposed, such as XCBC with three keys [12], TMAC with two keys [30], OMAC with one key [23] standardized as CMAC [17].

---

1 The notion of security was first described in [19], for the security of digital signature.
Unlike CBC-MAC, PMAC (A parallelizable MAC) [11] is a parallelizable blockcipher-based MAC, whose internal structure is suitable for parallelization.

Authenticated encryption (AE) [8, 9] or authenticated encryption with associated data (AEAD) is a cryptographic primitive [40]. AE’s encryption scheme simultaneously provides confidentiality, integrity assurances on the processed messages, and its decryption is combined with data integrity verification.

The CAESAR competition (Competition for Authenticated Encryption: Security, Applicability, and Robustness), announced in 2013, aims at fulfilling the needs of secure, efficient and robust authenticated encryption schemes. In total, 57 candidates were submitted to the competition. To process associated data, a MAC may be employed in authenticated encryption. The CAESAR candidate CLOC and SILC uses CBC-MAC to authenticate the associated message [24].

The PMAC like MACs are widely used in the CAESAR competition, such as OCB [29], AEZ [21, 20], COPA [4], OTR [34], POET [1, 36], OMD [14], ELmD [15], COLM [3], Deoxys [25], and Minalpher [42].

Post-quantum cryptography focuses on providing cryptographic primitives resisting quantum adversary, under the pressure of quantum computing maturation. In [28], a general existential forgery attack to CBC-MAC variants, PMAC variants MACs and authenticated encryptions with associated data was proposed, by utilizing the quantum period finding algorithm Simon’s algorithm, the computational complexity is about $O(n)$ under the quantum computing setting which dramatically speeds up the classical setting of $O(2^{n/2})$ [38]. Their attack really threats the security of such symmetric cryptosystems, such as authenticated encryption, however, we know that the existential forgery could not be easily used to launch meaningful message forgery, since the attacker cannot control the message content.

We wonder if universal forgery attack can be launched with such low complexity $O(2^{n/2})$ in classic setting and $O(n)$ in quantum model, respectively, which eventually means that such symmetric cryptosystems are totally broken.

We recall that some iterated blockcipher-based Message Authentication Codes, for example PMAC [11], can be viewed as $\text{PMAC}_K(M) = E_K(E_K(x_1 \oplus \Delta_1) \oplus E_K(x_2 \oplus \Delta_2) \oplus \cdots \oplus E_K(x_l \oplus \Delta_l)) = E_K(f_1(x_1) \oplus f_2(x_2) \oplus \cdots \oplus f_l(x_l))$, where $E_K$ is a blockcipher with key $K$, $\Delta_i$ is secret offset, $l$ represents the blocks of message $M$, and $f_i$ is permutation with secret embedded key. If we focus on the collision of MAC, then only the inner part $f_1(x_1) \oplus f_2(x_2) \oplus \cdots \oplus f_l(x_l)$ should be concerned, since the outer part $E_K$ is a permutation. For simplicity, if we assume that $\text{PMAC}_K(x_1 || x_2) = \text{PMAC}_K(x'_1 || x'_2)$, then the equation $f_1(x_1) \oplus f_2(x_2) = f_1(x'_1) \oplus f_2(x'_2)$ holds.

It is interesting that $a \oplus b = c \oplus d$ always implies $c \oplus b = a \oplus d$, where $a$, $b$, $c$, $d$ are variables, for the $\oplus$ operation. We observe that this property can be utilized to transform an existential forgery to an universal one by embedding the given messages in the colliding messages with the complexity unchanged, for the iterated blockcipher-based MACs and AEs. For example, to forge the corresponding PMAC tag $\tau$, for any given 2-block message $x||y$, we fix the first block message with $x$ and randomly choose the second message $y_i$ in the first
group $G_1$, and fix the second message with $y$ and randomly choose the first message $x_j$ in the second group $G_2$. Then, there should exist a colliding pair $(x_i||y_i, x_j||y_j)$ satisfying $\tau_i = \text{PMAC}_K(x_i||y_i) = \tau_j = \text{PMAC}_K(x_j||y_j)$ for some $i, j$, by the generic birthday attack with two groups. We know it is true that $\text{PMAC}_K(x_i||y_i) = \text{PMAC}_K(x_j||y_j)$, which means that we get the very tag $\tau$ for the given 2-block message $x||y$, since the computation of PMAC utilizing the XOR operation to sum the encrypted messages. However, this attack is not applicable in the quantum model, since no period guarantee of messages is provided.

We note that once the secret difference $\Delta$ of PMAC variants is revealed, an universal forgery can be made directly, by carefully choosing the queried messages, with complexity of $O(2^{n/2})$ in the classic setting. Combined with the attack in [28] to recover the secret $\Delta$, an universal forgery attack for PMAC variants with complexity of $O(n)$ can be implemented in the quantum model. Moreover, the universal forgery for CBC-MAC variants can be handled in a similar way.

**Our contributions:** First, we launch a generic universal forgery attack to most of MACs and AEs, with birthday attack’s complexity $O(2^{n/2})$, our attack shows that such schemes are insecure in the classical setting. This is the first generic universal forgery attack for such MACs and AEs to our knowledge. Our attack violates the instinctive thought of that the universal forgery attack is infeasible even under the condition that the existential forgery is available. However, we note that such attack cannot be implemented with Simon’s algorithm in the quantum model, since our attack provides no guarantee that the colliding input messages have any fixed but unknown difference, or period.

Second, we propose other generic universal forgery attacks, by exploiting the inner structure of the messages, with complexity of $O(2^{n/2})$ in the classic setting. Fortunately, with fixed but unknown difference or period of the messages, we can mount universal forgery attacks to such MACs and AEs with complexity about $O(n)$ in the quantum model, which means that such schemes are completely broken in the quantum model.

Our attacks can be applied to CBC-MAC, XCBC, EMAC, OMAC, CMAC, PC-MAC, MT-MAC, PMAC, PMAC with parity, LightMAC and some of their variants. Moreover, such attacks are also applicable to the authenticated encryptions of the third round of the CAESAR candidates: CLOC, SILC, AEZ, COLM (including COPA and ELmD) and Deoxys.

**Organization of the Paper.** The rest of this paper is organized as follows. We introduce some preliminaries in section 2. In section 3, we present a generic universal forgery attack to most of MACs and AEs, with complexity of about $O(2^{n/2})$, in the classic setting. We show other generic universal forgery attacks with complexity of $O(2^{n/2})$ in the classic setting, which can be implemented in the quantum model with complexity of $O(n)$ in section 4. We summarize this paper in the last section.
2 Preliminaries

Notations Let $E_K$ denote an $n$-bit blockcipher using $k$-bit key $K$, and $E^T_K$ represent a tweakable blockcipher with a tweak $T$. Let $\|\|$ denote the concatenation operation, and $pad10^*$ be the function that applies $10^*$ padding on $n$ bits. Let $\Sigma$ be the sum of XORed values.

2.1 CBC-MAC variants

CBC-MAC CBC-MAC is one of the most used MAC constructions, which is based on blockcipher in the CBC mode. However, the basic CBC-MAC is only secure when the queries are prefix-free. CBC-MAC is defined as follows.

$$\text{CBC-MAC}_K(M) = \begin{cases} 
0, & i = 0 \\
E_K(y_{i-1} \oplus x_i), & i \leq m, \\
f(y_m), & i = m
\end{cases}$$

where $f$ is a truncation function. The security of CBC-MAC was first analyzed in [7].

EMAC An early strengthened version of CBC-MAC with two keys [37], aims to provide the ability of handling varying length messages. EMAC further encrypts the CBC-MAC value by a new key $K_2$ as follows

$$\tau = \text{EMAC}_{K_1, K_2}(M) = E_{K_2}(\text{CBC-MAC}_{K_1}(M))$$

XCBC XCBC was proposed to efficiently process messages with arbitrary lengths [18, 12]. XCBC uses three keys, one key $K_1$ with $k$-bit for the blockcipher $E$, the other two $n$-bit keys $K_2$ and $K_3$ are used in the last message block processing with different conditions. If the message length is the multiple of the block length $n$, set $K = K_2$, and no padding is done. Otherwise, set $K = K_3$, and pad the last message with $10^*$.

$$\text{XCBC}_{K_1, K_2, K_3}(M) = \begin{cases} 
0, & i = 0 \\
E_{K_1}(y_{i-1} \oplus x_i), & i \leq m - 1, \\
E_{K_1}(y_{m-1} \oplus x_i \oplus K) & i = m
\end{cases}$$

TMAC TMAC, a two key version of XCBC, was introduced by Kurosawa and Iwata in [30]. TMAC is obtained directly from XCBC by replacing $(K_2, K_3)$ with $(K_2 \cdot u, K_2)$, where $u$ is some non-zero constant.

OMAC and CMAC OMAC, a one key version of XCBC, was introduced by Iwata and Kurosawa in [23]. OMAC has two versions for different key generations. OMAC1 replaces $(K_2, K_3)$ with $(L \cdot u, L \cdot u^2)$, where $u$ is some constant and $L$ is computed by $L = E_K(0^n)$. OMAC2 replaces $(K_2, K_3)$ with $(L \cdot u, L \cdot u^{-1})$. OMAC1 was recommended by NIST as CMAC [17].
PC-MAC and MT-MAC PC-MAC and MT-MAC, both proposed by Mine-matsu and Tsunoo [35], aims to provide higher performance. PC-MAC is an efficient periodic CBC-like construction, and MT-MAC is another provable secure efficient MAC based on the modified tree hash.

2.2 PMAC variants

PMAC PMAC [11] is parallelizable blockcipher-based MAC, whose internal structure XE with secret offsets $\Delta_i$ derived from the secret key to turn the block cipher into a tweakable block cipher, is suitable for parallelization. The PMAC algorithm is defined as

$$\text{PMAC}_K(M) = \left\{ \begin{array}{l}
    c_i = E_K(x_i \oplus \Delta_i), \\
    \tau = E_K(x_m \oplus \Sigma c_i \oplus \Delta_f)
\end{array} \right.$$

where $\Delta_f$ means that the last message block $x_m$ is processed differently upon if the length of the whole message is multiple of the block length $n$. We omit the generation of the secret offsets because they are irrelevant to our attack.

PMAC with parity PMAC with parity is a variant of PMAC with four different keys, whose security bound is of the form $O(q^2/2^n + \sigma q/2^{2n})$ [47]. PMAC with parity is shown in Fig. 1.

LightMAC LightMAC, a MAC mode of operation specifically suited to lightweight applications [33]. Its security bound do not depend on the message length, allowing an order of magnitude more data to be processed per key. LightMAC is shown in Fig. 2.
2.3 CAESAR candidates of the third round

CAESAR competition (Competition for Authenticated Encryption: Security, Applicability, and Robustness), announced in 2013, aims at fulfilling the needs of secure, efficient and robust authenticated encryption schemes. In total, 57 candidates were submitted to the competition. Now, there 15 candidates remain in the third round. Mainly, there are two kinds of MACs used, one is based on CBC-MAC or PMAC, the other is based on sponge construction.

CLOC and SILC \cite{2014} both use CBC-MAC to authenticate associated data. The PMAC like MACs are widely used in the third round of the CAESAR competition, such as OCB \cite{2015}, AEZ \cite{2015}, COLM \cite{2015} (COPA \cite{2015}, ELMd \cite{2015}), Deoxys \cite{2015}.

CLOC and SILC At abstract level CLOC is a straightforward combination of CFB and CBC-MAC, where CBC-MAC is called twice for processing associated data and a ciphertext, and CFB is called once to generate a ciphertext \cite{2014}. SILC is built upon CLOC, and inherits the overall structure. SILC is a combination of CFB and CBC-MAC, where they use functions $fix1$ and $zpp$ to logically separate CFB and CBC-MAC. The processing of associated data in CLOC and SILC are shown in Fig. 3 and Fig. 4, respectively.

AEZ One can view AEZ-prf as an approximation of an AES-based PMAC in which all but the final blockcipher call have the number of AES rounds reduced from 10 to 4 \cite{2015}.

ELmD ELMd, designed by Datta and Nandi \cite{2015}, is fully parallelizable and online. It is an Encrypt-Linear-mix-Decrypt block cipher authentication mode accepting associated data, and its structure is similar to some other authenticated encryption schemes such as COPA, Marble, and SHELL. The processing of associated data in ELMd applies a variant of PMAC, which is shown as Fig. 5.
COPA COPA has been designed to allow for high performance in parallel environments and to maintain security even if nonce is reused [2]. The processing of associated data in COPA applies a variant of PMAC, which is shown as Fig. 6.

COLM At a high level, COLM can be seen as a block cipher based Encrypt-Linear mix-Encrypt mode, designed with the goal to achieve online misuse resistance, to be fully parallelizable, and to be secure against block-wise adaptive adversaries [3]. COLM resembles the best of both COPA [2] and ELmD [15].
The processing of associated data in COLM applies a variant of PMAC, which is shown in Fig. 7.

**Deoxys**

Deoxys is designed to provide a sound ad-hoc tweakable block cipher based on AES [25]. Indeed, the main idea heavily exploited in the design of Deoxys is the introduction of an efficient tweakable block cipher Deoxys-BC, belonging to the family of the well-known AES-based primitives. Speed benchmarks show that Deoxys achieves almost the same speed as OCB while offering much higher security than OCB. Deoxys has two versions, one Deoxys-I is nonce-respecting, the other Deoxys-II is nonce-reuse. The processing of associated data in Deoxys applies a variant of PMAC, which is shown in Fig. 8.

### 2.4 Collision Searching in the quantum model

**Simon’s problem and algorithm** Simon’s problem says that: Given a boolean function $f : \{0, 1\}^n \rightarrow \{0, 1\}^n$ and the promise that there exists $s \in \{0, 1\}^n$ such
that for any \((x, y) \in \{0, 1\}^n, \ [f(x) = f(y)] \Leftrightarrow [x \oplus y \in \{0^n, s\}],\) the goal is to find \(s\) [43].

This problem can be solved by searching for collision in the classic setting, where the input messages have a fixed but unknown difference, with complexity about \(O(2^{n/2})\). However, this problem can be solved by Simon’s algorithm with quantum complexity of \(O(n)\) in the quantum model, which dramatically speed up the process.

The original formulation of Simon’s algorithm is for functions whose collisions happen only at some hidden period, which also means a fixed but unknown difference. In [28], the authors extended it to functions that have more collisions, which immediately leads to a better analysis of previous applications of Simon’s algorithm in the quantum model.

**How to apply Simon’s algorithm.** [28]. The strategy is that: exhibit a new function \(f\) for the encryption oracle \(E_K : \{0, 1\}^n \rightarrow \{0, 1\}^n\), that satisfies Simon’s promise with two additional properties. First, the adversary can access the \(E_K\) in the quantum model, which means that he can query function \(f\) in superposition. Second, once the attacker get the information of \(s\), it is sufficient to break the cryptographic scheme. In particular, the value \(s\) will usually be the difference in the internal state after processing a fixed pair of messages \((\alpha_0, \alpha_1)\), i.e. \(s = E_K(\alpha_0) \oplus E_K(\alpha_1)\). The input of \(f\) will be inserted into the state with the difference \(s\) so that \(f(x) = f(x \oplus s)\).

For simplicity, we keep in mind that if the colliding input messages have fixed but unknown difference \(s\), the complexity to find such a difference is about \(O(2^{n/2})\) in the classic model, and about \(O(n)\) in the quantum model, respectively. If the leakage of such a difference is critical for the cryptographic scheme, then it immediately means broken in the quantum model.

### 3 A generic universal forgery attack in the classic setting

In this paper, we mainly focus on the deterministic message authentication code and authenticated encryption with nonce-reuse model, there are two reasons, first, we think that the assumption of nonce-respecting is not immediately available in practice, for example, for the randomly generated \(l\)-bit nonce, there will be a collision after about \(2^{l/2}\) accessing. Second, we note that the MACs of associated data used in authenticated encryptions are basically deterministic, while the plaintext to be encrypted applying different nonces to be probability, and the
problem of different nonces used in authentication encryption can be handled well in the quantum model in [28].

3.1 Attack strategy

In general, the strategy of a generic existential forgery attack for function \( f \) is shown as follows. First, the attacker finds a colliding input message pair \((x, x')\) satisfying \( f(x) = f(x') \), by querying the oracle \( f \) with birthday attack complexity. Second, the attacker queries \( \tau = f(x||y) \), for a message \( y \). Finally, the tag \( \tau \) is also valid for the un-queried message \( x'||y \). However, this kind of attack is not suitable for the generic universal forgery, we must make some changes.

In the following, we show how to launch a generic universal forgery attack while the existential forgery attack is available with collision searching by birthday attack. We recall that the equation \( f_1(x_1) \oplus f_2(x_2) = f_1(x'_1) \oplus f_2(x'_2) \) will always holds, if the equation \( f_1(x'_1) \oplus f_2(x_2) = f_1(x_1) \oplus f_2(x'_2) \) holds, where \( f_1 \) and \( f_2 \) are both permutations \(^2\).

For any given message \( x_1||x_2 \), we use the above property to launch a generic universal forgery attack, for colliding messages with 2-block width. For simplicity, we search a collision that \( f(x_1||x'_2) = f(x'_1||x_2) \) with fixed \( x_1 \) and \( x_2 \), where message \( x'_1 \) are randomly generated 1-block messages in collision searching, which also can be used for existential forgery directly.

Luckily, \( f(x_1||x'_2) = f(x'_1||x_2) \) can be further handled as \( f_1(x_1) \oplus f_2(x'_2) = f_1(x'_1) \oplus f_2(x_2) \) in most of blockcipher-based iterated MACs, like CBC-MAC or PMAC. Then, if we fix the 1-block message \( x_1 \) and message \( x_2 \), and search collisions with generic birthday attack in two groups \( x_1||x'_2 \) and \( x'_1||x_2 \) with \( 2^n/2 \) elements, where \( i, j \leq 2^{n/2} \). Finally, with high probability, we can find such a collision pair \( (x_1||x'_2, x'_1||x_2) \) satisfying \( f_1(x'_1) \oplus f_2(x_2) = f_1(x_1) \oplus f_2(x'_2) \), which will directly leads to that \( f_1(x_1) \oplus f_2(x_2) = f_1(x'_1) \oplus f_2(x'_2) \), then finally, we have another collision pair \( (x_1||x_2, x'_1||x'_2) \). The attack strategy is almost the same as [26], however, we are looking for the tag of \( x_1||x_2 \), which means the universal forgery, instead of \( x'_1||x'_2 \) for the second pre-image in [26]. If we query the oracle \( f \) for the tag \( \tau \) of message \( x'_1||x'_2 \), then the corresponding tag \( \tau \) is also valid with probability 1, for the given message \( x_1||x_2 \), the generic universal forgery succeeds. As pointed out by one anonymous reviewer of AsiaCrypt 2017, this strategy was independently first used in [41] to launch universal forgery attack on POET, though we did not know that while the paper was written \(^3\). However, only POET was considered in [41], in this paper, we do not only cover the CBC-MAC and PMAC like MACs and AEs, but also consider the application to AEs with TBC in the nonce-respecting model and the direct application to CLOC, SILC and Deoxys-II with nonce-reuse.

\(^2\) This property was first observed in [26] to launch the second pre-image attack.

\(^3\) Consider the mailing list is not directly available.
3.2 How to launch universal forgery attack with birthday attack

We further use a generic birthday attack with two groups $G_1$ and $G_2$ to implement a generic universal forgery for any given message $x_1 || x_2 || \cdots || x_l$, where $l \geq 2$.

First, randomly generate $2^{n/2}$ 1-block messages $x'_2$ in group $G_1$, where the first message block is the fixed $x_1$ and $i \leq 2^{n/2}$, finally, query $x_1 || x'_2$ to the oracle MAC, there will be $2^{n/2}$ elements of corresponding MAC tags $\tau_i = \text{MAC}_K(x_1 || x'_2)$ returned in $G_1$.

Second, randomly generate $2^{n/2}$ 1-block messages $x'_1$ in group $G_2$, where the second message block is the fixed $x_2$ and $j \leq 2^{n/2}$, finally, query $x'_1 || x_2$ to the oracle MAC, there will be $2^{n/2}$ elements of corresponding MAC tags $\tau_j = \text{MAC}_K(x'_1 || x_2)$ returned in $G_2$.

There should exist $\tau_i = \tau_j$ for some $i, j$ with high probability, by the birthday paradox. So, we will get the key information that $f_1(x_1) \oplus f_2(x'_2) = f_1(x'_1) \oplus f_2(x_2)$, for the iterated blockcipher-based MACs.

Third, query the message $x'_2 || x'_1 || x_3 || \cdots || x_l$ to the oracle MAC, a corresponding tag $\tau$ will be returned.

We note that the tag $\tau$ is also valid for the given message $x_1 || x_2 || x_3 || \cdots || x_l$, which is never queried by the adversary to the oracle MAC.

Finally, the generic universal forgery attack succeeds.

Application to CBC-MAC variants

We recall that all variants of CBC-MAC utilizing the CBC mode operation, here, we focus on the EMAC construction [37] for simplicity, however, this attack is suitable for all variants of CBC-MAC, including the MAC part of the third round of the CAESAR candidate CLOC and SILC.

We note that EMAC further encrypts the CBC-MAC value by a new key $K_2$ as follows

$$\tau = \text{EMAC}_{K_1, K_2}(M) = E_{K_2}(\text{CBC-MAC}_{K_1}(M))$$

For a colliding message pair $(X, X')$ of EMAC, it should be satisfied that $\text{EMAC}_{K_1, K_2}(X) = \text{EMAC}_{K_1, K_2}(X')$, which eventually means that we have $\text{CBC-MAC}_{K_1}(X) = \text{CBC-MAC}_{K_1}(X')$, since $E_{K_2}$ is a permutation. We point out that $f_1(x) = E_{K_1}(x \oplus 0)$ and $f_2(x) = x$ for the first two message blocks in CBC-MAC variants. If message length $l \geq 2$, we can fix the rest of messages as constant, for simplicity.

Hence, for a 2-block colliding message pair, we should just consider the situation that $E_{K_1}(x_1) \oplus x'_2 = E_{K_1}(x'_1) \oplus x_2$. To implement a generic universal forgery for any given message $x_1 || x_2 || \cdots || x_l$, we construct the first group $G_1$ with the fixed $x_1$, the group $G_2$ with the fixed $x_2$, and then we should get a collision that $\tau_i = \tau_j$ with high probability.

$$E_{K_1}(x_1) \oplus x'_2 = E_{K_1}(x'_1) \oplus x_2 \iff E_{K_1}(x_1) \oplus x_2 = E_{K_1}(x'_1) \oplus x'_2$$

\(^4\) If $l = 1$, there will no collision happens, since $f_1$ and $f_2$ are both permutations.
Finally, we query EMAC for the tag $\tau$ of the message $x'_1||x'_2||x_3|\cdots||x_l$, where the returned tag $\tau$ is also valid for the un-queried given message $x_1||x_2|\cdots||x_l$ with probability 1, the universal forgery attack for EMAC succeeds.

**Application to PMAC variants** We recall that all variants of PMAC utilizing the notion of tweakable blockcipher with secret offsets, here, we focus on the PMAC construction [11] for simplicity. However, this attack is also suitable for all variants of PMAC, including the MAC part of the third round of the CAESAR candidates, like AEZ, OCB, OTR, COLM (including COPA and ELmD) and Deoxys.

We note that PMAC further encrypts the XORed value generated in parallel by the same key $K$, here, we focus the 2-block message where the final message is ignored. We point out that $f_1(x) = E_K(x \oplus \Delta_1)$ and $f_2(x) = E_K(x \oplus \Delta_2)$ for the first two message blocks in PMAC and its variants.

$$\text{PMAC}_K(M) \begin{cases} c_i = E_K(x_i \oplus \Delta_i), \\ \tau = E_K(c_1 \oplus c_2) \end{cases}$$

For a colliding message pair $(x_1||x'_2, x'_1||x_2)$ with 2-block, it should be satisfied that $c_1 \oplus c'_2 = c'_1 \oplus c_2$, which eventually means that $E_K(x_1 \oplus \Delta_1) \oplus E_K(x_2 \oplus \Delta_2) = E_K(x'_1 \oplus \Delta_1) \oplus E_K(x'_2 \oplus \Delta_2)$, since $E_K$ is a permutation.

To implement a generic universal forgery for any given message $x_1||x_2|\cdots||x_l$, we construct the first group $G_1$ with the fixed $x_1$, the second group $G_2$ with the fixed $x_2$, and then we should get a collision that $\tau_i = \tau_j$ with high probability, by the birthday paradox.

Finally, we query PMAC for the tag $\tau$ of the message $x'_1||x'_2||x_3|\cdots||x_l$, where the returned tag $\tau$ is also valid for the un-queried given message $x_1||x_2|\cdots||x_l$ with probability 1, the universal forgery attack for PMAC succeeds.

### 3.3 Discussions

**Application to authenticated encryptions with nonce-reuse** Since the forgery of MAC is the forgery of authenticated encryption schemes, the above attack can be immediately implemented to the third round of the CAESAR candidates CLOC, SILC, AEZ, COLM (including COPA and ELmD) and Deoxys.

**Complexity.** The queries made to the oracle MAC are about $O(2^{n/2})$ in the classic setting, by the birthday paradox, and the success probability 1 of such universal forgery can also be reached, through enlarging the capacity of the above two groups.

**Drawbacks.** First, the above attack learns nothing about the critical secret information like $\Delta_i$ used in PMAC variants, which can be used to launch further existential forgery attack, and sometimes key recovery attack [5]. Second, such attack cannot be implemented by Simon’s algorithm in the quantum model, since the equation $\tau_i = \tau_j$, implying $f_1(x'_1) \oplus f_2(x'_2) = f_1(x_1) \oplus f_2(x_2) = \text{Const}$, provides no guarantee of hidden periodicity for the collided messages.
3.4 Further application to AEs with TBC in the nonce-respecting model

Our attack is also applicable to the AEs with tweakable blockcipher in the nonce-respecting model in the classic setting, for example, OCB and Deoxys-I. We recall that OCB or Deoxys-I instantiated with a TBC is provably secure up to $O(2^n)$, however, our attack will show that the claim of security bound of such schemes is totally based on the ideal “nonce-respecting” model itself, which may not be realistic in practice, like “one-time pad”. An universal forgery attack will happen with complexity only of $O(2^{n/2})$, even with one repeated nonce in the whole system.

Deoxys is designed to provide a sound ad-hoc tweakable block cipher based on AES [25]. Deoxys-I is for adversaries that are assumed to be nonce-respecting, as OCB and OTR, meaning that the user must ensure that the nonce value $N$ will never be used for encryption twice with the same key. The Message processing for the nonce-respecting mode in Deoxys-I is shown in Fig. 9.

![Fig. 9. Message processing for the nonce-respecting mode in Deoxys-I authenticated encryption [25]](image_url)

Since $\text{auth} = \oplus_{i=1}^{l_a} E_K^{2||i} (A_i)$ in both Deoxys-I and Deoxys-II, where $l_a$ is the blocks of associated data. Here we just consider that associated data is a multiples of block size $n$, the other condition can be processed similarly.

The tag generation with message processing that $E_K^{[1]|N||l]} (\oplus_{i=1}^{l_a} E_K^{0||i} (N, M_i))$ can be viewed as a whole of $f_3(N, M)$ in Deoxys-I, for simplicity. So, the tag $\tau$ of Deoxys-I can be rewritten as $\tau = \text{Auth} \oplus f_3(N, M) = \oplus_{i=1}^{l_a} E_K^{2||i} (A_i) \oplus f_3(N, M)$, and finally, $\tau = E_K^{2||1} (A_1) \oplus E_K^{2||2} (A_2) \oplus f_3(N, M)$, while we just consider the 2-block associated data for simplicity.

To forge the corresponding tag $\tau$ for the given message $A_1 || A_2 || \cdots || A_{l_a}$, $M$, where $M$ can be anything fixed, we take actions as follows.

First, randomly generate $2^{n/2}$ message blocks $A_2^i$ in group $G_1$, where $i \leq 2^{n/2}$ and $A_1$ is fixed, and query $A_1 || A_2^i || M$ to the oracle Deoxys-I, there will be $2^{n/2}$ elements of corresponding Deoxys-I tags $\tau_i$ returned;
Randomly generate $2^{n/2}$ message blocks $A_1^j$ in group $G_2$, where $j \leq 2^{n/2}$ and $A_2$ is fixed, and query $A_1^j||A_2||M$ to the oracle Deoxys-I, there will be $2^{n/2}$ elements of corresponding Deoxys-I tags $\tau_j$ returned;

There should exist $\tau_i = \tau_j$ for some $i, j$ with high probability, by the birthday paradox. So, we will get a corresponding information that

$$E_K^{2||1}(A_1) \oplus E_K^{2||2}(A_2) \oplus f_3(N, M) = E_K^{2||1}(A_1^j) \oplus E_K^{2||2}(A_2^j) \oplus f_3(N^j, M)$$

From the above equation we can immediately know that

$$E_K^{2||1}(A_1) \oplus E_K^{2||2}(A_2) \oplus f_3(N^j, M) = E_K^{2||1}(A_1^j) \oplus E_K^{2||2}(A_2^j) \oplus f_3(N^j, M)$$

and we also know that

$$E_K^{2||1}(A_1) \oplus E_K^{2||2}(A_2) \oplus f_3(N^j, M) = E_K^{2||1}(A_1^j) \oplus E_K^{2||2}(A_2^i) \oplus f_3(N^j, M)$$

It means that we know the very tags of the message $A_1||A_2||\cdots||A_{1a}, M$ with different nonces $N^i$ and $N^j$ are equal to the tags of $A_1^j||A_2^j||A_3||\cdots||A_{1a}, M$ with corresponding nonces $N^j$ and $N^i$, respectively. If we can query the latter message with a nonce only repeated once, where only one nonce is reused once in the whole system, the scheme will be totally broken with birthday attack complexity.

However, we cannot query any of the messages $A_1^j||A_2^j||A_3||\cdots||A_{1a}, M$ with different nonces $N^j$ and $N^i$ to the oracle Deoxys, even we know that their tags are equal with probability 1, since the system assumes that the nonce will never be reused.

However, we know that the ideal nonce-respecting model is something like “one-time pad”, which is impractical in reality.

3.5 Direct application to CLOC, SILC and Deoxys-II with nonce-reuse

The universal forgery attack can be also directly applied to the AEs of the third round of the CAESAR candidates: CLOC, SILC and Deoxys-II, under the assumption of that the MAC part of such schemes are fixed or NULL. An universal forgery attack will happen with complexity of only $O(2^{n/2})$, in the classic setting. Here, we first discuss Deoxys-II, and leave the more complicated cases CLOC and SILC in the later.

Deoxys-II Deoxys-II is for adversaries that are assumed to be nonce-reusing. Unlike one pass AEs, the message processing is divided into two parts: the authentication part for tag generation and the encryption part for ciphertext. The Message processing in the authentication part and encryption part without padding in Deoxys-II are shown in Fig. 10 and Fig. 11, respectively. Here, we omit the case of messages with padding, which can be processed similarly.
To implement a generic universal forgery for any given message $m_1 || m_2 || \cdots || m_l$ in Deoxys-II, where we assume the MAC part is constant or NULL, we construct the first group $G_1$ with the fixed $m_1$, the second group $G_2$ with the fixed $m_2$, and then we should get a collision that $\tau_i = \tau_j$ with high probability, by the birthday paradox.

Then, we query Deoxys-II for the tag $\tau$ of the message $N$, $m_1' || m_2' || \cdots || m_l$ with probability 1. We also get the corresponding ciphertexts $c_1' || c_2' || c_3 || \cdots || c_l$ for $m_1' || m_2' || m_3 || \cdots || m_l$.

However, the universal forgery attack is not completed, since the ciphertexts will also be changed for the altered messages $m_1 || m_2 || \cdots || m_l$. Luckily, we can directly gain the corresponding ciphertexts $c_1$ and $c_2$ as $c_1 = m_1 \oplus (m_1' \oplus c_1')$ and $c_2 = m_2 \oplus (m_2' \oplus c_2')$.

Finally, $c_1' || c_2' || c_3 || \cdots || c_l || \tau$ is the universal forgery for the given messages $m_1 || m_2 || \cdots || m_l$.

The universal forgery attack for Deoxys-II succeeds.
CLOC and SILC  CLOC and SILC are designed for adversaries that are assumed to be nonce-reusing. Since CLOC and SILC are similar, here, we just describe the attack to CLOC. Like Deoxys-II, the message processing of CLOC is also divided into two parts: the authentication part for tag generation and the encryption part for ciphertext. The message processing in the authentication part and encryption part without padding in CLOC are shown in Fig. 12 and Fig. 13, respectively. Here, we omit the case of messages with padding, which can be processed similarly.

Fig. 12. Message processing in the authentication part of the nonce-misuse resisting mode without padding in CLOC [24]

Fig. 13. Message processing in the encryption part of the nonce-misuse resisting mode without padding in CLOC [24]
We note that the input of the tag generation of CLOC, with CBC-MAC like structure shown in Fig. 12, is the ciphertext, instead of plaintext. To implement our universal forgery attack, we have to fix the corresponding values of $C[1]$ and $C[2]$ for the given message $m_1 || m_2$. To fix the value of $C[1]$ is easy, we should just use the encrypted output of the given message $m_1$, by the encryption part for ciphertext shown in Fig. 13. There is more work to do, to fix the value of $C[2]$, even we cannot query to the CLOC oracle for $m_1 || m_2$’s encryption result. However, we can query $m_1 || x$ for its output $C[1] || C[2]$, where $x$ can be anything but $m_2$. Then we can compute $C_2 = (m_2' \oplus C_2) \oplus m_2$, by utilizing the CFB mode.

To implement a generic universal forgery for any given message $m_1 || m_2$ in CLOC, where we assume the MAC part is constant or NULL, we must construct two groups as usual. We construct the first group $G_1$ with the fixed $m_1$, which means the fixed $C[1]$ in the authentication part of CLOC. However, it is more complicated to construct the second group $G_2$ with fixed $C[2]$, since we cannot directly control the content of the second ciphertext to be $C[2]$. We have to randomly generate a temp message block $temp$ every time, and first query $m_1' || temp$, with the corresponding $C[1] || C[2][\text{temp}] || \tau_{\text{temp}}$ returned, we compute the targeted message $m_2'' = C[2] \oplus (C[2][\text{temp}] \oplus temp)$, where $1 \geq j \geq 2^{n/2}$. Then, we query $m_1' || m_2''$, with the corresponding $C[1] || C[2][\tau^j]$ returned. So, the total on-line queries in the second group $G_2$ with fixed $C[2]$ is about $2 \times 2^{n/2}$.

We should get a collision that $\tau_i = \tau_j$ with high probability by the birthday paradox, where $C[1] || C[2][i]$ with $\tau_i$ and $C[1][j] || C[2][j]$ with $\tau_j$, respectively. Moreover, we note that the messages are $m_1 || m_1''$ with $\tau_i$ and $m_1' || m_2''$ with $\tau_j$, respectively, and there is no targeted message $m_2$.

Then, we query CLOC for the message $m_1' || m_2''$, and get the corresponding $C[1][i] || C[2][j] || \tau^j$, where $C[2][j] \neq C[2][i]$, and we must modify $m_2'' = C[2][i] \oplus (m_2'' \oplus C[2][j])$ to keep $C[2][i]$ unchanged.

Finally, we query CLOC for the message $m_1' || m_2''$, where the returned tag $\tau$ is also valid for the un-queried given message $m_1 || m_2$ with probability 1. We also get the corresponding ciphertexts $C[1][j] || C[2][\tau]$ for $m_1' || m_2''$, where we should replace the ciphertexts $C[1][j] || C[2][\tau]$ with $C[1][j] || C[2]$ for the forgery. Finally, $C[1][j] || C[2][\tau]$ is a valid forgery for the given message $m_1 || m_2$.

4 Other generic universal forgery attacks can be applied in the quantum model

4.1 CBC-MAC variants

We recall that existential forgery attacks succeeds with only complexity of $O(n)$ in the quantum model [28], here, we use the equation $f_1(x_1) \oplus f_2(x_2) = f_1(x'_1) \oplus f_2(x'_2)$ further with minor modification, to extend their attack to launch universal forgery attack.

In the following, we show how to use a generic birthday attack with two groups to implement an universal forgery attack for any given message $x_1 || x_2$.
\[ \cdots |x_1, \text{ where } l \geq 2. \text{ We recall that in CBC like MAC, } f_1(x) = E_{K_1}(x) \text{ and } f_2(x) = x. \]

Randomly generate \(2^n/2\) 1-block messages \(x'_2\) in group \(G_1\), where \(i \leq 2^{n/2}\), and query \(x_1||x'_2\) to the oracle MAC, there will be \(2^n/2\) elements of corresponding MAC tags \(\tau_i\) returned;

Randomly generate \(x'_1 \neq x_1\), and generate \(2^n/2\) message blocks \(x'_3\) in group \(G_2\), where \(j \leq 2^{n/2}\), and query \(x'_1||x'_3\) to the oracle MAC, there will be \(2^n/2\) elements of corresponding MAC tags \(\tau_j\) returned;

There should exist \(\tau_i = \tau_j\) for some \(i, j\) with high probability, by the birthday paradox. So, we will get the key information that \(E_{K_1}(x_1) \oplus x'_2 = E_{K_1}(x'_1) \oplus x'_3\).

Query the message \(x'_1||x_2 \oplus (E_{K_1}(x_1) \oplus E_{K_1}(x'_1))||x_3||\cdots||x_1\) to the oracle MAC, a corresponding tag \(\tau\) will be returned.

We note that the tag \(\tau\) is also valid for the given message \(x_1||x_2||\cdots||x_1\) with probability 1, which is never queried by the adversary to the oracle MAC. The attack succeeds.

Here, we recall that the existential forgery attack in [28] uses random block messages \(\alpha_0\) and \(\alpha_1\) to find the key information \(x \oplus x' = f_1(\alpha_0) \oplus f_1(\alpha_1)\). However, we use the fixed \(x_1\) directly to launch universal forgery attack, instead of existential forgery, with the same complexity.

**Complexity.** The queries made to the oracle MAC are about \(O(2^{n/2})\), by the birthday paradox, in the classic setting. The success probability 1 of such universal forgery can also be reached, through enlarging the capacity of the above two groups.

**Advantage.** Such attack can be implemented by Simon’s algorithm in the quantum model with complexity \(O(n)\), since the equation \(\tau_i = \tau_j\) provides the guarantee of hidden periodicity for the collided messages, with \(x'_3 \oplus x'_2 = E_{K_1}(x_1) \oplus E_{K_1}(x'_1)\).

**Drawback.** This attack is not applicable to PMAC variants, no inclusion of hidden periodicity will be provided for the messages of PMAC variants.

**Direct application to CLOC and SILC** The above attack is also directly applicable to CLOC and SILC in the nonce-reuse model, instead of the MAC part, with constant associated data. The application to CLOC and SILC with fixed message \(m_1||m_2\) is shown as follows.

Randomly generate \(2^n/2\) 1-block messages \(m'_2\) in group \(G_1\), where \(i \leq 2^{n/2}\), and query \(m_1||m'_2\) to the oracle CLOC or SILC, there will be \(2^n/2\) elements of corresponding outputs \(C[1]|C[2]|\tau_i\) returned;

First randomly generate and fix \(m'_1 \neq m_1\), and then randomly generate \(2^n/2\) 1-block messages \(m'_3\) in group \(G_2\), where \(j \leq 2^{n/2}\), and query \(m'_1||m'_3\) to the oracle, there will be \(2^n/2\) elements of corresponding outputs \(C[1]|C[2]|\tau_j\) returned;

There should exist \(\tau_i = \tau_j\) for some \(i, j\) with high probability, by the birthday paradox. So, we will get the key information that \(\Delta = E_K(C[1]) \oplus E_K(C[1]') = m'_3 \oplus m'_2\). We should also compute the corresponding ciphertext \(C[2] = m_2 \oplus (m_1 \oplus C[2]|i)\), to be used in the next step.
Randomly generate 1-block message \(m_{2}^{\text{temp}}\), and query the message \(m_{1}^{||}m_{2}^{\text{temp}}\) to the oracle, a corresponding \(C[1]||C[2]^{\text{temp}}||\tau_{\text{temp}}\) will be returned.

Compute \(m_{2}' = C[2]||\Delta||C[2]^{\text{temp}}||m_{2}^{\text{temp}}\), and query the message \(m_{1}^{||}m_{2}'\) to the oracle, a corresponding \(C[1]'||C[2]'||\tau\) will be returned.

We note that \(C[1]||C[2]||\tau\) is also valid for the given message \(m_{1}||m_{2}\) with probability 1, which is never queried by the adversary. The universal forgery attack to CLOC or SILC succeeds.

4.2 PMAC variants

In the following, we show how to use birthday attack to implement an universal forgery attack for any given message \(x_{1}||x_{2}||\cdots||x_{l}\), where \(l \geq 2\).

Randomly generate \(2^{n/2}\) message blocks \(y_{i}'||y_{i}'\), where \(i \leq 2^{n/2}\), and query \(y_{i}'||y_{i}'\) to the oracle MAC, there will be \(2^{n/2}\) elements of corresponding MAC tags \(\tau_{i}\) returned, this is the same as in [28];

There should exist \(\tau_{i} = \tau_{i}'\) for some \(i, i'\) with high probability, by the birthday paradox. So, we will get the key information that \(\Delta_{0} \oplus \Delta_{1} = y_{i}' \oplus y_{i}'\), where \(y_{i}' \oplus y_{i}'\) is known. This is guaranteed by that \(\Delta_{0} \oplus \Delta_{1} = y_{i}' \oplus y_{i}'\) will happen with birthday paradox, however, the colliding probability of the summed PRP \(E_{K}(x \oplus \Delta_{0}) \oplus E_{K}(x \oplus \Delta_{1})\) is about \(O(n^{-2/3})\) [32].

Query the message \(x_{2} \oplus \Delta_{0} \oplus \Delta_{1}||x_{1} \oplus \Delta_{0} \oplus \Delta_{1}||x_{3}||\cdots||x_{l}\) to the oracle MAC, a corresponding tag \(\tau\) will be returned. Here, we recall that the existential forgery attack in [28] queries the 2-block messages \(m_{1}||m\) for the existential forgery. However, we use the 2-block message \(x_{2} \oplus \Delta_{0} \oplus \Delta_{1}||x_{1} \oplus \Delta_{0} \oplus \Delta_{1}\) directly to launch universal forgery attack, instead of existential forgery, with the same complexity.

We note that the tag \(\tau\) is also valid for the given message \(x_{1}||x_{2}||\cdots||x_{l}\), which is never queried by the adversary to the oracle MAC. The attack succeeds.

The MAC part of the third round of the CAESAR candidates, like AEZ, OCB, OTR, COLM (COPA) and Deoxys (except ELMd), suffer this attack.

**Complexity.** The queries made to the oracle MAC are about \(O(2^{n/2})\), by the birthday paradox, and the success probability 1 of such universal forgery can also be reached, through enlarging the capacity of the above two groups.

**Advantage.** Such attack can be implemented by Simon’s algorithm in the quantum model with complexity \(O(n)\), since the equation \(\tau_{i} = \tau_{i}'\) provides the guarantee of hidden periodicity for the collided messages, with \(\Delta_{0} \oplus \Delta_{1} = y_{i}' \oplus y_{i}'\). Moreover, this attack is much powerful, once the difference of the secret offsets is recovered, further universal forgery attack can be launched with just one oracle access, with probability 1.

**Drawback.** This attack cannot be applied to such MACs that the computation is related to their position, for example, the CAESAR candidate ELMd. This attack is applicable to CBC-MAC variants, neither, since CBC-MAC variants use no secret offset.

**Why cannot be applied to PMAC variant in ELMd.** There should exist 2-block message pair \(y_{i}||y_{i}\) and \(y_{j}||y_{j}\) satisfying \(y_{i} \oplus y_{j} = \Delta_{1} \oplus \Delta_{2}\), which
means that $E_K(y_i \oplus \Delta_1) = E_K(y_j \oplus \Delta_2)$ and $E_K(y_j \oplus \Delta_1) = E_K(y_i \oplus \Delta_2)$. However, the inner 2-block computation is $2 \cdot E_K(y_i \oplus \Delta_1) \oplus E_K(y_i \oplus \Delta_2)$ and $2 \cdot E_K(y_j \oplus \Delta_1) \oplus E_K(y_j \oplus \Delta_2)$ by using the $\rho$ function further in ELmD, let $a = E_K(y_i \oplus \Delta_1)$ and $b = E_K(y_i \oplus \Delta_2)$, the inner 2-block computation outputs will be $2 \cdot a \oplus b$ and $2 \cdot b \oplus a$, respectively. It means that even if such $y_i, y_j$ exists, we cannot observe that collision, for the corresponding outputs are totally different.

5 Discussion and Conclusion

This paper discusses how to use an existential forgery attack with birthday paradox to launch a generic universal forgery attack, for the blockcipher-based message authentication codes and authenticated encryptions. Our attacks are also applicable to the third round of the CAESAR candidates with associated data protected by CBC-MAC or PMAC variants, they are CLOC, SILC, AEZ, COLM (including COPA and ELmD) and Deoxys. Our results show immediately that an existential forgery means an universal forgery for so many of blockcipher-based MACs\(^5\), why this happens? We already know that an existential forgery attack for a hash based MAC will not immediately cause an universal forgery attack. For example, the existential forgery attack of HMAC\(^6\) can be launched also by birthday attack, however, an universal forgery attack to such MAC is believed to be an exhaustive search with complexity of $2^n$ queries. We also note that a variant of HMAC with just one key, named $H^2$-MAC\(^6\), is too much susceptible to equivalent key recovery attack by using birthday attack with two groups\(^3\), however, the complexity of the universal forgery attack is still $2^n$ queries, for any given message.

We conclude that the use of XOR greatly decrease the security of such blockcipher-based MACs, and we suggest that if the XOR operation is replaced with modular $2^n$, an existential forgery attack will not immediately cause an universal forgery one any more. Hence, we wonder that the design of blockcipher-based MACs and authenticated encryption should be reevaluated.
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