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Abstract—RC4 is the most widely used stream cipher around. A lot of modifications of RC4 cipher can be seen in open literature. Most of them enhance the secrecy of the cipher and the security levels have been analyzed theoretically by using mathematics. In this paper, a new effective RC4 cipher is proposed and the security analysis has been done using Shannon’s Secrecy theories where numerical values are obtained to depict the secrecy. The proposed cipher is a combination of Improved RC4 cipher proposed by Jian Xie et al and modified RC4 cipher proposed by T.D.B Weerasinghe, which were published prior to this work. Combination is done in such a way that the concept used in the modified RC4 algorithm is used in the Improved RC4 cipher by Jian Xie et al. Importantly, an immense improvement of performance and secrecy are obtained by this combination. Hence this particular modification of RC4 cipher can be used in software applications where there is a need to improve the throughput as well as secrecy.
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I. INTRODUCTION

RC4 is the most widely used stream cipher in the world. It is used in protocols like SSL, WEP, WPA, and applications like Skype, Remote Desktop and Microsoft Point-to-Point. There are many other applications which use RC4 as the encryption algorithm. It is used in hardware based encryption mechanisms as well. Due to its light weight it has become popular despite of various attacks on RC4 [2]. In open literature, there are a lot of publications, which describe various attacks on RC4 and a lot of them are theoretical. This is understood by the presentations by Klein A. [2], Fluhrer S. et al [7] and Paul G. et al [8]. There are a lot of publications on hardware implementations of RC4 to enhance performances. [4, 5, 6] Many known attacks on RC4 that unveil some part of the secret internal state, are based on fixing some elements of the S-box with the values of i and j that give information about the outputs at certain rounds with probability one or very close to one. This leads in distinguishing attacks on the cipher and helps to obtain the secret internal state with probability that is notably larger than expected. So, the correlations between the internal state and the external state violate the “randomness” feature of a cipher, at once. [3]

Thus, the objective of this research was, proposing an effective modification of RC4 which eliminates the common attacks on RC4 and simultaneously gives a higher throughput. Another important aspect of this work is obtaining a numeric result for the secrecy of ciphers that gives a good idea about the modifications, rather than theoretical analysis. So, the secrecy analysis is based on Shannon’s theories of Secrecy where numerical values can be obtained in-order to emphasize the secrecy.

According to the literature survey, an improvement in performance is obtained by the Improved RC4 cipher proposed by Jian Xie et al which is based on RC4A [1]. RC4A has eliminated most of the known attacks on RC4 [3]. So, it was selected to be combined with another simple modification of RC4 algorithm, which is named “A Modified RC4 cipher” (proposed by T.D.B Weerasinghe [10]), thinking that, the particular combination will output an efficient and secure modification of RC4 especially for a software implementation. In this research, all source codes were written in Java SE with the help of Netbeans IDE 7.2.

II. MODIFIED RC4 CIPHERS USED IN THIS RESEARCH

A. Improved RC4 Cipher

This particular, Improved RC4 Cipher was proposed by Jian Xie et al in [1]. It is an improved version of RC4A proposed by Souradyuti Paul in [3]. The specialty of this improved version of RC4 cipher is that it uses two keys. Improved RC4 cipher which can be considered as a modification of RC4A eliminated some statistical attacks which had been possible for RC4A. There are attacks on RC4 based on the relationships between the internal states of the S boxes. [1]

PSEUDO CODE I

KSA of Improved RC4 Proposed by Jian Xie et al.: [1].

```java
for i= (0 to N-1) 
{ 
    S1[i]=i;
    S2[i]=i;
} 
j2=j2=0;
for i=0 to N-1 
{ 
    j1=( j1+S1[i]+kl[i]) mod N;
    swap(S1[i], S1[j1]);
    j2=( j2+S2[i]+k2[i]) mod N;
    swap(S2[i], S2[j2]);
}
```

PSEUDO CODE II

PRGA of Improved RC4 Proposed by Jian Xie et al.: [1].

```java
i=j1=j2=0;
Loop 
{ 
i=i+1;
    j1= j1+S1[i];
    swap(S1[i], S1[j1]);
    j2= j2+S2[i];
    swap(S2[i], S2[j2]);
    Output= S1 [(S1 [i]+ S1[j]) mod N];
    Output= S2[(S2 [i]+ S2[j]) mod N];
    swap(S1[S2[j1]], S1[S2[j2]]);
    swap(S2[S1[j1]], S2[S1[j2]]); 
}
```
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More importantly, the outcome of the research done by Jian Xie et al in [1] shows that the above algorithm is faster than original RC4 and also it is secure than the original RC4.

B. Modified RC4 cipher, proposed earlier

Modification was done in the later part of the PRGA, or in other words, after major operations of PRGA. It is a simple alteration of introducing another XOR operation. If it is further explained; the plaintext message bit is XOR’d not only with the generated key but also with j.

**PSEUDO CODE III**

**KSA of the Modified RC4, same as RC4**

```java
for i = 0 to 255
    S[i] = i;

j = 0

for i = 0 to 255
    j = (j+1) mod 256;
    swap S[i] and S[j];
```

**PSEUDO CODE IV**

**PRGA of the Modified RC4**

```java
i = 0, j=0;

for x = 0 to (M-1)
    i = (i+1) mod 256;
    j = (j+S[i]) mod 256;
    swap S[i] and S[j];
    GeneratedKey = S[ (S[i] + S[j]) mod 256 ];
    Output = M[x] XOR GeneratedKey XOR j;
```

Where “M” is the plain text message and Output is the cipher text (C) of the plaintext message (M).

More importantly, the outcome of the research done by T.D.B Weerasinghe [10] shows that the above algorithm is faster than original RC4 and it is secure.

C. Algorithm developed in this research

So, in this research, the above two algorithms are combined in-order to obtain a faster and secure RC4 stream cipher. The combination is done in the PRGA. So, the KSA in Improved RC4 remains the same in this cipher too. The changed PRGA can be mentioned as follows:

**PSEUDO CODE V**

**PRGA of the Effective RC4, Proposed in this Paper**

```java
i=1, j=0;

Loop
    i=i+1;
    j= j1+j2;1;
    swap(S1[i], S1[j]);
    j2= j2+S2[i];
    swap(S2[i], S2[j]);
    GeneratedKey1= S1 [(S1[i] + S1[j]) mod N];
    GeneratedKey2= S2[(S2[i] + S2[j]) mod N];
    swap(S2[S2[j1]], S2[S2[j2]]);
    Output = M[x] XOR GeneratedKey1 XOR j1;
    Output = M[x] XOR GeneratedKey2 XOR j2;
```

III. Research Method and Theories Used

A. Performance Analysis

To analyze the performance of the algorithms, all 4 of them (original RC4, Modified RC4 proposed by T.D.B Weerasinghe, Improved RC4 proposed by Jian Xie et al and the new algorithm proposed in this paper) are used. Each was tested for data sizes ranging from 10KB to 100KB.

Average encryption times were calculated after having obtained encryption times in several similar no. of experiments for each plaintext data size. With the average encryption times, the throughputs were calculated. With these two results, performance of each algorithm can be analyzed.

Since there were two algorithms (among the four that were tested and illustrated in this paper), a reasonable and impartial testing mechanism to analyze the performance, has been adhered. For that refer the sub-section C under this section (III).

B. Secrecy Analysis

The method of analyzing Secrecy was the same way as above. The only difference was some extra calculations and methods had to be used in-order to obtain the secrecy of ciphers according to the theories of Shannon. With this analysis, a basic idea on the security level of the algorithms has been obtained. Each algorithm was tested for data sizes ranging from 10KB to 100KB. Average secrecy values were calculated after having obtained secrecy values in several similar no. of experiments for each plaintext data size.
The theories behind these secrecy calculations are illustrated in the sub-section D. A reasonable and impartial testing mechanism to analyze the secrecy has been adhered. For that refer the sub-section C.

C. Information about the initial key(s)

With the help of java.security.SecureRandom and java.math.BigInteger, streams of random alpha-numeric characters are generated.

Example code:  
```java
new BigInteger(640, random).toString(32);
```

Since the key size is fixed to 128 bits, the first parameter of BigInteger is fixed to 640. The above code always generates a unique alpha-numeric random key.

Important: All four algorithms should be tested under similar circumstances in-order to get an impartial result. In each experiment the same random key(s) were used for all four algorithms.

The algorithm proposed by Jian Xie et al and the one presented in this paper use two random keys (k1 and k2). So when the encryption times of the original and the modified RC4 are concerned, a conflict occurred as there was a doubt, which key should be used to calculate the encryption times and the secrecy values. Average for those two keys had to be considered. If it is further explained with an example:

Original RC4 and Modified RC4 (proposed by T.D.B Weerasinghe [10]) are tested for the keys, k1 and k2 in each experiment for each data size separately, in the same program. (In the performance analysis as well as the secrecy analysis) Since a generic result should be obtained the average of above results are considered. This is for the Original RC4 and the modified one as there is only one initial key is involved there not like in the improved RC4 and the one proposed here.

In all the experiments the key size used is fixed, i.e. 128 bits. Improved algorithm and its modification (the one which is introduced here) use two initial keys; they are also 128 bits, because the variable is the data size.

D. Theories and definitions related to Shannon’s Secrecy of Ciphers

Definition 1: Entropy of a message:

Entropy of a message X is called H(X), which is the minimum number of bits required to encode all possible meanings of the message, assuming the occurrences of all messages are equally likely. [9, 10]

Mathematical equation:  
\[ H(X) = - \sum_{i=1}^{n} P(x_i) \log P(x_i) \]

Definition 2: Uncertainty of a message:

Uncertainty of a message is the number of plaintext bits that must be recovered when the message is encrypted, in-order to obtain the plaintext. The uncertainty of a message is measured by its entropy. Higher the number, higher the uncertainty [9, 10]

Definition 3: Equivocation:

Equivocation is the uncertainty of a message which is reduced when there is additional information provided. [9, 10]

Mathematical equation:

\[ H_l(X) = \sum \{X, Y\} P(X, Y) \log_2 [P_l(X)] \]

\[ H_f(X) = \sum \{Y\} P(Y) \sum \{X\} P_f(X) \log_2 [P_f(X)] \]

Definition 4: Secrecy of a cipher:

Now, all the above definitions and equations lead us to manipulate the secrecy of a cipher. It is calculated in terms of the key equivocation \( H_e(K) \) of a key K for a given cipher text C; that is the amount of uncertainty in K given C; [9, 10]

\[ H_e(K) = \sum \{C\} P(C) \sum \{K\} P_e(K) \log_2 [P_e(K)] \]

These theories were used in my previous work [10] and all of them were derived from theories of Shannon related to entropy and secrecy. Claude Elwood Shannon [April 30, 1916 – February 24, 2001] is called the Father of Information Theory.

All the above definitions and equations are illustrated from the lecture notes of Dr. Issa Traore on Shannon’s secrecy, University of Victoria, British Columbia, Canada, which were available in open literature at the time of research.

E. Method of calculating the secrecy of ciphers

\[ H_e(K) = \sum \{C\} P(C) \sum \{K\} P_e(K) \log_2 [P_e(K)] \]

Part 1

How the secrecy calculation is done in this research:

- First, Consider the Part 1: It is the entropy of the key K, given the relevant cipher. (Cipher text C has been obtained using this particular key K)
  - Calculate how often each key byte is appeared in the key.
  - And then calculate the probability of each byte appears (given the cipher) in the key and get the summation of Pc(K) * loghPc(K).
- Then consider the other half: Calculating P(C) and then the summation.
o Calculate how often each cipher byte has appeared in the cipher text.
o And then calculate the probability of each byte appears in the key and get the summation (for all possibilities of the cipher bytes). Note that this cipher is obtained after the plaintext operations with the key; i.e. this cipher is correlated to the above key.
o Then get the multiplication of “Part I” and P(C) is calculated and finally the summation of all possibilities is calculated.

F. Method of calculating the secrecy of ciphers

**PSEUDO CODE VI**
**CALCULATION OF THE SECRECY OF A CIPHER**

do double entropy = 0;
do double secrecy = 0;

final int[] countedKey =
countByteDistribution(key, start, key.length-1);

final int[] countedCipher =
countByteDistribution(cipher, start, cipher.length-1);

for (int i=0;i<256;i++)
{
    final double p_k = 1.0 *
countedKey[i] / key.length;
    final double p_c = 1.0 *
countedCipher[i] / cipher.length;
    if (p_k > 0)
    {
        entropy += p_k *
        log2(p_k);
        secrecy += -p_c *
        entropy;
    }
}
return secrecy;

IV. RESULTS

All experiments were done in an Intel® Core™ 2 Duo machine having 3.23 GB of RAM. (Operating System: Windows XP)

A. Performance of ciphers

Overall results of average encryption time and throughput over data size can be illustrated as follows:

**TABLE I**
**AVERAGE ENCRYPTION TIME VS DATA SIZE**

<table>
<thead>
<tr>
<th>Data Size(KB)</th>
<th>Average Encryption Time (microseconds)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>RC4</td>
</tr>
<tr>
<td>10</td>
<td>3140</td>
</tr>
<tr>
<td>20</td>
<td>6008.5</td>
</tr>
<tr>
<td>30</td>
<td>7558.5</td>
</tr>
<tr>
<td>40</td>
<td>8993</td>
</tr>
<tr>
<td>50</td>
<td>10728.5</td>
</tr>
<tr>
<td>60</td>
<td>11833</td>
</tr>
<tr>
<td>70</td>
<td>13142.5</td>
</tr>
<tr>
<td>80</td>
<td>14950.5</td>
</tr>
<tr>
<td>90</td>
<td>16257.5</td>
</tr>
<tr>
<td>100</td>
<td>17084</td>
</tr>
</tbody>
</table>

![Fig. 1. Average Encryption Time (in microsseconds) over Data Size. Average was taken out of similar no. of experiments for each data size. Efficient RC4 cipher proposed in this paper shows the lesser encryption time and the Original RC4 cipher shows the highest encryption time almost for every data size from 10 KB to 100KB.](image)

**TABLE II**
**AVERAGE THROUGHPUT VS DATA SIZE**

<table>
<thead>
<tr>
<th>Data Size(KB)</th>
<th>Average Throughput ()</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>RC4</td>
</tr>
<tr>
<td>10</td>
<td>3184.71</td>
</tr>
<tr>
<td>20</td>
<td>3328.62</td>
</tr>
<tr>
<td>30</td>
<td>3969.04</td>
</tr>
<tr>
<td>40</td>
<td>4447.90</td>
</tr>
<tr>
<td>50</td>
<td>4660.48</td>
</tr>
<tr>
<td>60</td>
<td>5070.57</td>
</tr>
<tr>
<td>70</td>
<td>5326.23</td>
</tr>
<tr>
<td>80</td>
<td>5483.02</td>
</tr>
<tr>
<td>90</td>
<td>5535.91</td>
</tr>
<tr>
<td>100</td>
<td>5853.43</td>
</tr>
</tbody>
</table>
Fig. 2. Average Throughput (in Kbps) over Data Size. Throughput was calculated by dividing the appropriate data size by the encryption time in seconds. Thus Kbps values were obtained. The highest throughput was achieved by the Efficient RC4 proposed in this paper for each data size ranging from 10KB to 100KB.

B. Secrecy of ciphers

<table>
<thead>
<tr>
<th>Data Size(KB)</th>
<th>Secrecy of Ciphers</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>RC4</td>
</tr>
<tr>
<td>10</td>
<td>0.215607</td>
</tr>
<tr>
<td>20</td>
<td>0.216507</td>
</tr>
<tr>
<td>30</td>
<td>0.212457</td>
</tr>
<tr>
<td>40</td>
<td>0.2109</td>
</tr>
<tr>
<td>50</td>
<td>0.205461</td>
</tr>
<tr>
<td>60</td>
<td>0.211551</td>
</tr>
<tr>
<td>70</td>
<td>0.19737</td>
</tr>
<tr>
<td>80</td>
<td>0.1989</td>
</tr>
<tr>
<td>90</td>
<td>0.199106</td>
</tr>
<tr>
<td>100</td>
<td>0.195248</td>
</tr>
</tbody>
</table>

Fig. 3. Average Secrecy over Data Size. Secrecy is the representation of security level of each algorithm. Secrecy was calculated purely based Shannon’s secrecy theories. The highest secrecy values were achieved by the Efficient RC4 proposed in this paper for each data size ranging from 10KB to 100KB.

V. CONCLUSION

Proposed algorithm in this paper is efficient; in other words, it is cost-effective than the original RC4 and other modifications of RC4 used in the research. Since there are numerical values to depict the security level of the ciphers, anyone can get a big picture of the secrecy of the relevant ciphers. Higher values of secrecy are shown by the new stream cipher, which means the randomness of the cipher is higher than that of others, which is feature of a good cipher. The reason behind having a higher secrecy can be the increased number of more operations and alterations in the PRGA.

The new algorithm can be implemented using parallelism because there are capable segments that can be parallelized. It will boost the performance of the algorithm further. But, in this research such a parallelism is not used. Even without parallelism it has produced a higher throughput, may be because there are similar steps where the Operating System itself can calculate quickly. Apart from that, if we are to elaborate more on the performance improvement then this cipher should be analyzed further!
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