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Abstract. The Idemix library provides the implementation of the Camenisch-Lysyanskaya (CL) Attribute-based Credential System (ABC), its protocol extensions and the U-Prove ABC [3, 7]. In the case of the CL ABC, the library can delegate some cryptographic operations to a hardware token (e.g. a smart card). In the last few years several practitioners have proposed different implementations of ABCs in smart cards [1, 2, 10, 15, 17]. The IRMA card provides at the time of writing this manuscript, an optimal performance for practical applications. In this report, we address the case of integrating this implementation in the Idemix library. We opted for implementing the key binding use case together with the generation of exclusive scope pseudonyms and public key commitments on card. The integration requires two additional classes (one that parses system parameters, credential specifications and issuer public keys and other one that interfaces the card and its functionalities with the CL building block) together with one modification in the code if the signature randomization is delegated to the card (only required in one of the proposed alternatives). The integration of the key binding use case requires 540 bytes extra in the smart card. We can perform all the involved cryptographic operations in only 206.75 ms, including the computation of exclusive scope pseudonyms (55.19 ms).

The work described in this paper has been supported under the ICT theme of the Cooperation Programme of the 7th Framework Programme of the European Commission, GA number 318424 (FutureID). This work was carried out while visiting the IBM Zurich Research Laboratory (July 2014).
1 Introduction

This manuscript describes the integration of the IRMA card in the Idemix 3 library. This version integrates the U-Prove credential system together with Idemix and its extensions e.g. for performing range proofs and verifiable encryption.

The library implements the different functionalities that are present in any ABC system for provers, verifiers, revocation agents and issuers. For instance, the CL issuing protocol, involving a prover and a certain issuer generates a CL signature over a set of attributes in a credential form. This can be used later for performing proofs of ownership between a prover and a certain verifier in the verification protocol.

The library assumes issuers with public keys generated according to a set of public system parameters and users equipped with credentials that can be used for proving properties of their attributes and generate exclusive scope pseudonyms.

Recently, Vullers adapted the Idemix 2.3.4 library to the IRMA card by patching different parts of the implementation. This modification serves for issuing credentials to the smartcard and verify proofs generated by IRMA. That means, that the Idemix library is solely used for constructing terminal verifiers and issuers. However, the new version of Idemix, fundamentally based on design patterns, provides new opportunities for integrating hardware implementations.

of Attribute Based Credentials (ABCs) in the library by delegating certain operations to the card whereas a certain deployment can be consistent with the ABC4Trust scheme for policy specification [5]. Moreover, by delegation only certain operations to the card, it is possible to perform complex proofs in the cardholder’s workstation. Otherwise, that could take a considerable amount of time in performance and RAM-constrained embedded devices. All in all, the disadvantage of this approach is the non-standalone nature of the card, depending of an external workstation where the credentials, issuer public keys and system parameters are stored.

Currently, only the key binding use case is integrated. Nonetheless, the card can also randomize a triple \((A, e, v)\) of a certain credential, compute domain pseudonyms and public key commitments orchestrated from the extended secret manager of the library. This integration comprises three parts:

1. A Java implementation that interfaces the IRMA card using the smartcard API of Oracle Java\(^4\). It also parses a certain description of the system parameters, the specification of a credential and an issuer public key and uploads those parameters to the smart card.
2. A smart card implementation that relying on the arithmetic methods of the IRMA card supports the requirements of the new Idemix 3 architecture.
3. Only one modification in the current implementation of Idemix 3 related to the size of the \(v\) component of the CL signature is required if signature randomization is performed on the card (Section 3.4).

In the next section, we briefly explain the functionalities of the IRMA card and describe the required modifications in order to integrate it in Idemix. Then, we identify the structures that must be extended and the requirements for this hardware token. In Section 3, the architecture of Idemix 3 and their functionalities is described and we propose three different alternatives for integrating the card. In Section 4 we explain the changes performed for integrating the key binding use case. We describe the performance figures of the IRMA card within the key binding use case in Section 5 and end in Section 6 with some conclusions.

2 The IRMA card

The IRMA card implements a subset of Idemix [6], particularly the issuing protocol and the selective disclosure operation. In contrast to prior attempts in the literature to implement those primitives [2][16] in a reasonable time, IRMA performs the selective disclosure over credentials of 5 attributes in 1–1.5 seconds according to the number of revealed attributes [17].

Each credential acts as an attribute container, protected by a CL signature generated by an issuer. This signature guarantees the integrity of the credentials. For instance, modification or deletion of new attributes can be easily detected

---

by a verifier. Moreover, each credential is connected to the cardholder by her master secret, securely stored on the card.

After the issuing process, the user owns a CL signature over one credential. This is represented by the triple \((A, e, v)\) over \(l = 5\) attributes in the case of IRMA: \((m_0, m_1, ..., m_5)\). We consider \(m_0\) the cardholder’s master secret. This information is stored in the card for each credential. The CL signature is created by an issuer according to its public key \((S, Z, R_0, R_1, ..., R_5 \in QR_n, n)\) using its secret key \((p, q)\). For instance, a CL signature over a set of attributes \((m_0, ..., m_5)\) is computed by selecting \(A, e\) and \(v\) s.t. 

\[
A^e = Z R_0^{-m_0} R_1^{-m_1} R_2^{-m_2} R_3^{-m_3} R_4^{-m_4} R_5^{-m_5} S^{-v} \mod n
\]

Then, a third party can check the validity of the signature by using the issuer’s public key and the tuple \((A, e, v)\) as 

\[
Z \equiv A^e R_0^{m_0} R_1^{m_1} R_2^{m_2} R_3^{m_3} R_4^{m_4} R_5^{m_5} S^v \mod n
\]

In IRMA, for performance reasons, the size of the modulus \(n\) is restricted to \(l_n = 1,024\) bits whereas the attributes are represented as \(l_m = 256\) bits. The rest of parameters are set as \(l'_e = 120, l_o = 80, l_H = 256, l_e = 504, \) and \(l_v = 1,604\) bits.

The crucial property of the CL signature in Idemix is to prove its possession without revealing additional information. Moreover, one can also perform the selective disclosure of the cardholder’s attributes via discrete logarithm representation modulo a composite proofs of knowledge [12].

In IRMA, the prover part of Idemix is implemented in the card as a set of states \((\text{PROVE\_CREDENTIAL}, \text{PROVE\_COMMITMENT}, \text{PROVE\_SIGNATURE}, \text{PROVE\_ATTRIBUTE})\) that maps the prover and verifier interaction between a terminal and the smart card [7]. In each transaction, both entities exchange ISO 7816 APDUs that retrieve and write data in the smart card volatile (RAM) and non-volatile (EEPROM) memories [14]. When the card receives a verification request, it changes its initial state to \text{PROVE\_CREDENTIAL}. Then, it acquires a presentation policy with the description of the attributes that must be revealed. Then, the card performs the randomization of the signature and the generation of the corresponding \(t\) and \(s\) values \((\text{PROVE\_COMMITMENT})\). Afterwards, the card changes its working state to \text{PROVE\_SIGNATURE}. In this state, the verifier can request the randomized tuple \((A', \hat{e}, \hat{v}')\). Finally, the card switches to \text{PROVE\_ATTRIBUTE}, where the verifier is allowed to request the set of revealed and hidden attributes related to the proof.

As we note in the next section, this collection of states cannot be directly reused in the integration of the card in Idemix 3.

---

5 The Idemix 3 library also considers the bases \(R_t, R_d\) and \(R_v\), where the latter is equivalent to \(S\).

6 The term \(l'_e\) represents the size of the interval where the \(e\) values are selected, \(l_o\) is the security parameter of the statistical zero knowledge proof, and \(l_H\) is the domain of the hash function used in the Fiat-Shamir heuristic (we use SHA-256). Finally \(l_e\) and \(l_v\) are related to the size of \(e\) and \(v\) parameters of the CL signature.

7 We refer the reader to [17] for a description about how a \((A, e, v)\) triple is obtained by the card.
3 The Identity Mixer Cryptographic Library

In this section, we describe the architecture of the Idemix 3 library and introduce the main building blocks that can be extended for integrating a hardware implementation of Idemix, in this case, the IRMA card.

Since the integration of the card is based on the prover operations, we restrict ourselves to the description given to this entity in the Idemix specification.

In the proving protocol, a certain verifier selects which restrictions the prover must fulfill related to their attributes and its values (i.e. this is specified in the presentation policy, following the ABC4Trust terminology [5]). Then, the prover generates a cryptographic proof that validates the restrictions imposed by the verifier (i.e. the presentation token). This token is generated by the crypto engine of the library via the list of the credentials involved and the pseudonyms of the prover. In the next section, we describe the main structures that are responsible of generating the presentation token.

3.1 ZkModules, the proof assembler and the proof engine

The two main components of the Idemix library are the proof assembler and the proof engine. The proof assembler relies on the cryptographic building blocks of the library for generating a list of zero knowledge modules (ZkModules) that perform partial zero knowledge proofs according to a presentation description sent by a certain verifier to the prover. This component receives a presentation token description together with a list of credentials and pseudonyms involved in the proof.

The proof assembler fetches the required credentials and pseudonyms from the credential manager and the parameters from the key manager. Some operations are delegated to the smart card manager, which is described in Section 3.3. The Idemix library stores all the data related to the issuer, provers and verifiers in software i.e. in the credential and key managers. The proof engine constructs the overall zero-knowledge proof based on the Fiat-Shamir heuristic [11]. Then, the ZkDirector class is used for generating the proof through the list of ZkModules created by the proof assembler. That class is based on the builder design pattern [13]. This pattern encapsulates the construction of an object step by step by telling a builder class how to create a certain class according to a set of options.

The context of the combined is proof is generated via the union of the contexts of the partial zero-knowledge proofs. This undermines the possibility of integrating IRMA as is now (Section 2). During the generation of the partial proofs different methods are called on each involved ZkModule. We are mainly interested in those that can be delegated to a hardware token:

- **firstRound**: it generates the $t$ values for each attribute and those that will be sent to the verifier. Moreover it prepares the values that both prover and verifier know (common values).
– **secondRound**: it generates the \( s_{values} \) through the generated challenge. Hence, this method undermines the possibility of generating the challenge by the card.

### 3.2 The CL building block

This building block produces the correspondent ZkModules when an operation related to a credential issued by the CL ABC system is required by a presentation token description. It generates a ZkModule identified by \( \text{sig:0} \) and initialized with the system and verifier parameters.

From here, certain cryptographic operations can be delegated to a hardware token:

– The computation of domain pseudonyms.
– The generation of the commitment related to the key binding use case (Section 4).
– The computation of a public key commitment.
– The generation of two \( s-values \) related to the key binding use case.

The Idemix library supports a hardware token with a certain structure withing the key binding use case. This hardware token should comprise a master secret (namely, the device secret, \( ms_0 \)). Moreover, an additional master secret exists and is related to the credential that is being used in the proof. That master secret is considered the credential secret \( (ms_1) \).

When a credential based in the CL ABC system is involved in Idemix the signature triple \( (A, e, v) \) is first randomized:

\[
egin{align*}
    r_A &\in_R \{0, 1\}^{l_n + l_o} \tag{1} \\
    A' &= A S^{r_A} \mod n \tag{2} \\
    v' &= v - e r_A \tag{3} \\
    e' &= e - 2^{l_{s-1}} \tag{4}
\end{align*}
\]

Then, the card smart card computes the commitment \( T \) as:

\[
    T = R_s^{m s_0} R_d^{m s_1} \mod n \tag{5}
\]

where \( m s_0, m s_1 \) are the pseudorandom values associated to the device secret and the credential secret respectively. The bases \( R_s, R_d \) are part of the public key of the issuer (Section 2). This commitment is part of the proof of knowledge that guarantees that the card knows both the device secret and the credential secret:

\[
    \text{NIZK} : \{ (m s_0, m s_1) : T = R_s^{m s_0} R_d^{m s_1} \mod n \} \tag{6}
\]
The commitment $T$ is retrieved and then inserted by the ZkModule for computing the following partial proof:

$$\text{NIZK} : \{(a_1, m_s_0, a_2, a_3, a_4, a_5, m_s_1) : T = A'^{a_1}$$

$$R_1^{ms_1} R_2^{ms_2} R_3^{ms_3} R_4^{ms_4} R_5^{ms_5} \mod n\}(A', T) \quad (7)$$

where $a_1...a_5$ are the randomizers involved in the proof.

Moreover, the card must generate two $s_i$ values for retrieving each $m_s_i$:

$$s_1 = \tilde{m}_s + c \cdot m_s$$

$$s_2 = \tilde{m}_s + c \cdot m_s$$

(8)

In the next section, we describe the main methods of the external secret manager in order to identify the locations where the integration takes place.

### 3.3 The external secret manager

This class interfaces a CL ZkModule with secret manager that can be a smart card. It generates randomizers, commitments, pseudonyms and response values whose operation can be delegated to a card. Besides, the external secret manager implements methods for saving and fetching issue public key and the system parameters (Table 1). These methods can be extended in certain cases for integration hardware tokens (e.g. in the alternative $c$, Section 3.4).

<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>readSystemParametersIfNeeded</td>
<td>Fetches the issuer public key</td>
</tr>
<tr>
<td>readIssuerParametersIfNeeded</td>
<td>Fetches the system parameters</td>
</tr>
<tr>
<td>setSystemParameters</td>
<td>Updates and sets the system parameters</td>
</tr>
</tbody>
</table>

The secret manager also describes methods for registering U-Prove and CL issuers via the registerUProveIssuer and registerClIssuer methods. The generation of the hardware token and credential secrets is performed in the allocateCredential method. At that point, we can intercept the secret values and uploaded into the smart card. Finally, the external secret manager contains individual methods for obtaining different values from the system parameters and issuer public key values:

All functions from Table 2 rely on the readSystemParametersIfNeeded and readIssuerParametersIfNeeded methods. Moreover, these methods could be used to communicate directly with the smart card in the case these values were stored there. In Table 3 we summarize the set of methods that can be used for delegating different cryptographic operations to the smart card:

Based on the functionality of these classes we provide three alternatives for integrating hardware tokens in the next section.
Table 2: Methods for fetching the cryptographic system parameters of a setup

<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>getPublicKeyBase</td>
<td>Base utilized for performing public key commitments</td>
</tr>
<tr>
<td>getPseudonymModulus</td>
<td>Modulus utilized for computing exclusive scope pseudonyms</td>
</tr>
<tr>
<td>getPseudonymSubgroupOrder</td>
<td>Order of the subgroup utilized in the computation of exclusive scope pseudonyms</td>
</tr>
<tr>
<td>getBaseForDeviceSecret</td>
<td>Base utilized in the computation of the $T$ commitment (Eq. 5)</td>
</tr>
<tr>
<td>getBaseForCredentialSecret</td>
<td>Bases utilized in the computation of the $T$ commitment (Eq. 5)</td>
</tr>
<tr>
<td>getModulus</td>
<td>Modulus involved in the computation of commitments and proofs</td>
</tr>
<tr>
<td>getChallengerSizeBytes</td>
<td>Size of the challenge</td>
</tr>
<tr>
<td>getRandomizerSizeBytes</td>
<td>Size of the randomizers utilized in proofs</td>
</tr>
<tr>
<td>getAttributeSizeBytes</td>
<td>Size of the credential attributes</td>
</tr>
</tbody>
</table>

Table 3: Methods for performing cryptographic operations via the smart card manager

<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>generateRValues</td>
<td>Generates the randomizers related to the device and credential secrets i.e. $\tilde{m}_0$ and $\tilde{m}_1$</td>
</tr>
<tr>
<td>getCommitmentForCredential</td>
<td>Generates the $T$ commitment described in Eq. 6</td>
</tr>
<tr>
<td>getCommitmentForScopeExclusivePseudonym</td>
<td>Generates a domain pseudonym commitment</td>
</tr>
<tr>
<td>getResponse</td>
<td>Given a challenge $c$, computes a $s$ value. It implements the $\text{getResponseForCredentialSecretKey}$ and $\text{getResponseForDeviceSecretKey}$ methods for each $s$ value of Eq. 8</td>
</tr>
</tbody>
</table>

3.4 Integration alternatives

For every option we could design in the integration process, we must consider if the following operations are delegated or not to the card:

- **Issuing**: This comprises the issuing of credentials using the CL ABC or U-Prove
- **Loading of system parameters and the public key of involved issuers**: Those are required in the issuing and proving operations performed by the card. Moreover, one can consider the generation of the device and credential secrets by the card
- **Pseudonyms and public key commitments**: Defined by the CL ABC as randomized commitments to the master secret. The public key commitments are commitments to the device secret
- **Generation of $t$ values**: This can be related to $T$ (Eq. 5) or to the full proof (Eq. 7). This also comprises the generation of the randomizers for those values that are hidden and whose ownership is proved
- **Generation of $s$ values**: This can be related to the generation of the $s$ values of Eq. 9 as well as the generation of the $s$ values for each partial proof, hidden attributes and properties of the attributes

We have identified three different alternatives for integrating the IRMA card:

1. **Alternative a**: key binding use case: This alternative is related to the procedure described by the Eqs. 6–9 in Section 3.3. Moreover, the computation
of limited scope pseudonyms and public key commitments are also supported by the card. Besides, the card must be stored the system parameters and the public key parameters in order to compute the $T$ values. Finally, the card computes two $s$ values when the overall challenge is provided. As noted elsewhere, the generation of the challenge is centralized and that undermines the generation of it by the card, since it depends on the results of the partial proofs. We cannot rely on the IRMA card for generating it (as described in Section 2.1). Therefore, the IRMA card must be adapted for generating $s$ values i.e. $\hat{s} = \tilde{s} + c \cdot s$ for a certain value $s$ where $\tilde{s}$ is a pseudorandom value, $\hat{s}$ is a hidden identifier and $c$ is received.

2. **Alternative b:** a solution only based on smart cards. Since the cryptographic engine of the library can be easily replaced by injection, a solution solely based on smart cards can fit in the Idemix architecture. Given that the new library supports U-Prove and an open-source implementation for MULTOS cards already exists [15], it can be possible to design a card based on two applications: one for CL and another one for U-Prove and enable message passing in the card for generating a common challenge. Nonetheless, the limitations of this approach are related to the processing, RAM and storage capabilities of the card.

3. **Alternative c:** an intermediate approach. Several functionalities of the IRMA card (Section 2) can be still reused in the integration such as the randomization of the $(A, e, v)$ tuple of the CL signature as well as the computation of Eq. 8. Besides, it must be possible to integrate the issuing operation of the CL ABC in the smart card. In order to avoid dealing with negative numbers in the card, we have increased the length of the $v$ component of the CL signature to 1,700. This is required for randomizing signatures on the card. Moreover, it relies on the methods depicted in Table 2 for storing and retrieving system parameters and issuer public keys.

3.5 Summary

Since the current architecture of the External Secret Manager requires structural changes for implementing the operations described in the alternative c (particularly, the issuing operation) and the alternative b cannot withstand with the performance of nowadays smart cards (for instance, for performing range proofs or verifiable encryption), we rely on the first alternative in this manuscript. Finally, we support exclusive scope pseudonyms and public key commitments on the card via additional APDUs. Finally, as noted in Section 2, we perform all the operations using 1,024 bit keys.

4 Integration of the key binding use case

In this section, we describe the required changes in the current Idemix library for performing the key binding use case in the IRMA card.
4.1 Software changes

We have implemented the communication with the IRMA card and interface its functionalities via two classes: \texttt{Irma} and \texttt{IrmaLoader}[8]. The first class, \texttt{Irma}, includes the definition of all the APDUs needed for uploading the required parameters in the card retrieving the results of the cryptographic operations. The following methods are exposed:

<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>void uploadClSignature(void)</td>
<td>Uploads a tuple $(A, e, v)$ to the smart card of a certain credential.</td>
</tr>
<tr>
<td>void uploadClPublicKey(void)</td>
<td>Uploads the modulus and the bases for computing the $T$ commitment defined in Eq. 5.</td>
</tr>
<tr>
<td>void uploadSystemParameters(void)</td>
<td>Uploads the modulus, base and generator for performing domain pseudonyms and public key commitments in the smart card.</td>
</tr>
</tbody>
</table>

Besides, this class implements methods for connecting to the smart card and selecting the IRMA application:

<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>List&lt;CardTerminal&gt; getTerminalList()</td>
<td>Obtains a list of the available readers connected</td>
</tr>
<tr>
<td>CardChannel getChannel(CardTerminal terminal)</td>
<td>Performs the connection to a given terminal</td>
</tr>
<tr>
<td>boolean connectToIrma(CardChannel channel)</td>
<td>Selects the IRMA application via its Application Identifier (AID)</td>
</tr>
</tbody>
</table>

Those functions relies on the \texttt{javax.smartcardio} API.

Finally, the methods below are used for performing cryptographic operations and request its results via APDUs. These functions returns \texttt{BigInt} objects. They are a wrapper of the JAVA \texttt{BigInteger} class.

All the values the methods above use are parsed and extracted from XML files following the ABC4Trust scheme [5]. The \texttt{IrmaLoader} class is responsible for parsing three types of XML files: credential specifications, issuer public keys and system parameters. Moreover, it parses presentation policies in order to extract the scope, needed for derive exclusive scope pseudonyms. This class exposes the following methods for parsing these files:

\footnote{Available at \url{https://github.com/adelapie/irma_integration} (accessed 11 August, 2014).}
Table 6: Methods for performing cryptographic operations via IRMA card

<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>BigInt getNYM()</td>
<td>Computes and retrieves a domain pseudonym based on the data uploaded via uploadClPublicKey and uploadSystemParameters</td>
</tr>
<tr>
<td>BigInt getCOM()</td>
<td>Computes the commitment defined in Eq 5 and retrieves it</td>
</tr>
<tr>
<td>BigInt getS1(BigInt challenge)</td>
<td>Computes the first s-value from Eq. 8</td>
</tr>
<tr>
<td>BigInt getS2(BigInt challenge)</td>
<td>Computes the second s-value from Eq. 8</td>
</tr>
<tr>
<td>BigInt getPKCOM()</td>
<td>Computes a public key commitment</td>
</tr>
<tr>
<td>BigInt getRANDOM()</td>
<td>Generates the randomizers r12 and r121</td>
</tr>
</tbody>
</table>

Table 7: Methods for parsing system parameters, issuer public keys and presentation policies

<table>
<thead>
<tr>
<th>Method</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>boolean processClSignature()</td>
<td>Parses a certain credential specification and uploads a (A, e, v) tuple in memory</td>
</tr>
<tr>
<td>boolean processClPublicKey()</td>
<td>Parses an issuer public key and loads its content in memory</td>
</tr>
<tr>
<td>boolean processSystemParameters()</td>
<td>Parses and processes the public system parameters of a certain set up</td>
</tr>
<tr>
<td>boolean processPresentationPolicy()</td>
<td>Parses a certain presentation policy and extract the scope, required for deriving exclusive scope pseudonyms</td>
</tr>
</tbody>
</table>

4.2 Hardware changes

We have added a new set of APDUs for loading the issuer public key and the system parameters in the card. However, the actual functionality of the card (issuing and proving) is still available. Moreover, we have added support for performing new functionalities (commitments, pseudonyms, public key commitments and the computations of s-values via a given challenge).

The new variables stored in static memory (EEPROM) are represented in Table 8.

Table 8: New variables added for supporting the key binding use case

<table>
<thead>
<tr>
<th>Variable</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>unsigned char m_challenge [SIZE_H]</td>
<td>Stores the challenge received by the terminal computed by the Idemix library and used in the card for computing the s-values corresponding to the commitment T</td>
</tr>
<tr>
<td>unsigned char secret [SIZE_SECRET_ABC]</td>
<td>Credential secret</td>
</tr>
<tr>
<td>unsigned char secret2 [SIZE_SECRET_ABC]</td>
<td>Device secret</td>
</tr>
<tr>
<td>unsigned char xr1 [SIZE_RAND]</td>
<td>First randomizer of commitment T</td>
</tr>
<tr>
<td>unsigned char xr2 [SIZE_RAND]</td>
<td>Second randomizer of commitment T</td>
</tr>
<tr>
<td>unsigned char r_base_nym [SIZE_H]</td>
<td>This is the base utilized for computing the pseudonym related commitment.</td>
</tr>
<tr>
<td>unsigned char r_dhgen1 [SIZE_P]</td>
<td>This is the generator utilized in the public key commitments</td>
</tr>
<tr>
<td>unsigned char r_mod_nym [SIZE_H]</td>
<td>This is the modulus utilized for computing the pseudonym related commitment</td>
</tr>
</tbody>
</table>

Variable sizes depicted in Table 8 are consistent with those utilized in the Idemix library i.e. SIZE_H = 128 bytes, SIZE_SECRET_ABC = 10 bytes, SIZE_H = 32 bytes (SHA-256) and SIZE_RAND = 52 bytes. In total, the integration of the key binding use case requires SIZE_H + SIZE_SECRET_ABC + SIZE_RAND = 210 bytes.
Computing commitments and response values is performed through the arithmetic functions available in the IRMA card with size modifications and parameters (for instance, for deriving $s$-values). The implementation of exclusive domain pseudonyms corresponds to [10].

A note on alternative c As noted elsewhere, the size of the $v$ component when a credential is issued has been increased to 1,700 in order make compatible the randomization function of the IRMA implementation. This change must be done at

\texttt{com.ibm.zurich.idmx.buildingBlock.systemParameters}, in the

\texttt{EncryptSystemParametersWrapper} class. The method that returns the size of $v$ (public int \texttt{getL}$v()$) now is forced to return the new size. We have also implemented independent methods for extracting system parameters and the components of the public key of a certain issuer stored in the card via: \texttt{getS()}, \texttt{getZ()}, \texttt{getA()}, \texttt{getE()}, \texttt{getV()}, \texttt{getRd()}, \texttt{getRs()}, \texttt{getRO()}, \texttt{getR1()}, \texttt{getR2()}, \texttt{getR3()}, \texttt{getR4()}, etc. All these methods return an object of type \texttt{BigInt}. The randomization of a CL tuple is performed via two methods: \texttt{BigInt randomizeA()} (computes Eq. 2) and \texttt{BigInt randomizeV()} (computes Eq. 3).

5 Performance figures

In this section, we describe the performance figures related to the operations described in Section 4. As IRMA does, we rely on the MULTOS ML3-80K-R1 cards. The full description of the APDUs can be found in the declaration of the \texttt{Irma} class.

We consider the following set up. First, the cardholder has received through issuing the issuing protocol a CL credential with the following structure (related to the ABC4Trust scheme described in [5]):

http://abc4trust.eu/wp2/abcschemav1.0

<?xml version="1.0" encoding="UTF-8" standalone="yes"?>
<ns2:Credential xmlns:ns2="http://abc4trust.eu/wp2/abcschemav1.0">
  <ns2:CredentialDescription RevokedByIssuer="false">
    <ns2:CredentialUID>device-cred-da1fb3f2-5010-4655-99b4-6900d36d7587</ns2:CredentialUID>
    <ns2:FriendlyCredentialName lang="en">University Credential</ns2:FriendlyCredentialName>
    <ns2:IssuerParametersUID>urn:patras:issuer:idemix</ns2:IssuerParametersUID>
    <ns2:SecretReference>secret</ns2:SecretReference>
    <ns2:Attribute>
      <ns2:AttributeUID>-515302633</ns2:AttributeUID>
      <ns2:AttributeDescription Type="urn:patras:credspec:credUniv:firstname" DataType="xs:string" Encoding="urn:abc4trust:1.0:encoding:string:sha-256">first name</ns2:AttributeDescription>
    </ns2:Attribute>
    <ns2:Attribute>
      <ns2:AttributeUID>1022843428</ns2:AttributeUID>
      <ns2:AttributeDescription Type="urn:patras:credspec:credUniv:lastname" DataType="xs:string">
In this example, the prover receives a presentation policy that requires to prove the ownership over that credential together with the utilization of a domain exclusive pseudonym:

```xml
<?xml version="1.0" encoding="UTF-8" standalone="yes"?>
<abc:PresentationToken
 xmlns:abc="http://abc4trust.eu/wp2/abcschemav1.0"
 Version="Version 1.0"
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
 xsi:schemaLocation="http://abc4trust.eu/wp2/abcschemav1.0
 .../.../.../.../abc4trust-xml/src/main/resources/xsd/schema.xsd">
 <abc:PresentationTokenDescription
 PolicyUID="urn:patras:policies:courseEvaluation"
 TokenUID="abc4trust.eu/token-uid/3">
  <abc:Message>
   <abc:Nonce>bKYdHQ4DR4TUEzhXjKYoq9Wv+</abc:Nonce>
  </abc:Message>
  <abc:Pseudonym Exclusive="true" Scope="urn:patras:evaluation"
 SameKeyBindingAs="#credCourse"/>
  <abc:Credential Alias="#credUniv" SameKeyBindingAs="#credCourse">
   <abc:CredentialSpecUID>urn:patras:credspec:credUniv</abc:CredentialSpecUID>
   <abc:IssuerParametersUID>urn:patras:issuer:idemix</abc:IssuerParametersUID>
  </abc:Credential>
 </abc:PresentationTokenDescription>
</abc:PresentationToken>
```

First, the card must perform the computation of the $T$ commitment (Eq. 5), generate the two $s$ values from Eq. 8 and compute an exclusive scope pseudonym. In the next section we evaluate the required time for computing those operations together with parsing and loading the public system parameters and an issuer public key into the card.

### 5.1 Results

We have depicted in Table 10 the performance of the new instruction added to the IRMA card for supporting the key binding use case of the Idemix library. The first group of instructions (**INS SET BASE, INS SET IPK** and **INS SET SIG**) are related to loading a certain issuer public key and credential signature. Then, we show the performance of all the required cryptographic operations described in Eqs. 5, 6 and 8.

According to Table 9 is possible to load all the required parameters for the key binding use case is 283.14 ms (one issuer public key, a CL tuple and the system parameters needed for computing exclusive scope pseudonyms). The time required (on card) for computing all the cryptographic operations involved in the presentation policy depicted in Section 5 is equivalent to 206.72 ms.
### Table 9: Performance of on-card cryptographic operations

<table>
<thead>
<tr>
<th>APDU</th>
<th>Description</th>
<th>P1 Parameter</th>
<th>Time (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>INS_SET_BASE</strong></td>
<td>Uploads a certain base $R_i$ into the card</td>
<td>$R_0$</td>
<td>19.581</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$R_1$</td>
<td>20.252</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$R_2$</td>
<td>20.175</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$R_3$</td>
<td>20.315</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$R_4$</td>
<td>20.339</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$R_5$</td>
<td>19.299</td>
</tr>
<tr>
<td><strong>INS_SET_IPK</strong></td>
<td>Uploads the public key parameters of an issuer into the card</td>
<td>$R_t$</td>
<td>20.123</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$R_d$</td>
<td>20.540</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$\text{mod}$</td>
<td>20.359</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$Z$</td>
<td>20.370</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$S$</td>
<td>20.249</td>
</tr>
<tr>
<td><strong>INS_SET_SIG</strong></td>
<td>Uploads a tuple $(A, e, v)$ in the card</td>
<td>$A$</td>
<td>19.650</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$e$</td>
<td>18.996</td>
</tr>
<tr>
<td></td>
<td></td>
<td>$v$</td>
<td>22.895</td>
</tr>
<tr>
<td><strong>INS_GET_NYM</strong></td>
<td>Computes an exclusive scope pseudonym</td>
<td></td>
<td>55.199</td>
</tr>
<tr>
<td><strong>INS_GET_COM</strong></td>
<td>Computes the commitment $T$ (Eq. 5)</td>
<td></td>
<td>98.950</td>
</tr>
<tr>
<td><strong>INS_GET_S_1</strong></td>
<td>Computes the first $s_{\text{value}}$ (Eq. 8)</td>
<td></td>
<td>19.112</td>
</tr>
<tr>
<td><strong>INS_GET_S_2</strong></td>
<td>Computes the second $s_{\text{value}}$ (Eq. 8)</td>
<td></td>
<td>19.112</td>
</tr>
<tr>
<td><strong>INS_GET_PK</strong></td>
<td>Computes a public key commitment</td>
<td></td>
<td>54.235</td>
</tr>
<tr>
<td><strong>INS_GETRANDOM</strong></td>
<td>Generates two randomizers for $T$ (Eq. 5)</td>
<td></td>
<td>14.352</td>
</tr>
</tbody>
</table>

### 6 Discussion

In the last few years different implementations of ABCs based on smart cards have been proposed. Bichsel et al. presented the first implementation of Idemix on the Java Card platform in 2009. Proving the possession of one credential with one attribute (i.e. the master secret), required 7.4 seconds (1,280-bit modulus) and 10.55 seconds with a modulus of 1,536 bits [2]. Sterckx et al. followed a similar approach for implementing the signing protocol of Direct Anonymous Attestation (DAA) in Java Cards [16]. In their design, one transaction requires 4.2 seconds using a modulus of 1,024 bits. Nonetheless, the Java Cards 2 that Bichsel et al. and Sterckx et al. relied on do not provide direct access to modular arithmetic operations. Consequently, these authors had to rely on different strategies for performing modular multiplications and exponentiations, thus undermining the overall performance of the implementation. The IRMA card is based on the MULTOS platform embedded on the Infineon SLE78 chip. In contrast, this chip supports a variety of modular arithmetic operations. Using credentials of 5 attributes, the disclosure of all the attributes requires 0.947 seconds whereas the worst case (hiding the 5 attributes) is performed in 1.454 seconds [17].

When revealing all the attributes but the master secret the IRMA card first randomizes the signature, computes the commitment related to the components of the signature not revealed and the master secret and prepares the correspondent response values. In the key binding use case, we only need to perform two modular exponentiations in the commitment $T$, an extra modular exponentiation for the pseudonym commitment and then prepare two response
values. Given the reduced number of modular arithmetic operations we only require 206.75 ms. We can expect a similar performance in other smart cards relying on the SLE78 chip.
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